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Overture

Sessions are a fundamental notion in message-passing systems. A
session is an abstract notion of communication between parties where

each one owns an endpoint. Session types are types that are assigned to the
endpoints and that are used to statically and dynamically enforce some
desired properties of the communications, such as the absence of deadlocks.

Properties of concurrent systems are usually divided in safety and live-
ness ones and depending on the class it belongs to, a property is defined
using different (dual) techniques. However, there exist some properties that
require to mix both techniques and the challenges in defining them are ex-
acerbated in proof assistants (e.g. Agda, Coq, . . . ), that is, tools that allow
users to formally characterize and prove theorems. In particular, we mech-
anize the meta-theory of inference systems in Agda.

Among the interesting properties that can be studied in the session-based
context, we study fair termination which is the property of those sessions
that can always eventually reach successful termination under a fairness
assumption. Fair termination implies many desirable and well known prop-
erties, such as lock freedom. Moreover, a lock free session does not imply
that other sessions are lock free as well. On the other hand, if we consider
a session and we assume that all the other ones are fairly terminating, we
can conclude that the one under analysis is fairly terminating as well.
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Praeludium

Nowadays concurrent and distributed systems are ubiquitous in the
computer science world. It is not surprising that there exists a wide

research about how to enforce some desired properties of communications
in such systems.

A Gentle Introduction

Sessions The π-calculus is a process calculus used for modeling concurrent
systems and it is based on channels that are owned by the entities involved
in the communication and that are used to exchange messages. Session
types [Honda, 1993] are a formalism to describe communication protocols.
A session is represented by a channel that connects processes and session
types are assigned to them. They describe how the channels will be used by
the processes that own them. Session types have been originally introduced
to model the interaction between two entities and they have been later
generalized to multiparty [Honda et al., 2008]. There exists a broad family
of desired properties that one would like to enforce in a communication.
Among them, the most common ones are that messages are exchanged in
the right order (protocol fidelity) or that there are no communication errors
(communication safety).

Safety vs Liveness - Fair Termination In general, properties can be di-
vided in safety (nothing bad ever happens) and liveness (something good will
eventually happen) ones [Owicki and Lamport, 1982]. According to the class
to which it belongs, a property is defined using different and dual techniques:
induction for safety and coinduction for liveness. Actually, there exist some
properties that fall in between as they combine safety and liveness aspects.

13
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We can informally describe them using the motto “something good always
eventually happens” and their dual. Hence, such properties are hard to deal
with as they mix induction and coinduction. In a communication-based sce-
nario, protocol fidelity is a safety property and the eventual termination of
a session is a liveness one. In this thesis we study fair termination which
is the property of those sessions that can always eventually (successfully)
terminate under a fairness assumption. As the reader might guess, fair ter-
mination joins a safety and a liveness part. We investigate such property as
it entails many well knows properties that are studied in the literature.

Fair Subtyping Subtyping between session types is a fundamental rela-
tion in this thesis. It induces a substitution principle [Liskov and Wing,
1994] which states that a process that uses an endpoint according to some
type can be substituted with another process that uses the endpoint accord-
ing to a supertype. Although the principle seems in the wrong direction it
is proved to be equivalent to the right-to-left variant by taking into account
endpoints instead of processes [Gay, 2016]. The original subtyping relation
[Gay and Hole, 2005] is studied to preserve the safety properties of a session
but not the livess ones. Indeed an application of the original subtyping can
break the termination property of the involved session. In this thesis we
rely on fair subtyping [Padovani, 2014, 2016] which is a liveness-preserving
variant of the subtyping in Gay and Hole [2005].

(Generalized) Inference Systems Inference systems are a widely used
framework in computer science for defining predicates by means of (meta)
rules. They support both inductive and coinductive definitions and they
have been recently generalized to deal with those predcates that mix the two
approaches [Ancona et al., 2017b]. Roughly, an inference system, that is, a
set of (meta)rules, is interpreted either inductively or coinductively. In a gen-
eralized inference system the key ingredient is the addition of (meta)corules
and the interpretation is obtained by properly mixing the inductive and the
coinductive one. Then, inference systems also provide proof principles for
proving the correctness of a definition with respect to a semantic one called
specification in a canonical way. Correctness is usually expressed in terms of
soundness and completeness. The reference principles are induction, coin-
duction which involve inductive and coinductive predicates, respectively.
Bounded coinduction is a generalization of coinduction and is used when
dealing with definitions through generalized inference systems. We will rely
on (generalized) inference systems for defining most of the notions we will
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introduce.

Proof Assistants These days there is an increasing interest in theorem
provers, that is, tools that allow users to write proofs by relying on a lan-
guage that resembles a programming language. The advantage of using proof
assistants is that the proofs are certified (provided that the tool is itself con-
sistent). Due to the novelty of the research field, there is a focus in the
literature in providing big libraries with the aim of making the community
agree on some design techniques. For example, when formalizing calculi,
De Bruijn indices are usually preferred for dealing with variables. Many
research communities are starting to rely on theorem provers to mechanize
existing theories. The community working on behavioral types is affected
by this phenomenon as well. Moreover, apart from traditional conferences
on formal proofs (e.g. CPP, ITP), a very first workshop on Verification of
Session Types has been organized in 2020 and 2021. The main output of
such event was the lack of a reference methodology for mechanizing session-
based theories. In this thesis we will refer to the Agda proof assistant [The
Agda Team, 2022]. Notably, we refer to theorem provers and proof assistant
interchangeably.

Agda Agda [The Agda Team, 2022] is an interactive proof assistant based
on intuitionistic logic. The interactivity aspect is fundamental as the user is
guided step-by-step while mechanizing a proof. The tool can be download
for different platforms and comes with only the very basic definitions, e.g.
natural numbers. The standard library can be added separately and it is
constantly updated in order to keep the modules consistent with the latest
version of Agda. Moreover, Agda has built-in support for both inductive
and coinductive predicates. In Ciccone [2020] we made an in-depth analysis
of all the techniques that users can follow when mechanizing predicates and
we found out that pure (co)inductive inference system have a natural and
intuitive encoding in Agda. However, for what concerns those predicates
defined by generalized inference systems, there is no support. Indeed, al-
though a generalized inference system can still be defined, the resulting code
becomes hard to understand and it contains many duplicated notions.

Contributions

Can well-typed programs go well?
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Developing type systems for enforcing liveness properties of
processes is not an easy task. For example, in the context of this thesis
the type systems of Kobayashi [2002a], Padovani [2014] adopt a sophisti-
cated technique for guaranteeing that all pending actions will be eventually
executed. The question we want to answer is in sharp contrast with the
famous Robin Milner’s sentence “Well typed programs cannot go wrong”
[Milner, 1978] which points out the fact that type systems are usually made
for enforcing safety aspects.

Fair Termination We present type systems for enforcing fair termi-
nation in three different scenarios. First, we deal with binary sessions, that
is, sessions involving only two participants. This base case is fundamental
to highlight all the technical aspects and additional properties that the type
system must ensure in order to guarantee fair termination. Then, we gener-
alize such type system to the multiparty case. Although many notions can
be easily adapted from the binary case, there are some technical details that
are hard to deal with. For what concerns the additional properties that the
type system has to enforce, we can still rely on the binary type system since
binary sessions are the simplest multiparty ones. At last, we show a type
for enforcing fair termination in the linear π-calculus. This last part falls
in between the previous type systems and those type systems interpreting
session-based calculi in the context of linear logic. The interesting difference
between the type systems for sessions and the one for the π-calculus is that
in the second there is no notion of fair subtyping.

Can Agda support definitions mixing induction and
coinduction?

Can Agda proofs match the pen-and-paper ones?

As we mentioned before, Agda supports purely (co)inductive definitions.
Moreover, a predicate defined using an inference system can be naturally
encoded. On the other hand, when we deal with a predicate that involves
both induction and coinduction, there is no built-in support [Ciccone, 2020].
As a result, we can still mechanize such predicates but the resulting code
contains many duplicated notions and it differs from the definition given
through a generalized inference system. Another drawback of mechanizing
notions in Agda is that the proofs become very hard to be understood as
they differ from the hand written ones since they require many additional
lemmas related to the technicalities of the proof assistant, e.g. equalities.
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Hence, we first ask whether it is possible to encode generalized inference
systems in Agda in a natural way. Then we ask if we can “hide” all
the Agda related technicalities so that the proofs are shown to the user
in a more friendly flavor.

An Agda Library for Inference Systems (Generalized) inference sys-
tems are used throughout the entire thesis. Since we aimed at mechanizing
some results in Agda, we thought about a way for supporting the frame-
work in the proof assistant. For this sake we present a library that allows
users to formalize inference systems using a syntax that resembles the one
used on paper. Moreover, the library supports the usage of corules that
are not built-in supported (see Ciccone [2020] for more details). Clearly, all
the proof principles are encoded as well. As an important and useful side
effect, the codes of the proofs based on the library resemble the proofs writ-
ten on paper. We think that this contribution can be very helpful for the
community since closed proofs are usually very hard to read and understand.

Mechanizing Properties of Session Types We take advantage of the
library we developed to mechanize some notions in the session types
context. We first mechanize an alternative definition of session types that
aims at simplifying the codes as much as possible. Such characterization has
also the advantage of supporting dependency with respect to previously ex-
changed messages. Then we focus on three interesting properties of session
types and we characterize them using generalized inference systems: fair ter-
mination of a session type, fair compliance (successful fair termination) of a
binary session and fair subtyping. We mechanize the three inference system
as well as their correctness proofs with respect to the semantic definitions.
As mentioned before, the community working on session types is increas-
ingly interested in proof assistants but so far there is a lack of a reference
methodology. We hope that our results and our experience will be used for
finding a guideline on which all the community agrees.

Structure of the Thesis

Concerto Grosso As the title might suggest, the thesis is structured in
three parts as the original italian Concerto Grosso form of baroque music.
Moreover, since binary sessions are the simplest multiparty ones, we will
jump between the two scenarios according to our needs. In general, we
will show paradigmatic examples in the binary setting and we will prove the
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main notions in the more general multiparty one. The continuous alternation
of communications between two and more participants resembles again the
Concerto Grosso which is based on a dialogue between a small ensemble and
the full orchestra. The tempo indications at the beginning of each part are
consistent with the fast-slow-fast schema of the concerto grosso and we use
them to jokingly indicate that the part that should be read more carefully
is the central one. At last, in order to help the reader we use treble, soprano
and bass clefs to denote texts inside chapters, sections and subsections,
respectively.

Part I: Key Notions There are different notions that we will use through-
out Parts II and III. Thus, we decided to dedicate the first part to introduce
all the main ingredients of the thesis. At the beginning we discuss the usual
classification of properties in safety and liveness ones in Section 1.1. Then,
in Section 1.2 we introduce (Generalized) inference systems as a reference
framework and in Section 1.3 we introduce syntax and semantics of binary
and multiparty session types. We dedicate Chapter 2 to explain what is fair
termination and to express it in a general setting, that is, considering an
arbitrary transition system. Then, we instantiate the property in the ses-
sion types context. At last, in Chapter 3 we focus on the subtyping relation
between session types. We first introduce the original subtyping relation
[Gay and Hole, 2005] and we show why it can break the liveness proper-
ties on the session on which it is applied. We then introduce fair subtyping
as a liveness-preserving refinement of the original relation. We present fair
subtyping in two different flavours; first using a purely coinductive inference
system and then using a generalized inference system.

Part II: Type Systems This part is dedicated to the study of the three
type systems for fair termination and it is split according to the calculus
under analysis. In Chapter 4 we present a type system for a calculus with
binary sessions. Chapter 5 generalizes such type system to the multiparty
case. At last, in Chapter 6 we show a type system for a π-calculus that is
based on linear logic. The three chapters are stuctured similarly. We first
introduce the calculus (and the types) and then we show the typing rules.
We dedicate the rest of each chapter to detail the soundness proofs. As we
mentioned before, in Chapter 4 we focus on those paradigmatic examples
that point out the additional properties that the type system must enforce.
Since such examples hold in the multiparty setting as well, in Chapter 5 we
present some more involved processes.
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Part III: Agda Mechanizations This third and last part focuses on the
mechanization aspects. In Chapter 7 we present the library for supporting
in Agda generalized inference systems. We first mechanize the meta theory
of inference systems as well as the proof principles and then we show some
basic examples of usage. Then in Chapter 8 we present the definitions
through generalized inference systems of three properties of session types:
fair termination of a session type, fair compliance of a binary session and
fair subtyping. Notably, we mechanize the general notion of fair termination
and we relate it to the semantic definitions of the first two properties. For
each property we show the mechanization of the inference system and we
show how proof principles are used in the correctness proofs. At last, we
detail the proofs of fair compliance.

Published Works

We conclude the introduction by relating the content of the thesis with the
published works of the author.

Fair Termination Chapter 4 is a refined version of Ciccone and Padovani
[2022c]. Differently from Ciccone and Padovani [2022c], here we adopt the
new characterization of fair subtyping that we introduced later in Ciccone
et al. [2022]. Chapter 5, Chapter 6 show the type systems that have been
presented in Ciccone et al. [2022] and in Ciccone and Padovani [2022b],
respectively.

Agda The Agda library for (Generalized) Inference Systems in Chapter 7
has been presented in Ciccone et al. [2021a] which is based on Ciccone
[2020]. At last, the Agda formalizations of the properties of session types in
Chapter 8 have been presented in Ciccone and Padovani [2022a, 2021a].

Not in this thesis In Ciccone and Padovani [2020] we provide an Agda
mechanization of a linear π-calculus with dependent types. One of the in-
teresting features of such formalization is that we can inject Agda terms
in the calculus by using a proper constructor for the terms of the calculus.
Although that work covers some topics that are related to the present thesis
(e.g. π-calculus, Agda mechanization, induction/coinduction), we do not
give details about it as it falls outside the core topic the thesis. Moreover,
we are working on an Agda unification library and on co-contextual typ-
ing inference algorithms for the linear and shared pi-calculus proved to be
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correct in the proof assistant. Such work is based on Zalakain and Dardha
[2021].



Part I

Key Notions
(Vivace)

21





Chapter 1

Introductory Notions

This chapter is dedicated to the analysis of the main notions that are
treated throughout the thesis. First, we recall the usual distinction

of properties of concurrent systems in safety and liveness ones [Owicki and
Lamport, 1982]. According to the class to which it belongs, a property must
be defined using a different (dual) technique. The same happens when we
want to prove the correctness of such definitions. Then, we introduce Gen-
eralized Inference Systems [Ancona et al., 2017b]. Inference systems are a
well established framework in the literature to define purely (co)inductive
predicates as they provide canonical techniques for proving the correctness
of a definition. In this thesis we mainly focus on their generalization with
corules in order to treat those predicates that require a mix of induction
and coinduction. After that we move to the main topics of the thesis. We
give an overview of session types by describing what such types are and
what they are used for. In a few words, they are used to model the commu-
nication in message passing systems and to statically enforce some desired
properties. They have been originally introduced by Honda [1993] in a bi-
nary context and later generalized by Honda et al. [2008] to multiparty to
deal with those scenarios in which more entities participate to the commu-
nication. We then review some interesting desirable properties that fall in
the intersection between safety and liveness ones.

The chapter is organized as follows. In Section 1.1 we review the usual
classification of properties into safety and liveness ones and we show that
some fall in the intersection of the two classes. In Section 1.2 we introduce
generalized inference systems as a reference framework that can be used to
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deal with such kind of properties. At last, in Section 1.3 we introduce session
types in both their binary and multiparty variants.

1.1 Safety & Liveness

It is well known that properties can be distinguished between safety
and liveness one. Informally, the two classes are identified by the

mottos “nothing bad ever happens” and “something good eventually hap-
pens” [Owicki and Lamport, 1982]. For example, in a network of commu-
nicating processes, the absence of communication errors and of deadlocks
are safety properties, whereas the fact that a protocol or a process can al-
ways successfully terminate is a liveness property. Because of their different
nature, characterizations and proofs of safety and liveness properties rely
on fundamentally different (dual) techniques: safety properties are usually
based on invariance (coinductive) arguments, whereas liveness properties
are usually based on well foundedness (inductive) arguments [Alpern and
Schneider, 1985, 1987b].

The correspondence and duality between safety/coinduction and live-
ness/induction is particularly apparent when properties are specified as for-
mulas in the modal µ-calculus [Kozen, 1983, Stirling, 2001, Bradfield and
Stirling, 2007], a modal logic equipped with least and greatest fixed points:
safety properties are expressed in terms of greatest fixed points, so that the
“bad things” are ruled out along all (possibly infinite) program executions;
liveness properties are expressed in terms of least fixed points, so that the
“good things” are always within reach along all program executions. Since
the µ-calculus allows least and greatest fixed points to be interleaved arbi-
trarily, it makes it possible to express properties that combine safety and
liveness aspects, although the resulting formulas are sometimes difficult to
understand.

In the next examples we informally state some (co)inductive properties
that we will characterize in details in Section 1.2 and that we will charac-
terize in Agda in Section 7.1.

Example 1.1.1. “x belongs to the possibly infinite list l”

This is an example of a liveness property. Indeed, even if the list l is
infinite, if x belongs to l, then we need to inspect only a finite portion of the
list. Hence, induction is required. ⌟

Example 1.1.2. “All the numbers in the possibly infinite list l are positive”
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This is an example of a safety property. Indeed, in order to actually state
that a list is made of only positive numbers, we have to inspect it entirely.
It is clear that coinduction is required since the list can be infinite. ⌟

Example 1.1.3. “ x is the maximum element of the possibly infinite list l”
The predicate is composed by a safety and a liveness part.

� Safety: x is greater that all the elements in l

� Liveness: x belongs to l

Hence, this property requires a mix of induction and coinduction. ⌟

1.2 (Generalized) Inference Systems

A different way of specifying (and enforcing) properties is by means of
inference systems [Aczel, 1977]. Inference systems admit two natural

interpretations, an inductive and a coinductive one respectively correspond-
ing to the least and the greatest fixed points of their associated inference
operator. Unlike the µ-calculus, however, they lack the flexibility of mixing
their different interpretations since the inference rules are interpreted either
all inductively or all coinductively. For this reason, it is generally difficult
to specify properties that combine safety and liveness aspects by means of
a single inference system. Generalized Inference Systems (GISs) [Ancona
et al., 2017b, Dagnino, 2019] admit a wider range of interpretations, includ-
ing intermediate fixed points of the inference operator associated with the
inference system different from the least or the greatest one. This is made
possible by the presence of corules, whose purpose is to provide an inductive
definition of a space within which a coinductive definition is used. Although
GISs do not achieve the same flexibility of the modal µ-calculus in combining
different fixed points, they allow for the specification of properties that can
be expressed as the intersection of a least and a greatest fixed point. This
feature of GISs resonates well with one of the fundamental results in model
checking stating that every property can be decomposed into a conjunction
of a safety property and a liveness one [Alpern and Schneider, 1985, 1987b,
Baier and Katoen, 2008].

1.2.1 Definitions and interpretations

We first summarize the main notions and definitions of inference
systems. Then we generalize them by introducing (meta)corules.
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Given an inference system, one has to take an interpretation that identifies
the set of defined judgments. When dealing with a generalized inference
system, such interpretation is obtained by combining both the inductive
and the coinductive ones and by taking into account corules in the proper
way.

Definition 1.2.1 (Inference Systems & Rules). An inference system [Aczel,
1977] I over a universe U of judgments is a set of rules, which are pairs ⟨pr , j ⟩
where pr ⊆ U is the set of premises of the rule and j ∈ U is the conclusion
of the rule. A rule without premises is called axiom. Rules are typically
presented using the syntax

pr

j

where the line separates the premises (above the line) from the conclusion
(below the line).

Since rules may be infinite, inference systems are usually described by
using meta-rules written in a meta-language. Informally, meta-rules group
rules according to their shape.

Definition 1.2.2 (Metarule). A meta-rule ρ is a tuple ⟨C,Pr , J ,Σ⟩ where

� C is a set called context

� Pr = ⟨J1, . . . , Jn⟩ is a finite sequence of functions of type C → U called
(meta-)premises

� J is a function of type C → U called (meta-)conclusion

� Σ is a subset of C called side condition

Given ρ = ⟨C, ⟨J1, . . . , Jn⟩, J ,Σ⟩, the inference system ∥ρ∥ denoted by ρ
is defined by:

∥ρ∥ = {⟨{J1(c), . . . , Jn(c)}, J (c)⟩ | c ∈ Σ}

Definition 1.2.3 (Meta System). An inference meta-system I is a set of
meta-rules. The inference system ∥I∥ is the union of ∥ρ∥ for all ρ ∈ I.

A predicate on U is any subset of U . An interpretation of an inference
system I identifies a predicate on U whose elements are called derivable
judgments.
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To define the interpretation of an inference system I, consider the in-
ference operator associated with I, which is the function FI : ℘(U) → ℘(U)
such that

FI(X) = {j ∈ U | ∃pr ⊆ X : ⟨pr , j ⟩ ∈ I}

for every X ⊆ U . Intuitively, FI(X) is the set of judgments that can be
derived in one step from those in X by applying a rule of I. Note that FI
is a monotone endofunction on the complete lattice ℘(U), hence it has least
and greatest fixed points. It can also be defined for a meta-rule ρ and an
inference meta-system I as

Fρ(X) = {J (c) | c ∈ Σ, Ji(c) ∈ X for all i ∈ 1..n} FI(X) =
⋃
ρ∈I Fρ(X)

Definition 1.2.4 ((Co)Inductive Interpretations). The inductive interpre-
tation IndJIK of an inference system I is the least fixed point of FI and the
coinductive interpretation CoIndJIK is the greatest one.

From a proof theoretical point of view, IndJIK and CoIndJIK are the sets
of judgments derivable with well-founded and non-well-founded proof trees,
respectively.

Generalized Inference Systems enable the definition of (some) predicates
for which neither the inductive interpretation nor the coinductive one give
the expected meaning.

Definition 1.2.5 (Generalized Inference System). A generalized inference
system is a pair ⟨I, Ico⟩ where I and Ico are inference systems (over the same
U) whose elements are called rules and corules, respectively. The interpre-
tation of a generalized inference system ⟨I, Ico⟩, denoted by GenJI, IcoK, is
the greatest post-fixed point of FI that is included in IndJI ∪ IcoK.

Note that meta-corules are usually represented with a thicker line.

From a proof theoretical point of view, a GIS ⟨I, Ico⟩ identifies those
judgments derivable with an arbitrary (not necessarily well-founded) proof
tree in I and whose nodes (the judgments occurring in the proof tree) are
derivable with a well-founded proof tree in I ∪Ico. For more details we refer
to Dagnino [2019].

1.2.2 Proving correctness - Proof principles

The advantage of using inference systems is that they provide canon-
ical techniques for proving the correctness of a given definition. Con-

sider now a specification S ⊆ U , that is an arbitrary subset of U . We can
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relate S to the interpretation of a (generalized) inference system using one
of the following proof principles. The induction principle [Sangiorgi, 2011,
Corollary 2.4.3] allows us to prove the soundness of an inductively defined
predicate by showing that S is closed with respect to I. That is, whenever
the premises of a rule of I are all in S, then the conclusion of the rule is
also in S.

Proposition 1.2.1 (Induction). FI(S) ⊆ S implies IndJIK ⊆ S.

The coinduction principle [Sangiorgi, 2011, Corollary 2.4.3] allows us
to prove the completeness of a coinductively defined predicate by showing
that S is consistent with respect to I. That is, every judgment of S is the
conclusion of a rule whose premises are also in S.

Proposition 1.2.2 (Coinduction). S ⊆ FI(S) implies S ⊆ CoIndJIK.

The bounded coinduction principle [Ancona et al., 2017b] allows us to
prove the completeness of a predicate defined by a generalized inference
system ⟨I, Ico⟩. In this case, one needs to show not only that S is consistent
with respect to I, but also that S is bounded by the inductive interpretation
of the inference system I ∪ Ico. Formally:

Proposition 1.2.3 (Bounded Coinduction). S ⊆ IndJI ∪ IcoK and S ⊆
FI(S) imply S ⊆ GenJI, IcoK.

Proving the boundedness of S amounts to proving the completeness of
I ∪ Ico (inductively interpreted) with respect to S.

1.2.3 Examples

We now characterize the examples from Section 1.1. For the sake
of simplicity we only present the definitions and we informally state

where the proof principles are used to prove the correctness (see Ciccone
[2020] for the detailed proofs). In Section 7.1 we will show Agda mecha-
nizations of all the definitions. In the following we write xs[i] for the i-th
element of list xs.

Example 1.2.1. Recall the inductive property from Example 1.1.1. Con-
sider the inference system I

member(x, x :: xs)

member(x, xs)

member(x, y :: xs)
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where the axiom states that x is inside the list containing only x while the
rule tells that, if x is inside xs, then it is in the same list with an additional
element y. Such inference system I must be inductively interpreted. Hence,
we consider only those finite proof trees whose leaves are applications of the
axiom.

Let S = {(x, xs) | ∃i ∈ N.xs[i] = x}. We use the induction principle to
prove the soundness of the definition ( i.e. IndJIK ⊆ S). ⌟

Example 1.2.2. Recall the coinductive property from Example 1.1.2. Con-
sider the inference system I

allPos []

allPos xs

allPos x :: xs
x > 0

where the axiom tells that the predicate trivially holds on the empty list and
the rule states that, if a list xs is made of strictly positive numbers, then
the predicate holds on such list with an additional element x provided that
x > 0. Such inference system I must be coinductively interpreted. Hence,
we consider either those finite proof trees whose leaves are the axiom or the
infinite ones that are obtained by applying infinitely many times the rule.
Note that is not compulsory to interpret the rule coinductively. On the other
hand, if we interpret it inductively we obtain the expected predicate if and
only if the lists under analysis are finite.

Let S = {xs | ∀i ∈ N.xs[i] > 0}. We use the coinduction principle to
prove the completeness of the definition ( i.e. S ⊆ CoIndJIK). ⌟

Example 1.2.3. Recall the property from Example 1.1.3. We first consider
the following inference system I

maxElem(x, x :: [])

maxElem(x, xs)

maxElem(max(x, y), y :: xs)

where the axiom states that x is the maximum of the list that contains only
x, while the rule states that, if x is the maximum of xs, then, when we add
a new number y to xs, the maximum becomes the greatest between x and
y. Such inference system cannot be inductively interpreted since we have to
entirely inspect a possibly infinite list. On the other hand, the coinductive
interpretation does not give us the expected meaning. Indeed, for example we
can derive maxElem(2, xs) where xs = 1 :: xs and 2 actually does not belong
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to xs. The infinite proof tree is obtained by applying the rule infinitely many
times.

...

maxElem(2, xs)

maxElem(2, 1 :: xs)

Hence, I characterize only the safety component of maxElem which states
that the maximum must be greater than all the elements in the list.

Now we consider the following Ico consisting of a single coaxiom

maxElem(x, x :: xs)

Such coaxiom forces the membership of the maximum into the list. The
interpretation GenJI, IcoK characterize the expected predicate. If we manage
to find a finite proof tree in the inductive interpretation of the inference
system with the additional coaxiom it means that the maximum belongs to
the list.

Let S = {(x, xs) | ∀i ∈ N.x ≥ xs[i] and member(x, xs)}. We use the
bounded coinduction principle to prove the completeness of the definition
( i.e. S ⊆ GenJI, IcoK). ⌟

As noted at the beginning of the section, all the proofs of the examples
are detailed in [Ciccone, 2020].

1.3 Session Types

Session types have been originally introduced by Honda [1993]. A
session type describes the communication protocol that takes place

over a channel, namely the allowed sequences of input/output actions per-
formed by a process on that channel. This way it is possible to statically
guarantee some desirable properties of the communication such as protocol
fidelity, communication safety and deadlock freedom. Original session types
concerned with the communication between two entities (binary) where each
one owns an endpoint of the channel. They have been generalized to mul-
tiparty by Honda et al. [2008] to model the interaction between multiple
participants.
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1.3.1 Binary session types

We use polarities π ∈ {?, !} to distinguish input actions (?) from
output actions (!) and we write π for the opposite or dual polarity of

π so that ? = ! and ! = ?. We use m to denote an element of a given set of
message tags which may include values with a specific interpretation such
as booleans, natural numbers, and so forth. The different terminology for
labels is needed to avoid confusion with the labels used in the operational
semantics.

Definition 1.3.1 (Binary Session Types). Session types [Honda, 1993] are
the possibly infinite, regular trees [Courcelle, 1983] coinductively generated
by the grammar

S, T, U, V ::= πend |
∑
i∈I

πmi.Si | πS.T

Session types of the form πend describe channels used for exchanging
a session termination signal and on which no further communication takes
place. Session types of the form πU.S describe channels used for exchang-
ing another channel of type U and then behaving according to S. Finally,
session types of the form

∑
i∈I πmi.Si describe channels used for exchanging

a tag mk and then behaving according to Sk. Session types of the form∑
i∈I ?mi.Si and

∑
i∈I !mi.Si are sometimes referred to as external and in-

ternal choices respectively, to emphasize that the label/tag being received or
sent is always chosen by the sender process. In a session type

∑
i∈I πmi.Si

we assume that I is not empty and that i ̸= j implies mi ̸= mj for every
i, j ∈ I. Note that I is not necessarily finite, although regularity implies
that there must be finitely many distinct Si.

To improve readability we write πm.S when I is the singleton {m} (when
the choice is trivial) and we define the partial + such that∑

i∈I πmi.Si +
∑

i∈J πmi.Si =
∑

i∈I∪J πmi.Si

when I, J ̸= ∅ and I ∩ J = ∅. Hereafter we specify possibly infinite
session types by means of equations S = . . . where the right hand side
of the equation may contain guarded occurrences of the metavariable S.
Guardedness guarantees that a session type S satisfying the equation exists
and is unique [Courcelle, 1983].

We equip session types with a labeled transition system (LTS) that allows
us to describe, at the type level, the sequences of actions performed by a
process on a channel. We distinguish two kinds of transitions: unobservable
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lb-channel

πU.S
πU−→ S

lb-pick

∑
i∈I !mi.Si

τ−→ !mk.Sk
k ∈ I

lb-tag

∑
i∈I πmi.Si

πmk−→ Sk
k ∈ I

lb-tau-l

S
τ−→ S′

S | T τ−→ S′ | T

lb-tau-r

T
τ−→ T ′

S | T τ−→ S | T ′

lb-sync

S
α−→ S′ T

α−→ T ′

S | T τ−→ S′ | T ′

Figure 1.1: Labeled Transition System for Binary Session Types

transitions S
τ−→ T are made autonomously by the process; observable

transitions S
α−→ T are made by the process in cooperation with the one

it is interacting with through the channel. The label α describes the kind
of interaction and has either the form πU (indicating the exchange of a
channel of type U) or the form πm (indicating the exchange of tag m). The
polarity π indicates whether the message is received (?) or sent (!). If we
use a term of the form S | T to describe the binary session as a whole, with
the two interacting processes behaving as S and T , then we can formalize
their interaction (at the type level) using the LTS for session types and the
reduction rules in Figure 1.1.

We write α for the dual of α, obtained by changing the polarity of α
with the opposite one. A reduction occurs whenever one of the connected
processes performs an unobservable transition ([lb-tau-l] and [lb-tau-r])
or when the two processes exchange a message by proposing complementary
actions ([lb-sync]). As usual, we let ⇒ stand for the reflexive, transitive
closure of

τ−→ and we write S | T X→ if there are no S′ and T ′ such that
S | T τ−→ S′ | T ′. Note the different behaviors described by session types
of the form

∑
i∈I πmi.Si depending on the polarity π. According to [lb-

tag], a process using a channel of type
∑

i∈I ?mi.Si performs an observable
transition for each of the tags mi it is willing to receive. On the contrary, a
process using a channel of type

∑
i∈I !mi.Si can first choose a particular tag

m = mk for some k ∈ I by [lb-pick] (this choice is internal to the process
and is therefore unobservable) and then send the tag m. As an example,
the chain of transitions

!m.S + T
τ−→ !m.S

!m−→ S
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models a process that first chooses and then sends the tag m. The choice
of the tag is irrevocable and not negotiable with the receiver process. Note
that, according to the definition of +, T must be an internal choice of tags
different from m, hence !m.S + T is a non-trivial choice among two or more
tags.

1.3.2 Multiparty session types

A multiparty session type describes the communication protocol be-
tween at least two participants. For this reason, the types associated

to each endpoint are exactly those presented in Section 1.3.1 with the ad-
dition of roles (p,q . . . ). Indeed, a binary session can be considered as the
simplest multiparty one with only two participants; hence, the roles can be
omitted in the types.

Definition 1.3.2 (Local Types). A local session type is a regular tree Cour-
celle [1983] coinductively generated by the productions

S, T, U, V ::= πend |
∑
i∈I

pπmi.Si | pπS.T

The session type πend describes the behavior of a process that sends or
receives a termination signal. The session type

∑
i∈I pπmi.Si describes the

behavior of a process that sends to or receives from the participant p one of
the tags mi and then behaves according to Si. Note that the source or des-
tination role p and the polarity π are the same in every branch. We require
that I is not empty and i, j ∈ I with i ̸= j implies mi ̸= mj . Occasionally we
write pπm1.S1 + · · · + pπmn.Sn instead of

∑n
i=1 pπmi.Si. Finally, a session

type pπS.T describes the behavior of a process that sends to or receives
from the participant p an endpoint of type S and then behaves according
to T . We often specify infinite session types as solutions of equations of the
form S = · · · where the metavariable S may occur on the right hand side of
= guarded by at least one prefix. A regular tree satisfying such equation is
guaranteed to exist and to be unique Courcelle [1983].

In order to describe a whole multiparty session at the level of types we
introduce the notion of session map.

Definition 1.3.3 (session map). A session map is a finite, partial map
from roles to session types written {pi ▷ Si}i∈I . We let M and N range over
session maps, we write dom(M) for the domain of M , we write M | N for
the union of M and N when dom(M)∩ dom(N) = ∅, and we abbreviate the
singleton map {p ▷ S} as p ▷ S.
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lm-end

p ▷ πend
π✓−−→ p ▷ πend

lm-channel

p ▷ qπU.S
p▷qπU−−−−→ p ▷ S

lm-pick

p ▷
∑

i∈I q!mi.Si
τ−→ p ▷ q!mk.Sk

k ∈ I

lm-tag

p ▷
∑

i∈I qπmi.Si
p▷qπmk−−−−−→ p ▷ Sk

k ∈ I

lm-tau

M
τ−→M ′

M |N τ−→M ′ |N

lm-terminate

M
?✓−→M ′ N

!✓−→ N ′

M |N ?✓−→M ′ |N ′

lm-sync

M
α−→M ′ N

α−→ N ′

M |N τ−→M ′ |N ′

Figure 1.2: Labeled Transition System for Session Maps

Again, we describe the evolution of a session at the level of types by
means of a labeled transition system for session maps. Labels are generated
by the grammar below:

Label ℓ ::= τ | α Action α, β ::= π✓ | p ▷ qπm | p ▷ qπS

The label τ represents either an internal action performed by a partici-
pant independently of the others or a synchronization between two partici-
pants. The labels of the form π✓ describe the input/output of termination
signals, whereas the labels of the form p ▷ qπm and p ▷ qπS represent the
input/output of a tag m or of an endpoint of type S.

The labeled transition system is defined by the rules in Figure 1.2, most
of which are straightforward. Rule [lm-pick] models the fact that the par-
ticipant p may internally choose one particular tag mk before sending it to
q. The chosen tag is not negotiable with the receiver. Rule [lm-terminate]

models termination of a session. A session terminates when there is exactly
one participant waiting for the termination signal and all the others are
sending it. This property follows from a straightforward induction on the

derivation of M
?✓−→ N using [lm-terminate] and [lm-end].

The existence of a single participant waiting for the termination signal
ensures that there is a uniquely determined continuation process after the
session has been closed. Finally, rule [lm-sync] models the synchronization
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between two participants performing complementary actions. The comple-
ment of an action α, denoted by α, is the partial operation defined by the
equations

p ▷ qπm
def
= q ▷ pπm p ▷ qπS

def
= q ▷ pπS

where π denotes the complement of the polarity π. The complement of
actions of the form π✓ is undefined, so rule [lm-sync] cannot be applied
to terminated sessions. Hereafter we write ⇒ for the reflexive, transitive
closure of

τ−→ and
α

=⇒ for the composition ⇒ α−→.

1.4 Related Work

Now we have all the ingredients for discussing about some well known
properties that can be found in the literature. Notably, such prop-

erties have been studied both on the pure π-calculus and on session-based
calculi. We split the discussion according the property and the scenario
under analysis.

Termination of Binary Sessions. Termination is a liveness property
that can be guaranteed when finite session types are considered [Pérez et al.,
2012]. As soon as infinite session types are considered, many session type
systems weaken the guaranteed property to deadlock freedom. Lindley and
Morris [2016] define a type system for a functional language with session
primitives and recursive session types that is strongly normalizing.

Liveness Properties in the π-Calculus. Kobayashi [2002a] defines a
behavioral type system that guarantees lock freedom in the π-calculus. Lock
freedom is a liveness property akin to progress for sessions, except that it
applies to any communication channel (shared or private). As a paradig-
matic example of lock we can consider a variant of Example 2.1.1 in which
the buyer never pays the products. Thus, the carrier is locked. Padovani
[2014] adapts and extends the type system of Kobayashi [2002a] to enforce
lock freedom in the linear π-calculus [Kobayashi et al., 1999], into which
binary sessions can be encoded [Dardha et al., 2017]. All of these works an-
notate types with numbers representing finite upper bounds to the number
of interactions needed to unblock a particular input/output action.

Deadlock Freedom. Deadlock freedom is a safety properties according
to which a communication cannot get stuck. A paradigmatic example of
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deadlocked process is (we adopt binary session type syntax)

x?true.y!false · · · | y?false.x!true . . .

where we have a couple of processes running in parallel. The former is
waiting for true on x which is sent by the second as soon as it receives false
by the former.

Kobayashi [2002a], Padovani [2014] guarantee deadlock freedom using
the same technique for lock freedom. There exist a number of session based
type systems inspired by linear logic [Wadler, 2014, Caires et al., 2016,
Lindley and Morris, 2016, Carbone et al., 2016, 2017] in which deadlock
freedom is dealt with by using a process composition rule that resembles the
cut rule.

Liveness Properties of Multiparty Sessions. The enforcement of live-
ness properties has always been a key aspect of session type systems, al-
though previous works have almost exclusively focused on progress rather
than on (fair) termination. Scalas and Yoshida [2019] define a general frame-
work for ensuring safety and liveness properties of multiparty sessions. In
particular, they define a hierarchy of three liveness predicates to character-
ize “live” sessions that enjoy progress. They also point out that the coarsest
liveness property in this hierarchy, which is the one more closely related to
fair termination, cannot be enforced by their type system. The work of van
Glabbeek et al. [2021] presents a type system for multiparty sessions that
ensures progress and is not only sound but also complete. Carbone et al.
[2014] characterize progress in terms of the standard notion of lock-freedom
by using catalysers.



Chapter 2

Fair Termination

Among the properties mixing safety and liveness aspects in the con-
text of session types, we decided to develop type systems enforcing

fair termination. Such property is desirable for many reasons. Indeed, as
we briefly mentioned at the beginning of the thesis, a lock free session does
not imply that other sessions are lock free as well. On the other hand, if we
consider a session and we assume that all the other ones are fairly termi-
nating, we can conclude that the one under analysis is fairly terminating as
well.

In Section 2.1 we describe the property and we relate it with other prop-
erties that are frequently studied in the literature. In Section 2.2 we for-
mally define fair termination in its general form on reduction systems such
that it will be instantiated in the different session type based scenarios in
Section 2.3. Notably, in Part III we will provide a characterization of fair
termination based on generalized inference systems (Section 1.2) and we
will provide a mechanization of both its definition and correctness proofs in
Agda.

2.1 Introduction

The decomposition of a distributed program into sessions enables
its modular static analysis and the enforcement of useful properties

through a type system. Examples of such properties are communication
safety (no message of the wrong type is ever exchanged), protocol fidelity
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(messages are exchanged in the order prescribed by session types) and dead-
lock freedom (the program keeps running unless all sessions have termi-
nated). These are all instances of safety properties, implying that “nothing
bad” happens. In general, one is also interested in reasoning and possibly
enforcing liveness properties, those implying that “something good” happens
Owicki and Lamport [1982]. Examples of liveness properties are junk free-
dom (every message is eventually received), progress (every non-terminated
participant of multiparty a session eventually performs an action) and ter-
mination (every session eventually comes to an end).

2.1.1 What

Fair termination is termination under a fairness assumption. We de-
cided to investigate such property since current type systems cannot

deal with those scenarios in which the communication between two entities
depends on the communication between others. To explain why, we show a
paradigmatic scenario that we will instantiate in different ways in the next
chapters.

Example 2.1.1 (Buyer - Seller - Carrier).
Consider the interaction between the following three entities:

� buyer: he can tell a seller either that he adds an item to the cart
or that he pays the total amount. We assume that the messages being
sent are add and pay, respectively

� seller: if the buyer decides to pay the amount ( i.e. pay is received)
he contacts the carrier to ship the items. The message being sent is
ship

� carrier: he sends the items as soon as he is contacted by the seller
( i.e. ship is received)

At the moment we do not care about the technicalities on how the three
actors interact. What makes this scenario somewhat difficult to reason about
is that the progress of the carrier is not unconditional but depends on the
choices performed by the buyer : the carrier can make progress only if the
buyer eventually pays the seller.

The fairness assumption that we used can be informally stated as

If termination is always possible, then it is inevitable
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Note that Example 2.1.1 admits an infinite execution in which the buyer
only adds items to the cart and never pays the amount. Such execution is
unfair according to our assumption since the buyer can always send pay
(and terminate) but he always avoid to do so.

2.1.2 Why

The reader might wonder why we focus on fair termination instead
of considering some fair version of progress. There are three reasons

why we think that fair termination is overall more appropriate than just
progress. First of all, ensuring that sessions (fairly) terminate is consistent
with the usual interpretation of the word “session” as an activity that lasts
for a finite amount of time, even when the maximum duration of the activity
is not known a priori. Second, fair termination implies progress when it is
guaranteed along with the usual safety properties of sessions. Indeed, if the
session eventually terminates, it must be the case that any non-terminated
participant (think of the carrier waiting for a ”ship” message) is guaranteed
to eventually make progress, even when such progress depends on choices
made by others (like the buyer sending ”pay” to the seller). Last but not
least, fair session termination enables compositional reasoning in the pres-
ence of multiple sessions. This is not true for progress: if an action on a
session s is blocked by actions on a different session t, then knowing that
the session t enjoys progress does not necessarily guarantee that the action
on s will eventually be performed (the interaction on t might continue for-
ever). On the contrary, knowing that t fairly terminates guarantees that the
action on s will eventually be scheduled and performed, so that s may in
turn progress towards termination.

2.2 Fair Termination - Formally

Since the notion of fair termination will apply to several different
entities in this chapter (session types, binary and multiparty sessions,

processes) here we formally define it for a generic reduction system. Later
on we will show various instantiations of this definition.

Definition 2.2.1 (Reduction System). A reduction system is a pair (S,→)
where

� S is a set of states
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� → ⊆ S × S is a reduction relation

We adopt the following notation: we let C and D range over states; we write
C → if there exists D ∈ S such that C → D; we write C X→ if not C →; we
write ⇒ for the reflexive, transitive closure of →. We say that D is reachable
from C if C ⇒ D.

As an example, the reduction system ({A,B}, {(A,A), (A,B)}) models
an entity that can be in two states, A or B, and such that the entity may
perform a reduction to remain in state A or a reduction to move from state
A to state B. To formalize the evolution of an entity from a particular state
we define runs.

Definition 2.2.2 (runs and maximal runs). A run of C is a (finite or
infinite) sequence C0C1 . . . Ci . . . of states such that C0 = C and Ci → Ci+1

for every valid i. A run is maximal if either it is infinite or if its last state
Cn is such that Cn X→.

Hereafter we let ρ range over runs. Each run in the previously defined
reduction system is either of the form An – a finite sequence of A – or of
the form AnB – a finite sequence of A followed by one B – or Aω – an
infinite sequence of A. Among these, the runs of the form AnB and Aω are
maximal, whereas no run of the form An is maximal.

We now use runs to define different termination properties of states: we
say that C is weakly terminating if there exists a maximal run of C that is
finite; we say that C is terminating if every maximal run of C is finite; we say
that C is diverging if every maximal run of C is infinite. Fair termination
[Francez, 1986] is a termination property that only considers a subset of
all (maximal) runs of a state, those that are considered to be “realistic” or
“fair” according to some fairness assumption. The assumption that we make
in this work, and that we stated in words in Section 2.1, is formalized thus:

Definition 2.2.3 (Fair run). A run is fair if it contains finitely many weakly
terminating states. Conversely, a run is unfair if it contains infinitely many
weakly terminating states.

Continuing with the previous example, the runs of the form An and
AnB are fair, whereas the run Aω is unfair. In general, an unfair run is an
execution in which termination is always within reach, but is never reached.

A key requirement of any fairness assumption is that it must be possible
to extend every finite run to a maximal fair one. This property is called
feasibility [Apt et al., 1987, van Glabbeek and Höfner, 2019] or machine
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closure [Lamport, 2000]. It is easy to see that our fairness assumption is
feasible:

Lemma 2.2.1. If ρ is a finite run, then there exists ρ′ such that ρρ′ is a
maximal fair run.

Proof. Let D be the last state of ρ. We distinguish two possibilities: if D is
weakly terminating, then there exists a finite maximal run Dρ′ of D; if D
is diverging, then there exists an infinite run Dρ′ of D such that no state in
ρ′ is weakly terminating. In both cases we conclude by noting that ρρ′ is a
maximal fair run.

Fair termination is finiteness of all maximal fair runs:

Definition 2.2.4 (Fair Termination). We say that C is fairly terminating
if every maximal fair run of C is finite.

In the reduction system given above, A is fairly terminating. Indeed, all
the maximal runs of the form AnB are finite whereas Aω, which is the only
infinite run of A, is unfair.

For the particular fairness assumption that we make, it is possible to
provide a sound and complete characterization of fair termination that does
not mention fair runs. This characterization will be useful to relate fair
termination with the notion of correct session (Definitions 2.3.1 and 2.3.2)
and the soundness property of the type systems we are going to introduce
in Part II.

Theorem 2.2.1. Let (S,→) be a reduction system and C ∈ S. Then C
is fairly terminating if and only if every state reachable from C is weakly
terminating.

Proof. ⇒. Let D be a state reachable from C. That is, there exists a finite
run ρ of C ending with D. By Lemma 2.2.1 we deduce that this run can
be extended to a maximal fair one ρρ′. From the hypothesis that C is fairly
terminating we deduce that ρρ′ is finite. Hence, D is weakly terminating.

⇐. Let C0C1 . . . be an infinite fair run of C. Using the hypothesis we
deduce that each Ci is weakly terminating, which is absurd. Hence, either
there are no maximal fair runs or every maximal fair run of C is finite, but
the first case is not possible by Lemma 2.2.1, thus C is fairly terminating.

Remark 2.2.1 (Fair Reachability of Predicates). Most fairness assumptions
have the form “if something is infinitely often possible then something hap-
pens infinitely often” and, in this respect, our formulation of fair run (def-
inition 2.2.3) looks slightly unconventional. However, it is not difficult to
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realize that definition 2.2.3 is an instance of the notion of fair reachability of
predicates as defined by [Queille and Sifakis, 1983, Definition 3]. According
to Queille and Sifakis, a run ρ is fair with respect to some predicate C ⊆ S
if, whenever in ρ there are infinitely many states from which a state in C
is reachable, then in ρ there are infinitely many occurrences of states in C.
When we take C to be X→, that is the set of terminated states that do not
reduce, pretending that irreducible states should occur infinitely often in the
run is nonsensical. So, the fairness assumption boils down to assuming that
such states should not be reachable infinitely often, which is precisely the
formulation of definition 2.2.3. ⌟

2.3 Fair Termination and Session Types

In this section we instantiate fair termination in session type based
scenarios. First, we consider binary sessions and then we generalize

to the multiparty case. We instantiate Example 2.1.1 as well since it will be
the running example in Chapter 4 and Chapter 5. For what concerns the
used syntaxes and labeled transition systems, we refer to Section 1.3.

Definition 2.3.1 (Compatibility of a binary session). We say that S and
T are compatible, notation S ∼ T , if S | T ⇒ S′ | T ′ implies S′ | T ′ ⇒
πend | πend for some π.

Definition 2.3.2 (Coherence of a session map). We say that a session map

M is coherent, notation #M , if M ⇒ N implies N
?✓
=⇒.

The term “coherence” is borrowed from Carbone et al. [2016, 2017], al-
though the property is actually stronger than the one of Carbone et al.
[2016, 2017] as it entails fair termination of multiparty sessions through the-
orem 2.2.1. In particular, if we consider the reduction system whose states
are session maps and whose reduction relation is

τ−→, then #M implies M
fairly terminating. The same applies to a S ∼ T binary session.

Remark 2.3.1 (Successful fair termination). The properties stated in Defini-
tions 2.3.1 and 2.3.2 are stronger than fair termination. Indeed, a deadlocked
session is fairly terminating as well as it cannot reduce. Definitions 2.3.1
and 2.3.2 are equivalent to a successful form of fair termination since we ask
that the involved sessions correctly terminate.

Now we can revise Example 2.1.1 in both scenarios.
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Example 2.3.1 (Binary Buyer - Seller - Carrier). Consider the types Sb, Ss
and Ts, Tc that model the two binary sessions connecting buyer - seller and
seller - carrier, respectively, according to Example 2.1.1.

Sb = !add.Sb + !pay.!end Ts = !ship.!end
Ss = ?add.Ss + ?pay.?end Tc = ?ship.?end

We focus on the session Sb | Ss. According to Definition 2.3.1, Sb and Ss
are compatible because, no matter how many times the buyer adds an item
to the cart, he always has the possibility to pay the amount. The infinite run
in which the buyer only adds items is unfair according to Definition 2.2.3.

Note that Sb ∼ Ss implies progress of the session Ts | Tc. Indeed, the
communication between the seller and the carrier takes place after the
buyer sends pay which is guaranteed to happen by Sb ∼ Ss. Furthermore,
although this example can be easily adapted to the multiparty case, it shows
a very simple and realistic scenario in which more sessions are involved, no
matter if they are binary or multiparty. ⌟

Example 2.3.1 clearly holds in the multiparty context as well, now we can
model the same communication protocol using a single multiparty session.

Example 2.3.2 (Multiparty Buyer - Seller - Carrier). Consider the session
types

Sb = seller!add.Sb + seller!pay.!end
Ss = buyer?add.Ss + buyer?pay.carrier!ship.!end
Sc = seller?ship.?end

which describe the behavior of the three participants in example 2.1.1. The
session map buyer ▷ Sb | seller ▷ Ss | carrier ▷ Sc is coherent. The explanation
is just the same as the one given in Example 2.3.1. ⌟

Notably, in the multiparty context, fair termination implies progress of
all non terminated participants (see carrier in Example 2.3.2).
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Chapter 3

Fair Subtyping

The mere assumption of fairness (see Definition 2.2.3) does not turn
an ordinary session type system into one that ensures fair session

termination because the correspondence imposed by the type system be-
tween the structure of processes and that of the protocols they implement
is generally (often necessarily) a loose one. Indeed, processes may be “more
accommodating” than the protocols they implement by handling more mes-
sages than those mentioned in the protocols. For example, the seller in Ex-
ample 2.1.1 could handle a search message in addition to add and pay, even
if the session type associated with x does not mention search. At the same
time, processes may also be “less demanding” than the protocols they im-
plement by sending fewer messages than those allowed by the protocols. For
example, the buyer in Example 2.1.1 could always purchase an even/odd
number of items, or at least n items, or no more than n items, even if the
session type associated with the channel allows sending an arbitrary num-
ber of add messages. These mismatches between processes and protocols are
usually reconciled by a subtyping relation for session types [Gay and Hole,
2005, Bernardi and Hennessy, 2016]. The problem is that this subtyping
relation is too coarse because it has been conceived to preserve the safety
properties of sessions but not termination, which is a liveness property: if
session types are not sufficiently precise descriptions of the actual behavior
of processes, a session that appears to be fairly terminating at the level of
types may not terminate at all at the level of processes. To solve this prob-
lem we adopt fair subtyping [Padovani, 2013, 2016, Bravetti et al., 2021], a
liveness-preserving refinement of the subtyping relation defined by Gay and
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us-end

πend ⩽∗ πend

us-channel-in
S ⩽∗ T U ⩽∗ V

?U.S ⩽∗ ?V.T

us-channel-out
S ⩽∗ T V ⩽∗ U

!U.S ⩽∗ !V.T

us-tag-in
∀i ∈ I : Si ⩽∗ Ti∑

i∈I ?mi.Si ⩽∗
∑

i∈I∪J ?mi.Ti

us-tag-out
∀i ∈ I : Si ⩽∗ Ti∑

i∈I∪J !mi.Si ⩽∗
∑

i∈I !mi.Ti

Figure 3.1: Rules for subtyping [Gay and Hole, 2005]

Hole [2005].

The chapter is organized as follows. First, in Section 3.1 we present
the original subtyping relation for session types [Gay and Hole, 2005]. We
conclude such section showing why such relation is unfair by applying it
to a variant of Example 2.1.1 (see Section 3.1.1). Then, in Section 3.2 we
introduce fair subtyping [Padovani, 2013, 2016, Bravetti et al., 2021] . We
show an inference system for characterizing it and we prove its correctness
with respect to a semantic definition. At last, we show a characterization
of fair subtyping by using a generalized inference system (see Section 3.2.3).
We will refer to this definition in Section 8.5.

3.1 Original Subtyping

The original subtyping relation for session types has been introduced
by Gay and Hole [2005] and it is obtained by coinductively interpret-

ing the rules in Figure 3.1. Notably, we only show the relation for binary
session types since in the multiparty case it is defined in the same way and
it can be obtained by simply adapting the syntax. The inference system
in Figure 3.1 derives judgments of the form S ⩽∗ T meaning that S is a
subtype of T . Let us analyze the rules in details.

Rule [us-end] is used to relate terminated sessions. [us-channel-in] and
[us-channel-out] relate input and output of channels, respectively. Note
that they show a different behavior. While the former is covariant with
respect to both the channel being received and the continuation, the sec-
ond one is contravariant in the exchanged channel. Rules [us-tag-in] and
[us-tag-out] relate input and output of message tags, respectively. Simi-
larly to the exchange of a channel, the former is covariant while the second
contravariant in the set of messages being exchanged.
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The rules are consistent with the informal example that we gave at the
beginning of Chapter 3 by referring to Example 2.1.1. Indeed, the seller in
could handle a search message in addition to add and pay while the buyer
could always purchase an even/odd number of items.

Example 3.1.1. Consider the session types Sb and Ss from Example 2.3.1
describing the communication protocol between the buyer and the seller.
We can derive

Sb = !add.Sb + !pay.!end ⩽∗ S′
b = !add!add.S′

b + !pay.!end
Ss = ?add.Ss + ?pay.?end ⩽∗ S′

s = ?add.S′
s + ?pay.?end+ ?search.S′

s

We can focus on the infinite derivation trees.

...

Sb ⩽∗ S
′
b

[us-tag-out]
!add.Sb + !pay.!end ⩽∗ !add.S

′
b

[us-end]
!end ⩽∗ !end

[us-tag-out]
!add.Sb + !pay.!end ⩽∗ !add!add.S

′
b + !pay.!end

...

Ss ⩽∗ S
′
s

[us-end]
?end ⩽∗ ?end

[us-tag-in]
?add.Ss + ?pay.?end ⩽∗ ?add.S

′
s + ?pay.?end+ ?search.S′

s

As previously noted, the same judgments can be derived for the multiparty
session types in Example 2.3.2. ⌟

The subtyping relation we presented induces a substitution principle.

Proposition 3.1.1 (Safe substitution principle). If S ⩽∗ T , then a process
that uses an endpoint according to S can be safely substituted with a process
that uses the endpoint according to T .

Note that we highlight the word safe as we want to point out that the
subtyping relation under analysis is studied to preserve the safety of the
communication. We will give more details in Section 3.1.1.

Remark 3.1.1. The reader might be confused by the formulation of Proposi-
tion 3.1.1 as it seems to treat the substitution in the wrong direction (left-to-
right). However, it is important to think about the subject of the principle,
i.e. processes in Proposition 3.1.1. Indeed, the same principle can be formu-
lated in a right-to-left fashion as in Liskov and Wing [1994] by taking into
account the endpoints and not the processes. The two formulations turn
out to be equivalent (see Gay [2016] for more details). ⌟
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3.1.1 Unfair Subtyping

In Section 3.1 we pointed out the safety-preserving property of Propo-
sition 3.1.1. Indeed, the two substitutions proposed in Example 3.1.1

do not break the correctness of the communication between the entities.
However, the subtyping relation introduced by Gay and Hole [2005] can
break the liveness of the session on which it is applied.

Example 3.1.2. Consider the session types Sb and Ss from Example 2.3.1.
The following judgment can be derived

Sb = !add.Sb + !pay.!end ⩽∗ S∞
b = !add.S∞

b

Let us look at the infinite derivation tree

...
[us-tag-out]

Sb ⩽∗ S
∞
b

[us-tag-out]
Sb ⩽∗ S

∞
b

[us-tag-out]
!add.Sb + !pay.!end ⩽∗ !add.S

∞
b

As a consequence, buyer can be replaced with buyer∞ behaving as S∞
b by

using Proposition 3.1.1 (it only adds items). No matter how it reduces, the
buyer∞ will never pay the amount and the session will never terminate.
Moreover, the only run of the session is infinite and fair since it does not
contain any weakly terminating state. This example applies to Example 5.1.1
as well. ⌟

Intuitively, the problem of the subtyping we investigated so far lies in the
contravariance of the output rule [us-tag-out]. When such rule is applied,
some branches are cut and it might happen that all those branches leading to
termination are removed. This is what happens in Example 3.1.2. Hence, the
subtyping of Gay and Hole [2005] must be refined to preserve the termination
property of the session.

3.2 Fair Subtyping

Fair subtyping is a liveness-preserving variant of the subtyping pro-
posed by Gay and Hole [2005]. In this section we present such relation

as a purely coinductive predicate. However, in Section 3.2.3 we will show an
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fsb-end

πend ⩽n πend

fsb-tag-in
∀i ∈ I : Si ⩽ni Ti ∀i ∈ I : ni ≤ n∑

i∈I ?mi.Si ⩽n
∑

i∈I∪J ?mi.Ti

fsb-channel
S ⩽n T

πU.S ⩽n πU.T

fsb-tag-out-1
∀i ∈ I : Si ⩽ni Ti ∀i ∈ I : ni ≤ n∑

i∈I !mi.Si ⩽n
∑

i∈I !mi.Ti

fsb-tag-out-2
∀i ∈ I : Si ⩽ni Ti ∃i ∈ I : ni < n∑

i∈I∪J !mi.Si ⩽n
∑

i∈I !mi.Ti

Figure 3.2: Inference system for fair subtyping - Binary

fsm-end

πend ⩽n πend

fsm-tag-in
∀i ∈ I : Si ⩽ni Ti ∀i ∈ I : ni ≤ n∑

i∈I p?mi.Si ⩽n
∑

i∈I∪J p?mi.Ti

fsm-channel
S ⩽n T

pπU.S ⩽n pπU.T

fsm-tag-out-1
∀i ∈ I : Si ⩽ni Ti ∀i ∈ I : ni ≤ n∑

i∈I p!mi.Si ⩽n
∑

i∈I p!mi.Ti

fsm-tag-out-2
∀i ∈ I : Si ⩽ni Ti ∃i ∈ I : ni < n∑

i∈I∪J p!mi.Si ⩽n
∑

i∈I p!mi.Ti

Figure 3.3: Inference system for fair subtyping - Multiparty

equivalent and more involved formulation obtained by equipping the rules in
Figure 3.1 with a corule (see Section 1.2). While the generalized inference
system is intriguing since it points out the safety and liveness aspects of
the predicate, the formulation we give in this section significantly simplifies
the correctness proofs and it will be easily integrated in the type systems in
Part II. Since binary sessions are the simplest multiparty ones, we refer to
the binary case when it allows to simplify the presentation of some features
of the property (e.g. examples, description of the rules) while we present all
the results in the more general multiparty one.

Fair subtyping for binary session types is defined as the relation ⩽n coin-
ductively defined by the inference system in Figure 3.2, where n ranges over
natural numbers. The characterization of fair subtyping that we consider is
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the relation ⩽
def
=

⋃
n∈N⩽n. Fair subtyping for multiparty session types is

analogously defined (see Figure 3.3). The rules for deriving S ⩽n T are quite
similar to those of the standard subtyping relation for session types [Gay
and Hole, 2005]: [fsb-end] states reflexivity of subtyping on terminated ses-
sion types; [fsb-channel] relates higher-order session types with the same
polarity and payload type; [fsb-tag-in] is the usual covariant rule for the
input of tags (the set of tags in the larger session type includes those in the
smaller one); [fsb-tag-out-2] is the usual contravariant rule for the output
of tags (the set of tags in the smaller session type includes those in the
larger one). Overall, these rules entail a “simulation” between the behaviors
described by Sb and S

′
b whereby all inputs offered by Sb are also offered by

S′
b and all outputs performed by S′

b are also performed by Sb. The main
differences between ⩽ and the subtyping relation of Gay and Hole [2005]
are the presence of an invariant rule for outputs [fsb-tag-out-1] and the
natural number n annotating each subtyping judgment S ⩽n T . Intuitively,
this number estimates how much Sb and S

′
b differ in terms of performed out-

puts. In all rules but [fsb-tag-out-2], the annotation in the conclusion of
the rule is just an upper bound of the annotations found in the premises. In
[fsb-tag-out-2], where the sets of output tags in related session types may
differ, the annotation n is required to be a strict upper bound for at least
one of the premises. That is, there must be at least one premise in which
the annotation strictly decreases, while no restriction is imposed on the oth-
ers. Intuitively, this ensures the existence of a tag shared by the two related
session types whose corresponding continuations are slightly less different.
So, the annotation n provides an upper bound to the number of applications
of [fsb-tag-out-2] along any path (i.e. any sequence of actions) shared by
Sb and S′

b that leads to termination. In the particular case when n = 0,
the rule [fsb-tag-out-2] cannot be applied, so that S′

b may perform all the
outputs also performed by Sb.

Remark 3.2.1 (Invariant delegation). As it can be noted from [fsb-channel]

and [fsm-channel], we require that the type of the channel being exchanged
in the supertype matches that in the subtype. We made such a decision since
we found out that allowing co/contravariance of input/output of channels
may break the liveness of the session. We will give more details in Sec-
tion 4.2.4. ⌟

Fair subtyping allows us to reject the subtyping instance in Example 3.1.2
that breaks the liveness of the involved session.

Example 3.2.1. Consider the session types

Sb = !add.Sb + !pay.!end S′
b = !add.!add.S′

b + !pay.!end
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from Examples 2.3.1 and 3.1.1 describing the buyer purchasing an arbitrary
number of items and the behavior of the buyer always purchasing an even
number of items, respectively. Consider also

S∞
b = !add.S∞

b

from Example 3.1.2, which describes the behavior of a buyer attempting to
add an infinite number of items without ever paying the seller. We have
Sb ⩽ S′

b and Sb ̸⩽ S∞
b . Indeed, we can derive

...

Sb ⩽1 S
′
b

[fsb-tag-out-2]
Sb ⩽2 !add.S

′
b

[fsb-end]
!end ⩽0 !end

[fsb-tag-out-2]
Sb ⩽1 S

′
b

but there is no derivation for Sb ⩽n S∞
b no matter how large n is chosen.

Note that there are infinitely many sequences of actions of Sb that cannot
be performed by both S′

b and S∞
b . In particular, S′

b cannot perform any
sequence of actions consisting of an odd number of add outputs followed
by a pay output, whereas S∞

b cannot perform any sequence of add outputs
followed by a pay output. Nonetheless, there is a path shared by Sb and
S′
b that leads into a region of Sb and S′

b in which no more differences are
detectable. The annotations in the derivation tree measures the distance of
each judgment from such region. In the case of Sb and S∞

b , there is no
shared path that leads to a region where no differences are detectable. ⌟

Example 3.2.2. Consider the session types

S = ?play.(!win.S + !lose.S) + ?quit.!end
T = ?play.!lose.T + ?quit.!end

describing the behavior of two slot machines, an unbiased one in which the
player may win at every play and a biased one in which the player never
wins. If we try to build a derivation for S ⩽n T we obtain

...

S ⩽n−1 T
[f-tag-out-1]

!win.S + !lose.S ⩽n !lose.T
[f-end]

!end ⩽n !end
[f-tag-in]

S ⩽n T

which would contain an infinite branch with strictly decreasing annotations.
Therefore, we have S ̸⩽ T . In this case there exists a shared path leading
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into a region of S and T in which no more differences are detectable between
the two protocols, but this path starts from an input. The fact that S is
not a fair subtype of T has a semantic justification. Think of a player that
deliberately insists on playing until it wins. This is possible when the player
interacts with the unbiased slot machine S but not with the biased one T . ⌟

Now we can provide a semantic characterization of fair subtyping for
binary and multiparty session types as the relation preserving compliance
(Definition 2.3.1) and coherence (Definition 2.3.2) of the involved session,
respectively. Since the notion of coherence boils down to compatibility when
there are exactly two participants, we only state the property in the multi-
party scenario.

Definition 3.2.1 (Semantic fair subtyping - Multiparty). We say that S is
a fair subtype of T , notation S ⊑ T , if M | p ▷ S coherent implies M | p ▷ T
coherent for every M and p.

We conclude this section by stating and proving a fundamental property
of fair subtyping.

Theorem 3.2.1. ⩽ is a preorder.

While reflexivity of ⩽ is trivial to prove (since [fsm-tag-out-2] is never
necessary, it suffices to only consider judgments with a 0 annotation), tran-
sitivity is surprisingly complex. The challenging part of proving that from
S ⩽m U and U ⩽n T we can derive S ⩽k T is to come up with a feasible
annotation k. As it turns out, such k depends not only on m and n, but
also on annotations found in different regions of the derivation trees that
prove S ⩽m U and U ⩽n T . In particular, the “difference” of S and T is not
simply the “maximum difference” or “the sum of the differences” of S and
U and of U and T . More in detail, we first show that we can always find a
derivation of S ⩽m U where the rank annotations of all judgements occur-
ring in it are below some h ≥ m; then, the judgement S ⩽k T is provable
for k = m+ (1 + h)n.

Lemma 3.2.1. Let S ⩽mn T if and only if S ⩽n T is the conclusion of a
derivation in which every rank annotation is at most m. Then S ⩽n T if
and only S ⩽mn T for some m.

Proof. The “if” part is obvious. Concerning the “only if” part, it suffices to
show that each judgment in the set

S def
= {U ⩽m V | U ⩽m V ∧ ∄n < m : U ⩽n V }
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is derivable from premises that are also in S. This is enough to prove
S ⩽mn T from S ⩽n T , because in S there is at most one judgment U ⩽n V
for each pair of session types U and V and, by regularity of U and V , the
derivation of U ⩽n V obtained using judgments in S contains finitely many
annotations, which must have a maximum.

Suppose U ⩽m V ∈ S. Then U ⩽m V is derivable. We reason by cases
on the last rule applied to derive this judgment.

Case [fsm-end]. Then U = V = πend and there is nothing left to prove
since [fsm-end] has no premises.

Case [fsm-tag-in]. Then U =
∑

i∈I p?mi.Ui and V =
∑

i∈J p?mi.Vi and
I ⊆ J and Ui ⩽ni Vi and ni ≤ m for every i ∈ I. By definition of S we have
that, for every i ∈ I, there exists mi ≤ ni such that U ⩽mi Vi ∈ S. Then
U ⩽m V is derivable by [fsm-tag-in] using premises in S.

Case [fsm-tag-out-1]. Analogous to the previous case.
Case [fsm-tag-out-2]. Then U =

∑
i∈I p!mi.Ui and V =

∑
i∈J p!mi.Vi

and J ⊆ I and Ui ⩽ni Vi for every i ∈ J and nk < m for some k ∈ I. By
definition of S we have that, for every i ∈ J , there exists mi ≤ ni such that
U ⩽mi Vi ∈ S. In particular, mk ≤ nk < m. Then U ⩽m V is derivable by
[fsm-tag-out-2] using premises in S.

Proof of Theorem 3.2.1. The proof that ⩽ is reflexive is trivial, since S ⩽n S
is derivable for every n. Concerning transitivity, by lemma 3.2.1 it suffices
to show that each judgment in the set

S def
= {S ⩽n1+(1+m)n2

T | S ⩽mn1
U ∧ U ⩽n2 T}

is derivable using the rules in Figure 3.3 from premises that are also in S.
Suppose S ⩽n T ∈ S. Then there exist U , n1, m and n2 such that S ⩽mn1

U
and U ⩽n2 T and n = n1 + (1 +m)n2. We reason by cases on the last rules
applied to derive S ⩽n1 U and U ⩽n2 T .

Case [fsm-end]. Then S = U = T = πend hence S ⩽n T is derivable by
[fsm-end].

Case [fsm-tag-in]. Then S =
∑

i∈I p?mi.Si and U =
∑

i∈J p?mi.Ui and
T =

∑
i∈K p?mi.Ti and I ⊆ J ⊆ K and Si ⩽mn1i

Ui and n1i ≤ n1 for
every i ∈ I and Ui ⩽n2i Ti and n2i ≤ n2 for every i ∈ J . By definition
of S we have that Si ⩽n1i+(1+m)n2i

Ti ∈ S for every i ∈ I. Observe that
n1i + (1 + m)n2i ≤ n1 + (1 + m)n2 = n for every i ∈ I hence S ⩽n T is
derivable by [fsm-tag-in].

Case [fsm-tag-out-1]. Then S =
∑

i∈I p!mi.Si and U =
∑

i∈I p!mi.Ui
and T =

∑
i∈I p!mi.Ti and Si ⩽mn1i

Ui and n1i ≤ n1 and Ui ⩽n2i Ti and n2i ≤
n2 for every i ∈ I. By definition of S we have that Si ⩽n1i+(1+m)n2i

Ti ∈ S
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for every i ∈ I. Observe that n1i + (1 +m)n2i ≤ n1 + (1 +m)n2 = n for
every i ∈ I hence S ⩽n T is derivable by [fsm-tag-out-1].

Case [fsm-tag-out-1] and [fsm-tag-out-2]. Then S =
∑

i∈I p!mi.Si and
U =

∑
i∈I p!mi.Ui and T =

∑
i∈J p!mi.Ti and J ⊆ I and Si ⩽mn1i

Ui and
n1i ≤ n1 for every i ∈ I and Ui ⩽n2i Ti for every i ∈ J and n2k < n2 for
some k ∈ J . By definition of S we have that Si ⩽n1i+(1+m)n2i

Ti ∈ S for
every i ∈ J . Observe that n1k + (1 +m)n2k < n1 + (1 +m)n2 = n hence
S ⩽n T is derivable by [f-tag-out-2].

Case [fsm-tag-out-2] and [fsm-tag-out-1]. Then S =
∑

i∈I p!mi.Si and
U =

∑
i∈J p!mi.Ui and T =

∑
i∈J p!mi.Ti and J ⊆ I and Si ⩽mn1i

Ui for every
i ∈ J and n1k < n1 for some k ∈ J and Ui ⩽n2i Ti for every i ∈ J and n2i ≤
n2 for every i ∈ J . By definition of S we have that Si ⩽n1i+(1+m)n2i

Ti ∈ S
for every i ∈ J . Observe that n1k + (1+m)n2k < n1 + (1+m)n2 = n hence
S ⩽n T is derivable by [fsm-tag-out-2].

Case [fsm-tag-out-2]. Then S =
∑

i∈I p!mi.Si, U =
∑

i∈J p!mi.Ui and
T =

∑
i∈K p!mi.Ti and K ⊆ J ⊆ I and Si ⩽mn1i

Ui for every i ∈ J and
n1j < n1 for some j ∈ J and Ui ⩽n2i Ti for every i ∈ K and n2k < n2 for
some k ∈ K. By definition of S we have that Si ⩽n1i+(1+m)n2i

Ti ∈ S for
every i ∈ K. Observe that

n1k + (1 +m)n2k ≤ m+ (1 +m)n2k since n1k ≤ m
< 1 +m+ (1 +m)n2k
= (1 +m)(1 + n2k)
≤ (1 +m)n2 since n2k < n2
< n1 + (1 +m)n2 since n1j < n1

hence S ⩽n T is derivable by [fsm-tag-out-2].

3.2.1 Correctness - Soundness

Now we prove the soundness of ⩽ with respect to ⊑ (Definition 3.2.1).
That is, we prove that ⩽ is coherence-preserving just like ⊑ is. The

proof of this result relies on a key property of ⩽ not enjoyed by the usual
subtyping relation on session types [Gay and Hole, 2005]: when S ⩽ T and
M | p ▷ S is coherent, the session map M | p ▷ T can successfully terminate
(Lemma 3.2.3). The rank annotation on subtyping judgements is used to
set up an appropriate inductive argument for proving this property.

Theorem 3.2.2 (Soundness). If S ⩽ T then S ⊑ T .

We start with an auxiliary result formalizing the simulation entailed by
the relation S ⩽ T .
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Lemma 3.2.2. If S ⩽ T andM |p▷S is coherent andM |p▷T ⇒ N |p▷T ′,
then M | p ▷ S ⇒ N | p ▷ S′ for some S′ ⩽ T ′.

Proof. We prove the result for a single reduction M | p ▷ T τ−→ N | p ▷ T ′.
The general statement then follows by a straightforward induction on the
length of the reduction M | p ▷ T ⇒ N | p ▷ T ′ using the fact that coherence
is preserved by reductions.

Case M
τ−→ N . Then T ′ = T and we conclude by taking S′ def

= S.
Case p▷T

τ−→ p▷T ′′. Then p▷T = p▷
∑

i∈I q!mi.Ti
τ−→ p▷q!mk.Tk = p▷T ′

for some k ∈ I. From the hypothesis S ⩽ T we deduce S =
∑

i∈J q!mi.Si

where I ⊆ J and Si ⩽ Ti for every i ∈ I. Now we have M | p ▷ S τ−→
M |p▷q!mk.Sk and also q!mk.Sk ⩽ T ′. We conclude by taking S′ def

= q!mk.Sk.

Case M
q▷p!m−−−→ N and p ▷ T

p▷q?m−−−−→ p ▷ T ′. Then T =
∑

i∈I q?mi.Ti and
m = mk and T ′ = Tk for some k ∈ I. From the hypothesis S ⩽ T we
deduce S =

∑
i∈J q?mi.Si and J ⊆ I and Si ⩽ Ti for every i ∈ J . From

the hypothesis M | p ▷ S coherent we deduce k ∈ J or else the participant p

would not be able to receive the m tag. We conclude by taking S′ def
= Sk.

Case M
q▷p?m−−−−→ N and p ▷ T

p▷q!m−−−→ p ▷ T ′. Then T =
∑

i∈I q!mi.Ti and
m = mk and T ′ = Tk for some k ∈ I. From the hypothesis S ⩽ T we deduce
S =

∑
i∈J q!mi.Si and I ⊆ J and Si ⩽ Ti for every i ∈ I. We conclude by

taking S′ def
= Sk.

Case M
q▷p!U−−−→ N and p ▷ T

p▷q?U−−−−→ p ▷ T ′. Then T = q?U.T ′. From
the hypothesis S ⩽ T we deduce S = q?U.S′ and S′ ⩽ T ′. We conclude by
observing that M | p ▷ S τ−→ N | p ▷ S′.

Case M
q▷p?U−−−−→ N and p ▷ T

p▷q!U−−−→ p ▷ T ′. Then T = q!U.T ′. From
the hypothesis S ⩽ T we deduce S = q!U.S′ and S′ ⩽ T ′. We conclude by
observing that M | p ▷ S τ−→ N | p ▷ S′.

Next we show that S ⩽ T preserves the termination of any session map
that completes S into a coherent one.

Lemma 3.2.3. If S ⩽n T and M | p ▷ S is coherent, then M | p ▷ T ?✓
=⇒.

Proof. By induction on the lexicographically ordered tuple (n, |φ|) where φ
is any string of actions such that M

φπ✓
===⇒ and p▷S

φπ✓
===⇒. We know that at

least one such φ least does exist from the hypothesis M | p ▷ S is coherent.
We now reason by cases on the shape of φ.

Case φ = ε. Then S = πend. From the hypothesis S ⩽n T and [fsm-end]

we deduce T = πend and we conclude M | p ▷ T ?✓
=⇒.
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Case φ = p▷q?mψ. Then S =
∑

i∈I q?mi.Si and m = mk for some k ∈ I.
From the hypothesis S ⩽n T and [fsm-tag-in] we deduce T =

∑
i∈J q?mi.Ti

and I ⊆ J and Si ⩽ni Ti and ni ≤ n for every i ∈ I. We conclude using the
induction hypothesis.

Case φ = p ▷ q!mψ. Then S =
∑

i∈I q!mi.Si and m = mk for some k ∈ I.
We distinguish two sub-cases, according to the last rule used in the derivation
of S ⩽n T . If the last rule was [fsm-tag-out-1], then T =

∑
i∈I q!mi.Ti and

Si ⩽ni Ti and ni ≤ n for every i ∈ I. In particular, Sk ⩽nk
Tk and nk ≤ n

and we conclude using the induction hypothesis. If the last rule was [fsm-

tag-out-2], then T =
∑

i∈J q!mi.Ti with J ⊆ I and Si ⩽ni Ti for every
i ∈ J and nj < n for some j ∈ J . In particular, we have Sj ⩽nj Tj and we
conclude using the induction hypothesis.

Proof of Theorem 3.2.2. Consider a run M | p ▷ T ⇒ N | p ▷ T ′. From
Lemma 3.2.2 we deduce that there exists S′ ⩽ T ′ such that M | p ▷ S ⇒
N |p▷S′. From the hypothesis that M |p▷S is coherent we deduce N |p▷S′

is also coherent. From Lemma 3.2.3 we conclude N | p ▷ T ′ ?✓
=⇒.

3.2.2 Correctness - Completeness

Theorem 3.2.2 alone suffices to justify the adoption of ⩽ as fair sub-
typing relation, but we are interested in understanding to which ex-

tent ⩽ covers ⊑. In this respect, it is quite easy to see that there exist session
types that are related by ⊑ but not by ⩽. For example, consider S = p!a.S
and T = p?b.T and observe that these two session types describe completely
different protocols (the output of infinitely many a’s in the case of S and the
input of infinitely many b’s in the case of T ). In particular, we have S ̸⩽ T
and T ̸⩽ S but also S ⊑ T and T ⊑ S. That is, S and T are unrelated
according to ⩽ but they are equivalent according to ⊑. This equivalence is
justified by the fact that there exists no coherent session map in which S
and T could play any role, because none of them can ever terminate.

This discussion hints at the possibility that, if we restrict the attention
to those session types that can terminate, which are the interesting ones as
far as this work is concerned, then we can establish a tighter correspondence
between ⩽ and ⊑. We call such session types bounded, because they describe
protocols for which termination is always within reach.

Definition 3.2.2 (Bounded session type). We say that a session type is
bounded if all of its subtrees contain a πend leaf.
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Note that a finite session type is always bounded but not every bounded
session type is finite. If we consider the reduction system in which states
are session types and we have S → T if T is an immediate subtree of S,
then S is bounded if and only if S is fairly terminating. Now, for the family
of bounded session types we can prove a relative completeness result for ⩽
with respect to ⊑.

Theorem 3.2.3 (Relative completeness). S bounded, S ⊑ T imply S ⩽ T .

The proof of Theorem 3.2.3 is done by contradiction. We show that, for
any bounded S, if S ⩽ T does not hold then we can build a session map
M called discriminator such that M | p ▷ S is coherent and M | p ▷ T is
not, which contraddicts the hypothesis S ⊑ T . The boundedness of S is
necessary to make sure that it is always possible to find a session map N
such that N | p ▷ S is coherent.

For this proof we need some auxiliary notions and notation. First of all,
we consider unfair subtyping ⩽∗ from Figure 3.1 and we fix the invariance
of the type of the channel being sent by substituting rules [us-channel-in]

and [us-channel-out] with

us-channel
S ⩽∗ T

pπU.S ⩽∗ pπU.T

It is straightforward to see that ⩽ ⊆ ⩽∗. Then, we introduce some conve-
nient notation for building session maps. To do this, we assume the existence
of an arbitrary total order < on the set of roles. Now, given a finite set of
roles {p1, . . . , pn} where p1 < · · · < pn, we write {p1, . . . , pn}!m.S for the ses-
sion type p1!m · · · pn!m.S. Given a finite family {Mi}i∈I of session maps all
having the same domain {q} ⊆ D ⊆ Roles \ {p}, we write q ▷

∑
i∈I pπmi.Mi

for the session map M having domain D and such that

M(r)
def
=

{∑
i∈I pπmi.D \ {q}!mi.Mi(q) if r = q∑
i∈I q?mi.Mi(r) if r ̸= q

for every r ∈ D. As suggested by the notation, this session map realizes
a conversation in which q first interacts with p by exchanging a tag mi

and then it informs all the other participants about the tag that has been
exchanged. This session map has the property

M
q:pπmk−−−−→⇒Mi

for every k ∈ I.
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Similarly, given a session map N with domain D ⊇ {q}, we write q ▷
pπU.N for the session map M with domain D such that

M(r)
def
=

{
pπU.N(q) if r = q

N(r) if r ∈ D \ {p, q}

for every r ∈ D. Note that M has the property

M
q:pπU−−−−→ N

The first key step is showing that S ⊑ T implies S ⩽∗ T when S is a
bounded session type. That is, unfair subtyping is a necessary condition for
fair subtyping to hold.

Lemma 3.2.4. If S is bounded and S ⊑ T then S ⩽∗ T .

Proof. Using the coinduction principle (Proposition 1.2.2) it suffices to show
that each judgment in the set

S def
= {S ⩽∗ T | S is bounded and S ⊑ T}

is derivable by the rules in Figure 3.1 from premises that satisfy the same
property. Let S ⩽∗ T ∈ S. Then S is bounded and S ⊑ T . We reason by
cases on the shape of S.

Case S = πend. Consider M
def
= q ▷ πend and observe that M | p ▷ S is

coherent. Then M | p ▷ T is coherent as well, which implies T = πend. We
conclude by observing that πend ⩽∗ πend is derivable with [us-end].

Case S =
∑

i∈I q!mi.Si. Let {Mi}i∈I be a family of session maps such
that Mi | p ▷ Si is coherent for every i ∈ I. Such family is guaranteed to
exist from the hypothesis that S is bounded. Without loss of generality we
may assume that the Mi all have the same domain D ⊇ {q}. Let M

def
=

q ▷
∑

i∈I p?mi.Mi and observe that M | p ▷ S is coherent by definition of M .
Then M | p ▷ T is coherent as well. We deduce that T =

∑
i∈J q!mi.Ti and

J ⊆ I and also that Mi | p ▷ Ti is coherent for every i ∈ J . Hence Si ⊑ Ti
for every i ∈ J , namely Si ⩽∗ Ti ∈ S for every i ∈ J by definition of S. We
conclude by observing that S ⩽∗ T is derivable by [us-tag-out].

Case S =
∑

i∈I q?mi.Si. Let {Mi}i∈I be a family of session maps such
that Mi | p ▷ Si is coherent for every i ∈ I. Such family is guaranteed to
exist from the hypothesis that S is bounded. Without loss of generality we
may assume that the Mi all have the same domain D ⊇ {q}. Let M

def
=

q ▷
∑

i∈I p!mi.Mi and observe that M | p ▷ S is coherent by definition of M .
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We deduce that T =
∑

i∈J q?mi.Ti and I ⊆ J and also that Mi | p ▷ Ti is
coherent for every i ∈ I. Hence Si ⊑ Ti for every i ∈ I, namely Si ⩽∗ Ti ∈ S
for every i ∈ I by definition of S. We conclude by observing that S ⩽∗ T is
derivable by [us-tag-in].

Case S = qπU.S′. Let N be a session map such that N |p▷S′ is coherent.
Such N is guaranteed to exist from the hypothesis that S is bounded. Let
M

def
= q ▷ pπU.N and observe that M | p ▷ S is coherent by definition of M .

We deduce that T = qπU.T ′ and also that N | p ▷ T ′ is coherent. Hence
S′ ⊑ T ′, namely S′ ⩽∗ T

′ ∈ S by definition of S. We conclude by observing
that S ⩽∗ T is derivable by [us-channel].

Next we show that every bounded session type may be part of a coherent
session map. This result is somewhat related to the notion of duality in
binary session type theories [Honda, 1993, Honda et al., 1998], showing that
every behavior can be completed by a matching – dual – one.

Definition 3.2.3 (Duality). Let targets(·) be the function that yields the set
of roles occurring in a session type, let S be a bounded session type and D be
a non-empty set of roles that includes targets(S) but not p. Let dualD(p▷S)
be the session map corecursively defined by the following equations:

dualD(p ▷ ?end) = {q ▷ !end}q∈D
dualD(p ▷ !end) = minD ▷ ?end | {q ▷ !end}q∈D\{minD}

dualD(p ▷
∑

i∈I qπmi.Si) = q ▷
∑

i∈I pπmi.dualD(p ▷ Si)
dualD(p ▷ qπU.S) = q ▷ pπU.dualD(p ▷ S)

Lemma 3.2.5 (Duality). dualD(p ▷ S) | p ▷ S is coherent.

Proof. Follows from the definition of dualD(p ▷ S).

Now we provide an algorithmic way of computing the “difference” be-
tween two session types related by unfair subtyping.

Definition 3.2.4 (Subtyping weight). Under the hypothesis S ⩽∗ T , let
wg(S, T ) ∈ N ∪ {∞} be the least solution of the system of equations below:

wg(πend, πend) = 0
wg(

∑
i∈I p?mi.Si,

∑
i∈J p?mi.Ti) = maxi∈I wg(Si, Ti) I ⊆ J

wg(
∑

i∈I p!mi.Si,
∑

i∈J p!mi.Ti) = 1 +mini∈J wg(Si, Ti) J ⊊ I
wg(

∑
i∈I p!mi.Si,

∑
i∈I p!mi.Ti) = min{

1 + mini∈I wg(Si, Ti),
maxi∈I wg(Si, Ti)}

wg(pπU.S′, pπU.T ′) = wg(S′, T ′)
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To see that wg(S, T ) is well defined, observe that the system of equa-
tions defining wg(S, T ) under the hypothesis S ⩽∗ T contains finitely many
equations, say n, by regularity of S and T . The system is representable as
a monotone endofunction F on the complete lattice (N ∪ {∞})n. Thus, F
has a least solution of which wg(S, T ) is a component. We call two session
types S and T divergent if they are related by unfair subtyping and have
infinite rank.

Definition 3.2.5 (Divergence).
We write S ↑ T if S ⩽∗ T and wg(S, T ) = ∞.

Lemma 3.2.6. If S ↑ T then the derivation of S ⩽∗ T contains at least one
application of [u-tag-out] with J ⊊ I and one of the following holds:

1. S =
∑

i∈I p?mi.Si and T =
∑

i∈J p?mi.Ti with I ⊆ J and Sk ↑ Tk for
some k ∈ I, or

2. S =
∑

i∈I p!mi.Si and T =
∑

i∈J p!mj .Tj with J ⊆ I and Si ↑ Ti for
every i ∈ J , or

3. S = pπU.S′ and T = pπU.T ′ and S′ ↑ T ′.

Proof. If the derivation of S ⩽∗ T contained no application of [u-tag-out]
with J ⊊ I we would have wg(S, T ) = 0. Now we reason by cases on the
last rule used to derive S ⩽∗ T .

Case [us-end]. Then S = T = πend. This case is impossible because
wg(πend, πend) = 0 by definition.

Case [us-tag-in]. Then S =
∑

i∈I p?mi.Si and T =
∑

i∈J p?mi.Ti with
I ⊆ J and Si ⩽∗ Ti for every i ∈ I and ∞ = wg(S, T ) = maxi∈I wg(Si, Ti).
That is, wg(Sk, Tk) = ∞ for some k ∈ I, hence we conclude Sk ↑ Tk.

Case [us-tag-out]. Then S =
∑

i∈I p!mi.Si and T =
∑

i∈J p!mi.Ti
with J ⊆ I and Si ⩽∗ Ti for every i ∈ J . We distinguish two sub-
cases. If J ⊊ I then ∞ = wg(S, T ) = 1 + mini∈J wg(Si, Ti), that is
wg(Si, Ti) = ∞ for every i ∈ J . If J = I then ∞ = wg(S, T ) = min{1 +
mini∈I wg(Si, Ti),maxi∈I wg(Si, Ti)} ≤ 1 + mini∈I wg(Si, Ti) and we have
wg(Si, Ti) = ∞ for every i ∈ I. Therefore, in both cases, we conclude
Si ↑ Ti for every i ∈ J .

Case [us-channel]. Then S = pπU.S′ and T = pπU.T ′ and S′ ⩽∗ T
′

and ∞ = wg(S, T ) = wg(S′, T ′) hence we conclude S′ ↑ T ′.

Finally, the key aspect of the proof of Lemma 3.2.7 is how we build the
session map M such that M | p ▷ S is coherent while M | p ▷ T is not.
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Definition 3.2.6 (Discriminator). Let disc(p, S, T ) be the session map core-
cursively defined by the following equations:

disc(p,
∑

i∈I q?mi.Si,
∑

i∈J q?mi.Ti) = q ▷
∑

i∈I,Si↑Ti p!mi.disc(p, Si, Ti)

if I ⊆ J
disc(p,

∑
i∈I q!mi.Si,

∑
i∈J q!mi.Ti) = q ▷

∑
i∈J q?mi.disc(p, Si, Ti)

+
∑

i∈I\J q?mi.dualD(p ▷ Si)

if J ⊆ I
disc(p, qπU.S, qπU.T ) = q ▷ pπU.disc(p, S, T )

Lemma 3.2.7. If S is bounded and S ↑ T then S ̸⊑ T .

Proof. From the hypothesis that S ↑ T and Lemma 3.2.6 we deduce that the
derivation of S ⩽∗ T contains at least one application of [us-tag-out] with
J ⊊ I. Consider disc(p, S, T ) from Definition 3.2.6. Note that disc(p, S, T )
always sends a subset of the labels accepted by S, it is willing to receive any
label sent by S, and it can always terminate successfully when interacting
with S. Note also that it terminates successfully only after receiving a label
from S that T cannot sent. Therefore, we have disc(p, S, T ) | p ▷ S coherent
and disc(p, S, T ) | p ▷ T incoherent, which proves S ̸⊑ T .

Proof of Theorem 3.2.3. Let S ⩽@ T if S ⩽∗ T and wg(U, T ) <∞ for every
judgment U ⩽∗ V in the derivation of S ⩽∗ T . From Lemmas 3.2.4 and 3.2.7
we have that S ⊑ T implies S ⩽@ T . Indeed, if there is a judgment U ⩽∗ V
in the derivation of S ⩽∗ T such that wg(U, V ) = ∞, then it is possible to
build a session M such that M | p ▷ S is coherent and M | p ▷ T is not by
induction on the minimum depth of the judgment U ⩽∗ V in the derivation
using the hypothesis that S is bounded and Lemma 3.2.7.

Now, using the principle of coinduction, it suffices to show that each
judgment in the set

S def
= {S ⩽wg(S,T ) T | S ⩽@ T}

is derivable using one of the rules in Figure 3.3 whose premises all belong
to S.

3.2.3 Generalized Inference System

The purely coinductive characterization of fair subtyping presented
in Figures 3.2 and 3.3 has been first used in Ciccone et al. [2022].

Previous works [Padovani, 2013, 2016, Ciccone and Padovani, 2021a, 2022c]
relied on a different characterization based on a generalized inference system
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πend ⩽∗ πend

S ⩽∗ T

!U.S ⩽∗ !U.T

∀i ∈ I : Si ⩽∗ Ti∑
i∈I ?mi.Si ⩽∗

∑
i∈I∪J ?mi.Ti

∀i ∈ I : Si ⩽∗ Ti∑
i∈I∪J !mi.Si ⩽∗

∑
i∈I !mi.Ti

fs-converge
∀φ ∈ paths(S) \ paths(T ) : ∃ψ ≤ φ,m : S(ψ!m) ⩽ T (ψ!m)

S ⩽ T

Figure 3.4: Generalized inference system for fair subtyping

(see Section 1.2) that consists of the same rules of the original subtyping
relation (Figure 3.1) equipped with a corule. The generalized inference sys-
tem for binary session types is presented in Figure 3.4. Note the invariance
in the type of the channel being exchanged according to Remark 3.2.1. In
addition to ⩽, we write ⩽ind for the relation defined by the inductive inter-
pretation of the same inference system and ⩽coind for the relation defined by
the coinductive interpretation of the inference system in fig. 3.4 excluding
the corule [fs-converge]. We introduce the notions of paths and residual of
a session type.

Definition 3.2.7 (Paths of a session type). We say that φ is a path of S if

S
φ

=⇒. We write paths(S) for the (prefix-closed) set of paths of S, that is

paths(S)
def
= {φ | S φ

=⇒}.

Definition 3.2.8 (Residual of a session type). The residual of a session
type S with respect to a path φ ∈ paths(S), denoted by S(φ), is the unique

session type T such that S
φ

=⇒ T .

The subtle difference between fair and unfair subtyping is due to the
corule [fs-converge]. Since this corule is somewhat obscure, we explain it
gradually starting with the following observations:

1. Recall from Section 1.2 that S ⩽ T implies S ⩽coind T and S ⩽ind T .
Hence, ⩽ is a refinement of ⩽coind such that, for each pair of related
session types S and T , there exists a finite-depth derivation tree for the
judgment S ⩽ T using the rules and possibly the corule [fs-converge].

2. When S ⩽coind T holds, it is not possible to establish a general corre-
lation between paths(S) and paths(T ). Indeed, [us-tag-in] entails that
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some paths of T may not be present in S and [us-tag-out] entails that
some paths of S may not be present in T .

3. The judgment S ⩽ T is trivially derivable using [fs-converge] if the
path inclusion relation paths(S) ⊆ paths(T ) holds. Since [us-tag-out]

is the only rule that allows T to have fewer paths than S, we deduce
that [fs-converge] limits (but does not always forbid) applications of
[us-tag-out].

4. In general [fs-converge] requires that, whenever a path φ of S is no
longer present in T , it must be possible to find a prefix ψ of φ and an
output !m shared by both S and T such that S(ψ!m) and T (ψ!m) are
one step closer to the region of S and T where path inclusion holds.

The reason why path inclusion plays such an important role in the def-
inition of fair subtyping is that a process using a channel of type T keeps
using it according to T even if it is replaced by another channel of type
S ⩽ T , without even realizing that the replacement has taken place. After
all, this is what the “safe substitution principle” (Proposition 3.1.1) is based
on. As a consequence, none of the paths in S that have disappeared in T will
be offered to the process at the other end of the session. If there are “too
few” paths in T compared to S, then the replacement might compromise the
termination of the process at the other end of the session, should it crucially
rely on those paths to terminate. When S ⩽ T (and therefore S ⩽ind T )
holds, the corule [fs-converge] makes sure that the process using the chan-
nel of type S believing that it has type T is always at finite distance from
the region where path inclusion between (some subtrees of) S and (the cor-
responding subtrees of) T holds. Moreover, this region is always reachable
by means of output actions (those !m mentioned in [fs-converge]) which
are performed actively by the process using the channel. In other words,
the process using such channel is always able, in a finite amount of time
and relying on choices and actions it can perform autonomously, to steer
the interaction towards a region of the protocol where path inclusion holds,
hence where a common path to session termination is guaranteed to exist.

To conclude, the generalized inference system in Figure 3.4 has the ad-
vantage of highlighting the liveness-preserving feature of fair subtyping by
using [fs-converge]. However, the purely coinductive characterization that
we gave in Section 3.2 allowed us to to provide a direct proof of Theo-
rem 3.2.1. Indeed, in previous works [Padovani, 2013, 2016, Ciccone and
Padovani, 2021a, 2022c], transitivity has been established indirectly by re-
lating the generalized inference system of fair subtyping with its semantic
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definition (Definition 3.2.1).
In Part III we will characterize properties of session types mixing safety

and liveness aspects. Starting from the definitions of the safety (coinduc-
tive) parts, we will show how to use corules to obtain the desired predi-
cates. Hence, for what concerns fair subtyping, we will refer to Figure 3.4
to provide a sound and complete Agda mechanization of such predicate (see
Section 8.5).
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Chapter 4

Fair Termination Of Binary
Sessions

In this chapter we present the first type system for enforcing fair
termination of binary sessions. Although in Chapter 5 we will present

the same approach applied to multiparty ones, hence to a more general
context, the binary case succeeds in highlighting the main requirements,
properties and challenges of such a type system. For this reason, in this
chapter we focus on paradigmatic examples in order to guide the reader
across the main developed features. In Sections 5.1.3 and 5.2.2 we will show
some more involved scenarios. It is worth noting that the proof technique
that we adopt to prove the soundness of the type system is shared by both
the binary and the multiparty case. However, the two proofs differ in some
technicalities (e.g. deadlock freedom). The type system that we present in
this chapter is a refined version of the one used by Ciccone and Padovani
[2022c]. Indeed, Ciccone and Padovani [2022c] rely on the characterization
of fair subtyping presented in Section 3.2.3. For the sake of uniformity with
respect to Ciccone et al. [2022] on which Chapter 5 will be based on, we
refer to the purely coinductive characterization presented in Section 3.2.

The chapter is organized as follows. In Section 4.1 we present the syntax
and the semantics of the session based calculus on which we apply static
analysis. Section 4.2 shows the type system for such calculus and introduce
some additional properties that are required to enforce fair termination.
Finally, in Section 4.3 we detail the soundness proof the type system.

Concerning a comparison of the type system we show in this chapter

67
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P,Q ::= done termination
| waitx.P signal in
| x?(y).P channel in
| xπ{mi.Pi}i∈I label in/out
| (x)(P |Q) session

| A⟨x⟩ invocation
| closex signal out
| x!(y).P channel out
| P ⊕Q choice
| ⌈x⌉P cast

Figure 4.1: Syntax of processes

with respect to existing works, we delay the discussion to Chapter 5.

4.1 Calculus

In this section we introduce the calculus for binary sessions. We recall
some basic notions. We use an infinite set of channel names ranged

over by x, y, z, a set of message tags ranged over by m, and a set of process
names ranged over by A, B, C. We write x for a possibly empty sequences
of channels, extending this notation to other entities and we use π to range
over the elements of the set {?, !} of polarities to distinguish input actions
(?) from output actions (!).

4.1.1 Syntax of Processes

A program is a finite set of definitions of the form A(x)
△
= P , at most

one for each process name, where P is a process generated by the
grammar in Figure 4.1. The process done is terminated and performs no
action. The invocation A⟨x⟩ behaves as P if A(x)

△
= P is the definition of

A. When x is empty, we write A and A
△
= P instead of A and A()

△
= P .

The process waitx.P waits for a signal from channel x indicating that the
session x is being closed and then continues as P . The process closex sends
the termination signal on x. The process x?(y).P receives a channel y from
channel x and then continues as P . Dually, x!(y).P sends y on x and then
continues as P . The process xπ{mi : Pi}i∈I exchanges a tag mi on channel
x and then continues as Pi. As for session types, we assume that the set
I in these forms is always non-empty and that i ̸= j implies mi ̸= mj for
every i, j ∈ I. Also, we write xπmi.Pi instead of xπ{mi : Pi}i∈I when I is
a singleton {i}. A non-deterministic choice P1 ⊕ P2 reduces to either P1 or
P2. The annotation k ∈ {1, 2} has no operational meaning, it is only used
to record that Pk leads to the termination of the process and is omitted
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when irrelevant. A session (x)(P | Q) is the parallel composition of P and
Q connected by x. Note that composition and restriction is atomic. This
approach is inspired by linear-logic based calculi; we provide more details
later on. Finally, a cast ⌈x⌉P behaves exactly as P . This form simply records
the fact that the type of x is subject to an application of fair subtyping in
the typing derivation for P . As we will see in Section 4.2, we use this form to
precisely account for all places in (the typing derivation of) a process where
fair subtyping is used. Occasionally we write ⌈x1 · · ·xn⌉P for ⌈x1⌉ · · · ⌈xn⌉P .

The only binders are channel inputs x?(y).P and sessions (x)(P | Q).
We write fn(P ) and bn(P ) for the sets of free and bound channel names
occurring in P and we identify processes modulo renaming of bound names.
The program P that provides the meaning to the process names occurring
in processes is often left implicit. Sometimes we write a process definition
A(x)

△
= P as a proposition or side condition, intending that such definition

is part of the implicit program P. Note that this approach differs from the
one used by Scalas and Yoshida [2019] as they introduce process definition
in the syntax. We adopt a different approach in order to keep the calculus
as light as possible.

Example 4.1.1. Let us revisit and complete the example we sketched in
Example 2.1.1. We let the buyer add an odd number of items. We can
model the whole system as the following set of process definitions:

Main
△
= (y)((x)(⌈x⌉Buyer⟨x⟩ | Seller⟨x, y⟩) | Carrier⟨y⟩)

Buyer(x)
△
= x!add.x!{add : Buyer⟨x⟩, pay : closex}

Seller(x, y)
△
= x?{add : Seller⟨x, y⟩, pay : waitx.y!ship.close y}

Carrier(y)
△
= y?ship.wait y.done

Note that Buyer deterministically sends add to Seller as the first message,
whereas he chooses among add and pay every other interaction. After Buyer
has sent pay, it closes the session x with Seller. At this point, Seller sends
ship to Carrier and closes the session y. The cast ⌈x⌉ before the invocation of
Buyer⟨x⟩ in Main is meant to account for the mismatch between the behavior
of the buyer, which always adds an odd number of items to the cart, and that
of the business, which accepts any number of items added to the shopping
cart. ⌟

4.1.2 Operational Semantics

The operational semantics of processes is defined using a structural
pre-congruence relation ≼ and a reduction relation →, both of which
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[sb-par-comm] (x)(P |Q) ≼ (x)(Q | P )
[sb-par-assoc] (x)(P | (y)(Q |R)) ≼ (y)((x)(P |Q) |R) if x ∈ fn(Q)

and y ̸∈ fn(P )
and x ̸∈ fn(R)

[sb-cast-comm] ⌈x⌉⌈y⌉P ≼ ⌈y⌉⌈x⌉P
[sb-cast-new] (x)(⌈x⌉P |Q) ≼ (x)(P |Q)
[sb-cast-swap] (x)(⌈y⌉P |Q) ≼ ⌈y⌉(x)(P |Q) if x ̸= y
[sb-call] A⟨x⟩ ≼ P if A(x)

△
= P

Figure 4.2: Structural pre-congruence of processes

are defined in Figures 4.2 and 4.3 and described hereafter. Rules [sb-par-

comm] and [sb-par-assoc] express the usual commutativity and associativity
of parallel composition. In the case of [sb-par-assoc], the side condition x ∈
fn(Q) makes sure that the session (x)(P |Q) we obtain on the right hand side
does indeed connect P and Q through x. The other side conditions y ̸∈ fn(P )
and x ̸∈ fn(R) will always hold when dealing with well-typed processes. Also
note that [sb-par-assoc] only describes a right-to-left associativity of parallel
composition and that left-to-right associativity is derivable by the chain of
relations

(x)((y)(P |Q) |R) ≼ (x)(R | (y)(P |Q))
≼ (x)(R | (y)(Q | P ))
≼ (y)((x)(R |Q) | P )
≼ (y)((x)(Q |R) | P ) ≼ (y)(P | (x)(Q |R))

when x ∈ fn(Q). Axiom [sb-cast-new] annihilates a cast on x nearby the
binder for x, making sure that casts can only be removed and never added.
Axioms [sb-cast-comm] and [sb-cast-swap] are used to move casts closer
to their binder so that they can be annihilated with [sb-cast-new]. Rule
[sb-call] unfolds process invocations to their definition.

Remark 4.1.1 (On structural pre-congruence). The reader might be won-
der why we adopted a pre-congruence relation instead of a more common
congruence one. The reason behind this choice is that in general it reduces
the number of cases to be analyzed in some proofs (see Lemma 4.3.1) with-
out compromising the properties of the calculus. Moreover, the adoption of
a congruence relation would lead to some unrealistic cases from the com-
putation point of view. Indeed, [sb-cast-new] would introduce a reflexive
application of fair subtyping from a session restriction and [sb-call] would
fold a process call. ⌟
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rb-choice

P1 ⊕ P2 → Pk
k ∈ {1, 2}

rb-signal

(x)(closex | waitx.P ) → P

rb-channel

(x)(x!y.P | x?(y).Q) → (x)(P |Q)

rb-pick

(x)(x!{mi : Pi}i∈I |Q) → (x)(x!mk.Pk |Q)
k ∈ I, |I| > 1

rb-tag

(x)(x!mk.P | x?{mi : Qi}i∈I) → (x)(P |Qk)
k ∈ I

rb-par
P → Q

(x)(P |R) → (x)(Q |R)

rb-cast
P → Q

⌈x⌉P → ⌈x⌉Q

rb-struct
P ≼ P ′ P ′ → Q′ Q′ ≼ Q

P → Q

Figure 4.3: Reduction of processes

The reduction rules are mostly unremarkable: [rb-choice] models the
non-deterministic choice between alternative behaviors; [rb-pick] models a
non-trivial choice among a set of labels to send; [rb-signal], [rb-label] and
[rb-channel] model synchronizations between a sender (on the left hand
side of the parallel composition) and a receiver (on the right hand side of
the parallel composition) with [rb-signal] removing the binder of a closed
session; [rb-par], [rb-cast] and [rb-struct] close reductions under parallel
compositions, under casts and by structural pre-congruence. In the following
we write ⇒ for the reflexive, transitive closure of → and ⇒+ for ⇒→.

Example 4.1.2. With the definitions given in Example 4.1.1, it is easy to
see that there is an infinite reduction sequence starting from Main in which
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the acquirer keeps adding items to the cart:

(y)((x)(⌈x⌉Buyer⟨x⟩ | Seller⟨x, y⟩) | Carrier⟨y⟩)
⇒ (y)((x)(x!{add : Buyer⟨x⟩, pay : closex} | Seller⟨x, y⟩) | Carrier⟨y⟩)
→ (y)((x)(x!add.Buyer⟨x⟩ | Seller⟨x, y⟩) | Carrier⟨y⟩)
⇒ (y)((x)(Buyer⟨x⟩ | Seller⟨x, y⟩) | Carrier⟨y⟩)
→ · · ·

Nonetheless, Main is fairly terminating. For example, we have:

(y)((x)(x!{add : Buyer⟨x⟩, pay : closex} | Seller⟨x, y⟩) | Carrier⟨y⟩)
→ (y)((x)(x!pay.closex | Seller⟨x, y⟩) | Carrier⟨y⟩)
⇒ (y)((x)(closex | waitx..y!ship.close y) | Carrier⟨y⟩)
→ (y)(y!ship.close y | Carrier⟨y⟩)
⇒ (y)(close y | wait y.done)
→ done

Note that in general it might be necessary for the acquirer to add one
more item to the cart before it can send the payment to the business and the
carrier receives a ship message. ⌟

4.2 Type System

In this section we present the type system for binary sessions that
we introduced in Section 4.1. Before looking at the typing rules we

motivate, through a series of examples, the key properties enforced by the
type system that, taken together, guarantee fair termination. There are two
families of problems that can compromise fair termination. First of all, the
process (or part thereof) may be unable to reduce further but is not done.
In our model, this can happen for many reasons, for example: a process
attempts at sending a tag on a session that the receiver is not willing to
accept; a process attempts at sending a termination signal when the receiver
expects a channel; the processes at the two ends of the same session are both
waiting for a message from that session. These are all examples of safety
violations, which are prevented by any ordinary session type system. In
Section 4.2.1 we focus instead on liveness violations. Roughly speaking,
liveness is violated when a process (or part thereof) engages an infinite
computation that cannot possibly terminate.
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4.2.1 Boundedness Properties

In Chapter 3 we have introduced a fair subtyping relation that is
liveness preserving but, as we will see in a moment, the adoption of

fair subtyping alone is not enough to rule out all potential liveness viola-
tions. The type system must also enforce three properties that we call action
boundedness, session boundedness and cast boundedness guaranteeing that
the overall effort required to terminate the process is finite. In the rest of the
section we describe informally these properties and we show that violating
even just one of them may compromise fair process termination.

Definition 4.2.1 (Action Boundedness). We say that a process is action
bounded if there is a finite upper bound to the number of actions it has
to perform in order to terminate. An action-unbounded process cannot
terminate.

Example 4.2.1. Compare the following processes

A
△
= A⊕ done B

△
= B ⊕B

and observe that A may always reduce to done, whereas B can only reduce
forever into itself. So A is action bounded whereas B is not. ⌟

We consider a parallel composition action bounded if so are both pro-
cesses composed in parallel. Action boundedness is a necessary condition
for (fair) process termination, hence the type system must guarantee that
well-typed processes are action bounded. As we will see in Section 4.2.2,
this can be easily achieved by means of typing corules (see Section 1.2).
Besides, action boundedness carries along two welcome side effects. The
first one is that degenerate process definitions such as A

△
= A are not action

bounded and therefore are flagged as ill typed by the type system. This
guarantees that finitely many unfoldings of recursive process invocations al-
ways suffice to expose some observable process behavior. The second is that
action boundedness allows us to detect recursive processes that claim to use
a channel in a certain way when in fact they never do so.

Example 4.2.2. Consider the following processes

A(x, y)
△
= x!a.A⟨x, y⟩ ⊕ x!b.closex B(x, y)

△
= x!a.B⟨x, y⟩

where A⟨x, y⟩ is action bounded and B⟨x, y⟩ is not. An ordinary session
type system with coinductively interpreted typing rules would accept B⟨x, y⟩
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regardless of y’s type on the grounds that y occurs once in the body of B,
hence it is “used” linearly. This is unfortunate, since y is not used in any
meaningful way other than being passed as an argument of B. In A, the
same linearity check promptly detects that y is not used along the path to
closex that proves the boundedness of A⟨x, y⟩. ⌟

Definition 4.2.2 (Session Boundedness). We say that a process is session
bounded if there is a finite upper bound to the number of sessions it has to
create in order to terminate.

It is easy to construct non-terminating processes by chaining together
an infinite number of finite (or fairly terminating) sessions.

Example 4.2.3. Compare the following processes

A
△
= (x)(closex | waitx.A)⊕ done

B1
△
= (x)(closex | waitx.B1)

where A always has a possibility to terminate without creating new sessions
(it is session bounded) while B1 does not (it is session unbounded). It could
be argued that B1 is already ruled out because it is not action bounded. In-
deed, while the left-hand side of the parallel composition in B1 is finite, the
right hand side is not (recall that we require both sides of a parallel compo-
sition to admit a finite path to either done or closex). ⌟

Example 4.2.4. Below is a slightly more complex variation of B1 that is
action bounded and session unbounded. The trick is to have a finite branch
on one side of the parallel composition matched by an infinite one on the
other side:

B2
△
= (x)(x!{a : closex, b : waitx.B2} | x?{a : waitx.B2, b : closex})

⌟

Example 4.2.3 shows that a session bounded process like A may still
create an unbounded number of sessions. Below is another example of session
bounded process that creates unboundedly many nested sessions, such that
the first session being created is also the last one being completed.

Example 4.2.5.

(x)(C⟨x⟩ | waitx.done) C(x)
△
= (y)(C⟨y⟩ | wait y.closex)⊕ closex

While both A and C may create an arbitrary number of sessions, they do
not have to do so in order to terminate. This is what sets them apart from
B1 and B2. ⌟
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To ensure session boundedness, we check that no new sessions are found
in loops that occur along inevitable paths leading to the termination of a
process. For example, the creation of a new session x is inevitable in both
B1 and B2 but it is not in A and C.

Definition 4.2.3 (Cast Boundedness). We say that a process is cast bounded
if there is a finite upper bound to the number of casts it has to perform in
order to terminate.

Performing a cast means applying [sm-cast-new], which corresponds to
a usage of fair subtyping. The reason why cast boundedness is fundamental
is that the liveness-preserving property of fair subtyping holds as long as fair
subtyping is used finitely many times. Conversely, infinitely many usages
of fair subtyping may have the overall effect of a single usage of unfair
subtyping (see Section 3.1.1). By “infinitely many usages” we mean usages
of fair subtyping that occur within a loop in a recursive process.

Remark 4.2.1 (0-weight casts). Notably, cast boundedness refers to those
situations in which a cast with a strictly positive weight is applied inside a
loop. It might be the case that a 0-weighted cast is performed (e.g. no output
contravariance). In this case we allow such application of fair subtyping as
the liveness of the session is preserved. This is a substantial difference with
respect to Ciccone and Padovani [2022c]. ⌟

Example 4.2.6. Consider the following variants of buyer and seller from
Example 2.1.1 where we can assume that the seller closes the session as
soon as he receives a tag pay.

(x)(Buyer⟨x⟩ | Seller⟨x⟩) Buyer(x)
△
= ⌈x⌉x!add.Buyer⟨x⟩

Seller(x)
△
= x?{add : Seller⟨x⟩, pay : . . . }

and the session type Sb = !add.Sb+!pay.!end. It can be argued that the chan-
nel x is used according to Sb in Buyer(x) and according to Sb in Seller(x).
Indeed, the structure of Seller(x) matches perfectly that of Sb and note that
x!add.Buyer(x) uses x according to !add.Sb, which is a fair supertype of Sb
accounted for by the cast ⌈x⌉ in Buyer. With this cast it is as if Buyer(x)
promises to make a choice between sending add and sending pay at each it-
eration, but systematically favors add over pay. The overall effect of these
unfulfilled promises is that the actual behavior of Buyer(x) over x is better
described by the session type S∞

b = !add.S∞
b , which is not a fair supertype

of Sb as we have seen in Example 3.1.2. ⌟
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Although Buyer(x) could be rejected on the grounds that it is not action
bounded, it is possible to find an action-bounded (but slightly more involved)
variation of Example 4.2.6 in which the same phenomenon occurs.

Example 4.2.7.

A(x)
△
= ⌈x⌉x!more.x?{more : A⟨x⟩, stop : waitx.done}

B(x)
△
= x?{more : ⌈x⌉x!more.B⟨x⟩, stop : waitx.done}

both A(x) and B(x) have a chance to continue or to terminate the session
by sending either more or stop, except that they systematically favor more
over stop. Now, if we consider the session types

S = !more.(?more.S + ?stop.?end) + !stop.!end
SA = !more.(?more.S + ?stop.?end)
SB = ?more.!more.S + ?stop.?end

it can be argued that A(x) uses x according to SA, which is a fair supertype
of S, and that B(x) uses x according to SB, which is a fair supertype of
S. The casts account for the differences between S and SA in A(x) and
between S and SB in B(x), but they occur within loops along paths that lead
to process termination, hence A and B are not cast bounded. ⌟

It is worth discussing one last attempt to work around the problem, by
moving the casts outward from within A(x) and B(x).

Example 4.2.8.

(x)(⌈x⌉A⟨x⟩ | ⌈x⌉B⟨x⟩)
A(x)

△
= x!more.x?{more : A⟨x⟩, stop : waitx.done}

B(x)
△
= x?{more : x!more.B⟨x⟩, stop : waitx.done}

Now A(x) uses x according to TA = !more.(?more.TA+?stop.?end) and B(x)
uses x according to TB = ?more.!more.TB + ?stop.?end, but while S ⩽∗ TA
and S ⩽∗ TB both hold neither S ⩽ TA nor S ⩽ TB does. ⌟

In summary, the non-terminating process in Example 4.2.8 is action
bounded, session bounded and cast bounded, but it is typeable only using
unfair subtyping. As we will see in Section 4.2.2, we enforce cast bounded-
ness using the same technique already introduced for session boundedness.
That is, we check that casts do not occur along “inevitable” paths leading
to recursive process invocations.
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4.2.2 Typing Rules

The typing rules resemble those of a traditional session type sys-
tem but differ in a few key aspects. First of all, they establish a

tighter-than-usual correspondence between types and processes so that any
discrepancy between actual and expected types is accounted for by explicit
casts. This way, we make sure that actions leading to the termination of a
session at the type level are matched by corresponding actions at the pro-
cess level, a key property used in the soundness proof of the type system.
In addition, the typing rules enforce the boundedness properties informally
described in the previous section. Action boundedness is enforced by speci-
fying the typing rules as a generalized inference system and using two corules
to make sure that every well-typed process is at finite distance from done
or a closex. Concerning session and cast boundedness, we annotate typ-
ing judgments with a rank, that is an upper bound to the weights of casts
that must be performed and of sessions that must be created in order to
terminate the process in the judgment.

The typing rules are defined by the generalized inference system in Fig-
ure 4.4 and derive judgements of the form Γ ⊢n P , meaning that P is well
typed in the typing context Γ and has rank n. A typing context is a finite
map from channels to session types written x1 : S1, . . . , xn : Sn or x : S. We
use Γ and ∆ to range over typing contexts, we write ∅ for the empty context
and Γ,∆ for the union of Γ and ∆ when they have disjoint domains. We type
check a program {Ai(xi)

△
= Pi}i∈I under a global set of type assignments

{Ai : [Si;ni]}i∈I associating each process name Ai with a tuple of session
types Si and a rank ni. The program is well typed if xi : Si ⊢ni Pi for every
i ∈ I, establishing that the tuple Si corresponds to the way the channels xi
are used by Pi and that ni is a feasible rank annotation for Pi. Hereafter,
we omit the rank from judgments when it is not important.

Let us look at the typing (co)rules in detail. [tb-done] is the usual axiom
requiring that the terminated process leaves no unused channels behind.
Since done performs no casts and creates no sessions, it can have any rank.
Rules [tb-wait] and [tb-close] concern the exchange of session termination
signals. There is nothing remarkable here except noting once again that the
rank of closex can be arbitrary. Rules [tb-channel-in] and [tb-channel-

out] are similar, but they concern the exchange of channels. Note that, in
[tb-channel-out], the type T of the message y is required to match exactly
that in the type of the channel x used for the communication, whereas
[Gay and Hole, 2005] allow the type of y to be a subtype of T . This is
one instance of the “tight correspondence” that we mentioned earlier (see
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tb-done

∅ ⊢n done

tb-wait
Γ ⊢n P

Γ, x : ?end ⊢n waitx.P

tb-close

x : !end ⊢n closex

tb-channel-in
Γ, x : S, y : T ⊢n P

Γ, x : ?T.S ⊢n x?(y).P

tb-channel-out
Γ, x : S ⊢n P

Γ, x : !T.S, y : T ⊢n x!y.P

tb-tag
∀i ∈ I : Γ, x : Si ⊢n Pi

Γ, x : π{mi : Si}i∈I ⊢n xπ{mi : Pi}i∈I

tb-choice
Γ ⊢n1 P Γ ⊢n2 Q

Γ ⊢nk P ⊕k Q
k ∈ {1, 2}

tb-cast
Γ, x : T ⊢n P

Γ, x : S ⊢n+m ⌈x⌉P
S ⩽m T

tb-par
Γ, x : S ⊢m P ∆, x : T ⊢n Q

Γ,∆ ⊢1+m+n (x)(P |Q)
S ∼ T

tb-call
x : S ⊢n P

x : S ⊢m+n A⟨x⟩
A : [S;n], A(x)

△
= P

cob-tag
Γ, x : Sk ⊢n Pk

Γ, x : π{mi : Si}i∈I ⊢n xπ{mi : Pi}i∈I
k ∈ I

cob-choice
Γ ⊢n Pk

Γ ⊢n P1 ⊕k P2

Figure 4.4: Typing rules

Example 4.2.11). The rule [tb-label] deals with the input/output of labels.
As usual, any channel other than the one affected by the communication
must be used in exactly the same way in every branch. However, the rule
is stricter than that of Gay and Hole [2005] because it requires an exact
correspondence between the labels that can be exchanged on x by the process
and those in the type of x. The fact that a conclusion and premises are all
annotated with the same rank n means that n is an upper bound for the
rank of all branches of a label input/output. The corule [cob-label] does not
impose additional constraints compared to [tb-label] and has exactly one
premise, corresponding to one branch of the process in the conclusion. The
effect of [cob-label], when interpreted inductively together with the other
rules, is to ensure the existence of a finite typing derivation whose leaves are
applications of [tb-done] or [tb-close], hence action boundedness.

Rule [tb-choice] is a standard typing rule for non-deterministic choices,
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requiring that both branches are well typed in exactly the same typing
context. Notice that the rank of a choice P1 ⊕k P2 is determined by the
branch indexed by the k annotation, which is elected as the branch that
leads to termination. Like [cob-label], the associated corule [cob-choice]

ensures that the same branch gets closer to done or a closex to enforce
action boundedness. Without this corule, it would not be possible to find
a finite-depth derivation tree for an action-bounded process such as A in
Example 4.2.1. Coherently with [tb-choice], the same branch that leads
to termination is also the one that determines the rank of the choice as a
whole.

Rule [tb-cast] is Liskov’s substitution principle formulated as an infer-
ence rule. It states that a channel x of type S can be safely used where
a channel of type T is expected, provided that S ⩽ T . The most impor-
tant detail to notice here is that the rank of a cast is the weight of the
subtyping judgment plus that of the process in which the cast has effect.
This way we account for this cast in the rank of the process so as to guar-
antee cast boundedness. Rule [tb-par] concerns parallel composition and
session creation. The rule is shaped after the cut rule of linear logic also
adopted in other session type systems based on linear logic [Caires et al.,
2016, Wadler, 2014, Lindley and Morris, 2016]. In particular, the parallel
processes P and Q share no channel other than the session x that connects
them, so as to prevent mutual dependencies between sessions and guarantee
deadlock freedom. The side condition S ∼ T requires that the way in which
P and Q use channel x is such that the session x can fairly terminate (see
Definition 2.3.1). We do not require that S and T are dual to each other
because reductions (see [rb-pick]) and structural pre-congruence (see [sb-

cast-new]) do not necessarily preserve session type duality. Also, duality
does not always imply compatibility. The rank of a parallel composition is
one plus that of the composed processes. By accounting for each occurrence
of parallel compositions in the rank, we guarantee that well-typed processes
are session bounded.

Finally, rule [tb-call] states that a process invocation A⟨x⟩ is well typed
provided that the types associated with x match those of the global assign-
ment A : [S;n]. Note that [tb-call] is not an axiom: its premise (re)checks
that the body P in the definition of A is coherent with the global type
assignment A : [S;n]. With this formulation of [tb-call], the only ax-
ioms are [tb-done] and [tb-close] so that the inductive interpretation of
the typing (co)rules ensures action boundedness. Note also that the rank
of the conclusion may be greater than the rank n associated with A. This
overapproximation grants more flexibility when typing different branches in



80 CHAPTER 4. FAIR TERMINATION OF BINARY SESSIONS

[tb-label].

Remark 4.2.2 (On structural pre-congruence...continuation). Now we have
all the ingredients to understand why the choice of a pre-congruence over
a congruence relation is just a design one (see Remark 4.1.1). Indeed, the
such choice was compulsory in Ciccone and Padovani [2022c]. As mentioned
before, in such work we relied on the characterization of fair subtyping based
on a generalized inference system (see Section 3.2.3) and the subsumption
rule [tb-cast] always increased the rank by one. This way, [sb-cast-new]

interpreted in a congruence way would increase the rank of the process due
to the introduced cast. Using the actual notions, a reflexive application of
fair subtyping has weight zero. ⌟

Well-typed processes enjoy the expected properties, including typing
preservation under structural pre-congruence and reduction. Most impor-
tantly, they fairly terminate:

Theorem 4.2.1. Soundness If ∅ ⊢n P and P ⇒ Q, then Q⇒≼ done.

The proof of Theorem 4.2.1 follows Theorem 2.2.1. Moreover the proof
that all the reducts of a process are weakly terminating (see Lemma 4.3.13)
is loosely based on the method of helpful directions [Francez, 1986], namely
on the property that a (well-typed) process may reduce in such a way that
its measure strictly decreases (see Lemma 4.3.12). Recall that this property
is not true for every reduction.

There are several valuable implications of Theorem 5.2.1 on a well-typed,
closed process P :

Deadlock freedom. If Q cannot reduce any further, then it must be done
(structurally precongruent to), namely there are no residual input or
output actions.

Fair termination. Under the fairness assumption, Theorem 2.2.1 assures
that P eventually reduces to done. This also implies that every session
created by P eventually terminates.

Junk freedom. Each message produced as P executes is eventually con-
sumed. Indeed, if Q contains a pending message, the fact that Q
may reduce to done means that some process is able to consume the
message and will eventually do so under the fairness assumption.

Progress. If Q contains a sub-process with pending input/output actions,
the fact that Q may reduce to done means that these actions are
eventually performed.
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Remark 4.2.3. The rank of a non-deterministic choice P ⊕Q can usually be
chosen to be the minimum among those of the branches P and Q, so that
the type system can handle processes like those in example 4.2.5, which
may create new sessions or perform casts but they need not do so in order
to terminate. On the contrary, the rank of a label output x!{mi : Pi}i∈I has
to be an upper bound of that of all branches Pi. The motivation for such
different ways of determining the rank of these process forms, despite both
represent an internal choice, lies in the proof of Lemma 4.3.12. In P ⊕ Q,
both branches are typed in exactly the same typing context, meaning that
the choice of one branch or the other has no substantial impact on the
shortest paths that terminate the sessions used by P and Q. Thus, the
“helpful” reduction can be solely driven by the rank of the chosen branch.
In a label output x!{mi : Pi}i∈I it could happen that all branches with
minimum rank increase the length of the shortest path that leads to the
termination of x. In this case, the choice of the “helpful” reduction must
prioritize the termination of x, but then the rank of the whole process has
to be an upper bound of that of the branches to be sure that the measure
of the reduct decreases. ⌟

4.2.3 Examples

In this section we present some examples of well-typed processes using
the type system introduced in the previous section. In particular, we

first complete the variant (see Example 4.1.1) of the running example (see
Example 2.1.1). Then, we show some examples where some of them are
related to the boundedness properties that we presented in Section 4.2.1.

Example 4.2.9. To show that the program defined in Example 4.1.1 is well
typed, consider the session types S′

b and Ss, Ts, Tc (see Example 2.3.1).

S′
b = ?add.S′

b + ?pay.?end Ss = !add.(!add.Ss + !pay.!end)
Ts = !ship.!end Tc = ?ship.?end

and the global type assignments

Buyer : [S′
b; 0] Seller : [Ss, Ts; 0]

Carrier : [Tc; 0] Main : [(); 3]

We can obtain typing derivations for Buyer, Seller and Carrier using a null
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rank. In particular, we derive

...
[tb-call]

x : S′
b ⊢0 Buyer⟨x⟩

[tb-close]
x : !end ⊢0 closex

[tb-label]
x : !add.S′

b + !pay.!end ⊢0 x!{add : Buyer⟨x⟩, pay : closex}
[tb-label]

x : S′
b ⊢0 x!add.x!{add : Buyer⟨x⟩, pay : closex}

for the definition of Buyer and

...

x : Ss, y : Ts ⊢0 Seller⟨x, y⟩

[tb-close]
y : !end ⊢0 close y

[tb-label]
y : Ts ⊢0 y!ship.close y

[tb-wait]
x : !end, y : Ts ⊢0 waitx.. . .

[tb-label]
x : Ss, y : Ts ⊢0 x?{add : Seller⟨x, y⟩, pay : waitx.y!ship.close y}

for the definition of Seller. Note that the left branch starts with an applica-
tion of [tb-call]. An analogous (but finite) derivation can be easily obtained
for the body of process Carrier and is omitted here for space limitations. Now
we have

...
[tb-call]

x : S′
b ⊢0 Buyer⟨x⟩

[tb-cast]
x : Sb ⊢1 ⌈x⌉Buyer⟨x⟩

...
[tb-par]

y : Ts ⊢2 (x)(⌈x⌉Buyer⟨x⟩ | Seller⟨x, y⟩)

...

y : Tc ⊢0 Carrier⟨y⟩

∅ ⊢3 (y)((x)(⌈x⌉Buyer⟨x⟩ | Seller⟨x, y⟩) | Carrier⟨y⟩)

showing that Main too is well typed. Note that Sb from Example 2.3.1 is a
fair subtype of S′

b with weight 1; indeed [tb-cast] increases the rank by such
amount. In all cases, we have truncated the proof trees above the applica-
tions of [tb-call]. Of course, for each judgment occurring in these proof
trees, we also have to exhibit a finite proof tree possibly using [cob-label]

proving action boundedness. This can be easily achieved for the given pro-
cess definitions, observing that none of Buyer, Seller and Carrier creates
new sessions and that all of their typing derivations have a finite branch. ⌟

Example 4.2.10 (Infinite sessions/casts). In this example we demonstrate
that well-typed processes may still create an unbounded number of (nested)
sessions. To this aim, let us consider again the process C defined in Exam-
ple 4.2.5. Notice that C is a choice whose left branch creates a new session
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and whose right branch does not. For this reason, we elect the right choice
as the one that leads to termination, and therefore that determines the rank
of the process. We derive

...

y : !end ⊢0 C⟨y⟩

x : !end ⊢0 closex

x : !end, y : ?end ⊢0 wait y.. . .

x : !end ⊢1 (y)(C⟨y⟩ | wait y.. . .) x : !end ⊢0 closex

x : !end ⊢0 (y)(C⟨y⟩ | wait y.. . .)⊕2 closex

In a similar way, there exist well-typed processes that perform an un-
bounded number of casts but whose rank is finite. For example, it is easy
to obtain a typing derivation for the following alternative definition of the
process Buyer discussed in Example 4.1.1:

Buyer(x)
△
= x!add.(⌈x⌉x!add.Buyer⟨x⟩ ⊕2 ⌈x⌉x!pay.closex)

Even though this process uses fair subtyping an unbounded number of
times, the right branch of the choice has rank 1, which is all we need to
conclude that the process has rank 1 overall. ⌟

4.2.4 On Higher-Order Session Types

We have defined fair subtyping in such a way that higher-order session
types are invariant with respect to the type of the channel being ex-

changed (see [fs-channel]). This is a limitation compared to traditional
presentations of unfair subtyping [Gay and Hole, 2005, Castagna et al.,
2009, Bernardi and Hennessy, 2016], where the covariant/contravariant rules
shown below are adopted ([us-channel-in], [us-channel-out]):

S ⩽∗ T U ⩽∗ V

?U.S ⩽∗ ?V.T

S ⩽∗ T V ⩽∗ U

!U.S ⩽∗ !V.T

The problem of these rules is that a single application of fair subtyp-
ing allowing for co-/contra-variance of higher-order session types may have
the same overall effect of infinitely many applications of fair subtyping on
first-order session types and, as we have seen in Section 4.2.1, unbounded
applications of fair subtyping may compromise fair termination. Below is an
example that illustrates the problem. The example is not large per se, but it
is a bit contrived because it has to involve two sessions (or else there would
be no need for higher-order session types), it must be bounded (or else it
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could be ruled out by the action/session/cast boundedness requirements)
and non-terminating.

Example 4.2.11.

(y)((x)(A⟨x, y⟩ |B⟨x⟩) |B⟨y⟩)
A(x, y)

△
= x!more.x!y.B⟨x⟩

B(x)
△
= x?{more : x?(y).A⟨y, x⟩, stop : waitx.done}

The process models a master A⟨x, y⟩ connected with a primary slave B⟨x⟩
and a secondary slave B⟨y⟩ through the sessions x and y. The interaction
among the three processes proceeds in rounds. At each round, the master
may decide whether to continue or stop the interaction by sending either
more or stop on the session x to the primary slave. If the master decides to
continue the interaction (which it does deterministically), it also delegates
y to the primary slave so that, at the next round, the roles of the three
processes rotate: the master is downgraded to secondary slave, the primary
slave is promoted to master, and the secondary slave becomes the primary
one. ⌟

Below is a graphical representation of the network topology modeled by
the process in Example 4.2.11 and of its evolution:

A⟨x, y⟩

B⟨x⟩ B⟨y⟩
⇒

B⟨x⟩

A⟨y, x⟩ B⟨y⟩
⇒

B⟨x⟩

B⟨y⟩ A⟨x, y⟩
⇒

A⟨y, x⟩

B⟨y⟩ B⟨x⟩

It is clear that the process in Example 4.2.11 does not terminate since
there is no closex to match the waitx.done. It is also relatively easy to infer
the types of x and y from the structure of A(x, y) and B(x). In particular,
if we call SA and TA the types of x and y in A(x, y) and SB the type of x
in B(x) we see that these types must satisfy the equations

SA = !more.!TA.SB
SB = ?more.?SA.TA + ?stop.?end
TA = !more.!TA.SB + !stop.!end

Note that TA ⩽1 SA holds because TA and SA differ only for the top-
most output. The validity of this relation is unquestionable as it relies on
the definition of fair subtyping that we have given in Section 3.2, which is
invariant with respect to higher-order session types.
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Remark 4.2.4. In the following we assume to have two rules for fair subtyping
allowing for co-/contra-variance of channel input and output, respectively.

ch-in
S ⩽m T U ⩽n V

?U.S ⩽k ?V.T

ch-out
S ⩽m T V ⩽n U

!U.S ⩽k !V.T

where k ∈ F (m,n) concerning the input and k ∈ G(m,n) concerning the
output. Note that F,G : N × N → P∗(N). However, [tb-channel-in] and
[tb-channel-out] are still invariant. ⌟

If fair subtyping allowed for covariance of higher-order inputs (see [us-

channel-in], [us-channel-out]), then TA ⩽ SB, SB ⩽ TA (along with SB ⩽
SA by transitivity of ⩽) would also hold and we would be able to establish
that the process in Example 4.2.11 is well typed, provided that casts are
placed appropriately.

Example 4.2.12. We show the derivation for the judgment TA ⩽k SB for
some k.

...

TA ⩽1 SA

...

TA ⩽k SB
[ch-out]

!SA.TA ⩽m !TA.Sb

...

!stop.!end ⩽0 !stop.!end
[fsb-tag-out-2]

SB ⩽1 TA

...

TA ⩽1 SA

...

SB ⩽1 TA
[ch-in]

?TA.SB ⩽k ?SA.TA

...

?stop.?end ⩽0 ?stop.?end
[fsb-tag-in]

TA ⩽k SB

Note that m ∈ G(1, k) and k ∈ F (1, 1). Hence, a solution is guaranteed to
exist. For this reason, in the following we omit the weight of the subtyp-
ing judgments involving [ch-in] and [ch-out]. It suffices to know that such
judgments are derivable. ⌟

Example 4.2.13. We show a version of the process in Example 4.2.11 in
which we have annotated restrictions with the types S | T of the two endpoints
and casts with the target type of the channel affected by subtyping.

(y : TA | TA)((x : TA | TA)(⌈x : SA⌉A⟨x, y⟩ | ⌈x : SB⌉B⟨x⟩) | ⌈y : SB⌉B⟨y⟩)
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We provide another formulation of such process which is well-typed as well.

(y : SB | SB)((x : SB | SB)(⌈x : SA⌉⌈y : TA⌉A⟨x, y⟩ |B⟨x⟩) |B⟨y⟩)

⌟

Example 4.2.14. We show that the process in Example 4.2.13 is well typed.
Below is the partial proof tree showing that A⟨x, y⟩ is well typed. Each
judgment is implicitly annotated with the rank 0:

...
[tb-call]

x : SB ⊢ B⟨x⟩
[tb-channel-out]

x : !TA.SB, y : TA ⊢ x!y.B⟨x⟩
[tb-tag]

x : SA, y : TA ⊢ x!more.x!y.B⟨x⟩
[tb-call]

x : SA, y : TA ⊢ A⟨x, y⟩

Below is the partial proof tree showing that B⟨x⟩ is well typed. Each judg-
ment is implicitly annotated with the rank 0:

...
[tb-call]

x : TA, y : SA ⊢ A⟨y, x⟩
[tb-channel-in]

x : ?SA.TA ⊢ x?(y).A⟨y, x⟩

∅ ⊢ done

x : ?end ⊢ waitx.done

x : SB ⊢ x?{more : x?(y).A⟨y, x⟩, stop : waitx.done}

x : SB ⊢ B⟨x⟩

Finally, here is the partial proof tree showing that the process shown in
Example 4.2.13 is well typed (again, we omit rank information since [ch-in]

and [ch-out] are used):
...

x : TA, y : SA ⊢ A⟨x, y⟩

x : SA, y : SA ⊢ ⌈x⌉A⟨x, y⟩

...

x : TB ⊢ B⟨x⟩

x : SA ⊢ ⌈x⌉B⟨x⟩

y : SA ⊢ (x)(⌈x⌉A⟨x, y⟩ | ⌈y⌉B⟨x⟩)

...

y : TB ⊢ B⟨y⟩

y : SA ⊢ ⌈y⌉B⟨y⟩

∅ ⊢ (y)((x)(⌈x⌉A⟨x, y⟩ | ⌈x⌉B⟨x⟩) | ⌈y⌉B⟨y⟩)
⌟

By restricting fair subtyping of higher-order session types to invariant
inputs and outputs, the only chance we have to build a typing derivation
for the process in Example 4.2.11 is by casting y each time it is delegated,
either before it is sent or after it is received.
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Example 4.2.15. Consider the following variant of Example 4.2.11:

A(x : UA, y : VA)
△
= x!more.⌈y : UA⌉x!y.B⟨x⟩

B(x : UB)
△
= x?{more : x?(y : UA).A⟨y, x⟩, stop : waitx.done}

where
UA = !more.!UA.UB
UB = ?more.?UA.VA + ?stop.?end
VA = !more.!UA.UB + !stop.!end

Note that ⌈y : UA⌉ is a “first-order” cast, in the sense that the relation
VA ⩽1 UA holds for fair subtyping as defined in Section 3.2 without using
[us-channel-in] or [us-channel-out], but the cast is now placed in a region
within the definition of A that prevents finding a finite rank for A. ⌟

4.3 Proofs

In this section we detail the proof of Theorem 4.2.1. The most intrigu-
ing aspect in such proof is that a closed, well-typed process admits

a reduction sequence to done. The proof technique is related to the method
of helpful directions [Francez, 1986]: we define a well-founded measure for
(well-typed) processes and we prove that this measure decreases strictly as
the result of “helpful” reductions. In our case, the measure of a (well-typed)
process P is a lexicographically ordered pair (m,n) of natural numbers such
that m is an upper bound to the number of sessions that P may need to
create and of weights of casts that P may need to perform in the future
in order to terminate, whereas n is the cumulative efforts to terminate the
sessions that P has created in the past and that are not terminated yet. We
account for this effort by measuring the shortest reduction that terminates
a compatible session (Definition 2.3.1). Notably, a session terminates by
[rb-close]; a cast is performed when it is absorbed by the corresponding
restriction, namely by [sb-cast-new].

We first show two standard results, that is, typing is preserved by struc-
tural precongruence and reduction. Then, we formally introduce the mea-
sure and we characterize some normal forms that we need in order to achieve
the proof that such measure reduces by following the right reductions.

4.3.1 Subject Reduction

We first prove that typing is preserved by structural pre-congruence.
This lemma is required to prove subject reduction when dealing with
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the reduction under structural pre-congruence ([rb-struct]).

Lemma 4.3.1. If Γ ⊢n P and P ≼ Q, then Γ ⊢m Q for some m ≤ n.

Proof. The proof is by induction on the derivation of P ≼ Q and by cases
on the last rule applied. We only discuss a few representative cases, the
remaining ones are analogous.

Case [sb-par-comm]. Then P = (x)(P1 | P2) ≼ (x)(P2 | P1) = Q. From
[tb-par] we deduce that there exist Γ1, Γ2, x, S1, S2, n1 and n2 such that:

� Γ = Γ1,Γ2

� Γi, x : Si ⊢ni Pi for i = 1, 2

� S1 ∼ S2

� n = 1 + n1 + n2

We conclude Γ ⊢ Q with one application of [tb-par] by taking m
def
= n.

Case [sb-par-assoc]. Then P = (x)(P1 | (y)(P2 |P3)) ≼ (y)((x)(P1 |P2) |
P3) = Q and x ∈ fn(P2). From [tb-par] we deduce that there exist Γ1, Γ23,
T1, S1, n1 and n23 such that:

� Γ = Γ1,Γ23

� Γ1, x : T1 ⊢n1 P1

� Γ23, x : S1 ⊢n23 (y)(P2 | P3)

� T1 ∼ S1

� n = 1 + n1 + n23

From [tb-par] we deduce that there exist Γ2, Γ3, T2, S2, n2 and n3 such
that:

� Γ23 = Γ2,Γ3

� Γ2, x : S1, y : T2 ⊢n2 P2

� Γ3, y : S2 ⊢n3 P3

� T2 ∼ S2

� n23 = 1 + n2 + n3
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Using [tb-par] we derive Γ1,Γ2, y : T2 ⊢1+n1+n2 (x)(P1|P2). We conclude
Γ ⊢m (y)((x)(P1 | P2) | P3) with another application of [tb-par] by taking

m
def
= n.

Case [sb-cast-new]. Then P = (x)(⌈x⌉P1 | P2) ≼ (x)(P1 | P2). From
[tb-par] we deduce that there exist Γ1, Γ2, S1, T , n1 and n2 such that:

� Γ = Γ1,Γ2

� Γ1, x : S1 ⊢n1 ⌈x⌉P1

� Γ2, x : T ⊢n2 P2

� S1 ∼ T

� n = 1 + n1 + n2

From [tb-cast] we deduce that there exist S2, n3, mx such that

� Γ1, x : S2 ⊢n3 P1

� S1 ⩽mx S2

� n1 = mx + n3

From S1 ∼ T and S1 ⩽ S2 and Theorem 3.2.2 we deduce S2 ∼ T . We
conclude with one application of [tb-par] by taking m

def
= 1 + n3 + n2 and

observing that

m
def
= 1 + n3 + n2 ≤ 1 +mx + n3 + n2 = 1 + n1 + n2 = n

Case [sb-cast-swap]. Then P = (x)(⌈y⌉P1 | P2) ≼ ⌈y⌉(x)(P1 | P2) and
x ̸= y. From [tb-par] we deduce that there exist Γ1, S1, S2, T1, n1 and n2
such that:

� Γ = Γ1,Γ2, y : T1

� Γ1, x : S1, y : T1 ⊢n1 ⌈y⌉P1

� Γ2, x : S2 ⊢n2 P2

� S1 ∼ S2

� n = 1 + n1 + n2

From [tb-cast] we deduce that there exist T2, n3 and my such that
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� T1 ⩽my T2

� Γ1, x : S1, y : T2 ⊢n3 P1

� n1 = my + n3

We derive Γ1,Γ2, y : T2 ⊢1+n3+n2 (x)(P1 |P2) with one application of [tb-

par] and we conclude with one application of [tb-cast] by taking m
def
= n.

Case [sb-cast-comm]. Then P = ⌈x⌉⌈y⌉P ′ ≼ ⌈y⌉⌈x⌉P ′ = Q. We can
assume x ̸= y or else P = Q and there is nothing to prove. From [tb-cast]

we deduce that there exist Γ1, S1, S2, n1 and mx such that

� Γ = Γ1, x : S1

� Γ1, x : S2 ⊢n1 ⌈y⌉P ′

� S1 ⩽mx S2

� n = mx + n1

From [tb-cast] and the hypothesis x ̸= y we deduce that there exist Γ2,
T1, T2, n2 and my such that

� Γ1 = Γ2, y : T1

� Γ2, x : S2, y : T2 ⊢n2 P ′

� T1 ⩽my T2

� n1 = my + n2

We derive Γ2, x : S1, y : T2 ⊢n1 ⌈x⌉P ′ with one application of [tb-cast]

and we conclude with another application of [tb-cast] by taking m
def
= n.

Case [sb-call]. Then P = A⟨x⟩ ≼ Q and A(x)
△
= Q. From [tb-call] we

conclude that there exist S and m such that A : [S;m] and Γ = x : S and
x : S ⊢m Q and m ≤ n.

Then we have subject reduction, stating that typing is preserved also
by reductions. Note that in this case we are not able to establish a general
relation between the rank of the reducible process and that of the reduct.
In particular, the rank may increase.

Lemma 4.3.2 (subject reduction). If Γ ⊢n P and P → Q, then Γ ⊢m Q
for some m.
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Proof. By induction on the derivation of P → Q and by cases on the last
rule applied.

Case [rb-choice]. Then P = P1 ⊕P2 → Pk = Q where k ∈ {1, 2}. From
[tb-choice] we deduce that Γ ⊢m Q for some m, which is all we need to
conclude.

Case [rb-pick]. Then P = (x)(x!{mi : Pi}i∈I |R) → (x)(x!mk.Pk |R) = Q
where k ∈ I and |I| > 1. From [tb-par] we deduce that there exist Γ1, Γ2,
S, T , n1 and n2 such that

� Γ = Γ1,Γ2

� Γ1, x : S ⊢n1 x!{mi : Pi}i∈I

� Γ2, x : T ⊢n2 R

� S ∼ T

� n = 1 + n1 + n2

From [tb-tag] we deduce that there exists a family Si∈I such that:

� S = !{mi : Si}i∈I

� Γ1, x : Si ⊢n1 Pi for every i ∈ I

From S ∼ T and S → !mk.Sk and Definition 2.3.1 we deduce !mk.Sk ∼ T .
We conclude with one application of [tb-tag] and one application of [tb-par]

by taking m
def
= n.

Case [rb-signal]. Then P = (x)(closex |waitx.Q) → Q. From [tb-par],
[tb-close] and [tb-wait] we deduce that there exist n′ and m such that:

� x : !end ⊢n′
closex

� Γ, x : ?end ⊢m waitx.Q

� Γ ⊢m Q

� n = 1 + n′ +m

There is nothing left to prove.
Case [rb-label]. Then P = (x)(x!mk.R|x?{mi : Qi}i∈I) → (x)(R|Qk) =

Q with k ∈ I. From [tb-par] we deduce that there exist Γ1, Γ2, S, T , n1
and n2 such that:

� Γ = Γ1,Γ2
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� Γ1, x : S ⊢n1 x!mk.R

� Γ2, x : T ⊢n2 x?{mi : Qi}i∈I

� S ∼ T

� n = 1 + n1 + n2

From [tb-tag] we deduce that there exists S1 such that S = !mk.S1 and
Γ1, x : S1 ⊢n1 R. From [tb-tag] we deduce that there exists a family Ti∈I
such that:

� T = ?{mi : Ti}i∈I

� Γ2, x : Ti ⊢n2 Qi for every i ∈ I

From S ∼ T we deduce S1 ∼ Tk. We conclude with one application of
[tb-par] by taking m

def
= n.

Case [rb-channel]. Then P = (x)(x!y.P ′ |x?(y).Q′) → (x)(P ′ |Q′) = Q.
From [tb-par] we deduce that there exist Γ1, Γ2, S, T , n1 and n2 such that

� Γ = Γ1,Γ2

� Γ1, x : S ⊢n1 x!y.P ′

� Γ2, x : T ⊢n2 x?(y).Q′

� S ∼ T

� n = 1 + n1 + n2

From [tb-channel-out] we deduce that there exist Γ′
1, S1 and S2 such

that

� Γ1 = Γ′
1, y : S1

� S = !S1.S2

� Γ′
1, x : S2 ⊢n1 P ′

From [tb-channel-in] we deduce that there exist T1 and T2 such that

� T = ?T1.T2

� Γ2, x : T2, y : T1 ⊢n2 Q′
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From S ∼ T we deduce S1 = T1 and S2 ∼ T2. We conclude with one
application of [tb-par] by taking m

def
= n.

Case [rb-cast]. Then P = ⌈x⌉P ′ → ⌈x⌉Q′ = Q and P ′ → Q′. From
[tb-cast] we deduce that there exist Γ′, S, T , n′ and mx such that

� Γ = Γ′, x : S

� Γ′, x : T ⊢n′
P ′

� S ⩽mx T

� n = mx + n′

Using the induction hypothesis on Γ′, x : T ⊢n′
P ′ and P ′ → Q′ we derive

Γ′, x : T ⊢m′
Q′ for some m′. We conclude with one application of [tb-cast]

by taking m
def
= mx +m′.

Case [rb-par]. Then P = (x)(P ′ | R) → (x)(Q′ | R) = Q and P ′ → Q′.
From [tb-par] we deduce that there exist Γ1, Γ2, S, T , n1 and n2 such that:

� Γ = Γ1,Γ2

� Γ1, x : S ⊢n1 P ′

� Γ2, x : T ⊢n2 R

� S ∼ T

� n = 1 + n1 + n2

Using the induction hypothesis we deduce that Γ1, x : S ⊢m1 Q′ for some
m1. We conclude with one application of [tb-par] by taking m

def
= m1 + n2.

Case [rb-struct]. Then P ≼ P ′ → Q′ ≼ Q. From Lemma 4.3.1 we
deduce Γ ⊢n′

P ′ for some n′ ≤ n. Using the induction hypothesis we deduce
Γ ⊢m′

Q′ for some m′. We conclude using Lemma 4.3.1 once more.

4.3.2 Measure

At the beginning on Section 4.3 we informally introduced the measure
of a process as a lexicographically ordered pair (m,n) where the two

component refer to past and future, respectively. To distinguish between
past and future ofa process P we look at its structure: all sessions that
occur unguarded in P have been created and are not terminated; all casts
that occur in P are yet to be performed; all sessions that occur guarded in
P have not been created yet. First, we need to formalize the notion of rank
of a session which represents the minimum effort for reaching termination.
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Definition 4.3.1 (rank). The rank of S and T , written ∥S, T∥, is the ele-
ment of N ∪ {∞} defined as

∥S, T∥ def
= min{1 + |φ| | ∃φ, π : S

φ
=⇒ πend, T

φ
=⇒ πend}

where |φ| denotes the length of φ, φ is the string of actions obtained by
dualizing all the actions in φ, and we postulate that min ∅ = ∞.

Note that the rank ∥S, T∥ is generally unrelated to the lengths of the
shortest paths of S and T that lead to termination. For example, if we take
S = ?a.!c.?a.?end+?b.?end and T = !a.(?c.!a.!end+?d.!end) we see that the
shortest path φ such that S(φ) = ?end is ?b of length 1 and the shortest
path ψ such that T (ψ) = !end is !a?d of length 2, but ∥S, T∥ = 4. Indeed,
both S and T must reach termination; so we have to consider the exchange
of labels a, c, a and increment by one according to Definition 4.3.1.

Theorem 4.3.1. If U ∼ S, then

1. ∥U, S∥ ∈ N and

2. S ⩽coind T implies ∥U, S∥ ≤ ∥U, T∥.

Proof. Item 1 follows from the observation that U ∼ S implies U | S ⇒
πend | πend for some π, hence there exists φ such that U

φ
=⇒ πend and

S
φ

=⇒ πend. Item 2 is trivial to prove if we establish that

{φ | U φ
=⇒, T

φ
=⇒} ⊆ {φ | U φ

=⇒, S
φ

=⇒}

under the hypotheses U ∼ S and S ⩽coind T . We prove that U
φ

=⇒ and
T

φ
=⇒ implies S

φ
=⇒ by induction on φ and by cases on its first action.

The base case φ = ε is trivial. If φ = πV ψ, then T = πV.T ′ for some
T ′ and by definition of ⩽coind we deduce S = πV.S′ and S′ ⩽coind T

′ for
some S′. From U ∼ S we deduce U = PolV.U ′ for some U ′ ∼ S′. Using the

induction hypothesis we obtain S′ ψ
=⇒, which is enough to conclude S

φ
=⇒.

If φ = !mψ, then T = !{lj : Tj}j∈J and l = lk for some k ∈ J . By

definition of ⩽coind we deduce S = !{li : Si}i∈I for some I ⊇ J , hence S
!m
=⇒.

From U ∼ S we deduce U = ?{lk : Uk}k∈K for some K ⊇ I and Uk ∼ Sk.

Using the induction hypothesis we obtain Sk
ψ

=⇒, from which we conclude
S

φ
=⇒.
If φ = ?mψ, then T = ?{lj : Tj}j∈J and l = lk for some k ∈ J . By

definition of ⩽coind we deduce S = ?{li : Si}i∈I for some I ⊆ J . From U ∼ S
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mtb-thread
Γ ⊢n P

Γ ⊨(n,0) P

mtb-cast
Γ, x : T ⊨µ P

Γ, x : S ⊨µ+(m,0) ⌈x⌉P
S ⩽m T

mtb-par
Γ, x : S ⊨µ P ∆, x : T ⊨ν P

Γ,∆ ⊨µ+ν+(0,∥S,T∥) (x)(P |Q)
S ∼ T

Figure 4.5: Typing rules with measure

we deduce U = !{lk : Uk}k∈K for some K ⊆ I. Also, it must be the case

that k ∈ K and Uk ∼ Sk. Using the induction hypothesis we obtain Sk
ψ

=⇒,
from which we conclude S

φ
=⇒.

Theorem 4.3.1 shows that every usage of (fair) subtyping may increase
the amount of work that is necessary to terminate a session (Item 2), al-
though such amount is guaranteed to remain finite as long as compatibility
is preserved (Item 1). This property justifies the adoption of fair subtyping
over unfair subtyping, since fair subtyping preserves compatibility whereas
unfair subtyping in general does not (Section 3.1.1).

To compute the measure of a process, we introduce three refined typing
rules to derive judgments of the form Γ ⊨µ P , stating that P is well typed
in Γ and has measure µ. Such rules are shown in Figure 4.5.

Rule [mtb-thread] has lower priority than [mtb-par] and [mtb-cast],
in the sense that it applies only to processes that are not a cast or a parallel
composition. We call such processes threads and their measure is solely
determined by their rank: every cast occurring in a thread is yet to be
performed and every session occurring in a thread is yet to be created. Rule
[mtb-par] states that the measure of a parallel composition is the (pointwise)
sum of the measures of the composed processes, taking into account the rank
of the session x by which they are connected. Finally, [mtb-cast] states that
the measure of a cast is the same measure of the process in which the cast
has effect, but with the first component increased by one to account for the
fact that the cast is yet to be performed.

Note that, as a well-typed process reduces, its measure may vary ar-
bitrarily. In particular, its measure may increase if the process chooses to
create new sessions (see the left choice of process C in Example 4.2.5) or if it
picks a label that lengthens the shortest path leading to session termination
(see Example 4.1.2).
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Lemma 4.3.3. The following properties hold:

1. Γ ⊢n P implies Γ ⊨µ P for some µ ≤ (n, 0);

2. Γ ⊨µ P implies Γ ⊢n P for some n such that µ ≤ (n, 0).

Proof. We prove item 1 by induction on the structure of P and by cases on
the last rule applied. The proof of item 2 is by induction over Γ ⊨µ P .

Case P = (x)(P1 | P2). Then from [tb-par] we deduce that there exist
Γ1, Γ2, S1, S2, n1, n2 such that:

� Γ = Γ1,Γ2

� Γi, x : Si ⊢ni Pi for i = 1, 2

� S1 ∼ S2

� n = 1 + n1 + n2

Using the induction hypothesis we deduce that there exist µ1 and µ2 such
that Γi, x : Si ⊨µi Pi and µi ≤ (ni, 0) for i = 1, 2. We conclude with one

application of [mtb-par] by taking µ
def
= µ1+µ2+(0, ∥S1, S2∥) and observing

that µ < (n1, 0) + (n2, 0) + (1, 0) = (n, 0).
Case P = ⌈x⌉Q. Then from [tb-cast] we deduce that there exist ∆, S,

T , n, m, mx such that:

� Γ = ∆, x : S

� ∆, x : T ⊢m Q

� S ⩽mx T

� n = mx +m

Using the induction hypothesis we deduce ∆, x : T ⊨ν Q for some ν ≤ (m, 0).

We conclude with one application of [mtb-cast] by taking µ
def
= ν + (mx, 0)

and observing that µ ≤ (m, 0) + (mx, 0) = (n, 0).
In all the other cases. We conclude with one application of [mtb-thread]

by taking µ
def
= (n, 0).

The next lemma states that structural pre-congruence does not increase
the measure of a process.

Lemma 4.3.4. If Γ ⊨µ P and P ≼ Q, then there exists ν ≤ µ such that
Γ ⊨ν Q.
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Proof. By induction on the derivation of P ≼ Q and by cases on the last
rule applied. We only consider the base cases.

Case [sb-par-comm]. Then P = (x)(P1 | P2) ≼ (x)(P2 | P1) = Q. From
[mtb-par] we deduce that there exist Γ1, Γ2, S, T , µ1 and µ2 such that

� Γ = Γ1,Γ2

� µ = µ1 + µ2 + (0, ∥S, T∥)

� Γ1, x : S ⊨µ1 P1

� Γ2, x : T ⊨µ2 P2

We conclude with one application of [mtb-par] by taking ν
def
= µ.

Case [sb-par-assoc]. Then P = (x)(P1 | (y)(Q1 |Q2)) ≼ (y)((x)(P1 |Q1) |
Q2) = Q. From [mtb-par] we deduce that there exist Γ1, ∆1, ∆2, µ1, ν1,
ν2, S1, S2, T1 and T2 such that

� Γ = Γ1,∆1,∆2

� µ = µ1 + (ν1 + ν2 + (0, ∥T1, T2∥)) + (0, ∥S1, S2∥)

� Γ1, x : S1 ⊨µ1 P1

� ∆1, y : T1, x : S2 ⊨ν1 Q1

� ∆2, y : T2 ⊨ν2 Q2

We conclude with two applications of [mtb-par] by taking ν
def
= µ.

Case [sb-cast-comm]. Then P = ⌈x⌉⌈y⌉P ′ ≼ ⌈x⌉⌈y⌉P ′ = Q. We only
consider the case x ̸= y or else there is nothing interesting to prove. From
[mtb-cast] we deduce that there exist Γ′, µ′, S1, T1, S2, T2, mx and my

such that

� S1 ⩽mx S2

� T1 ⩽my T2

� Γ = Γ′, x : S1, y : T1

� µ = µ′ + (mx, 0) + (my, 0)

� Γ′, x : S2, y : T2 ⊨µ
′
P ′

We conclude with two applications of [mtb-cast] by taking ν
def
= µ.

Case [sb-cast-new]. Then P = (x)(⌈x⌉P1 |P2) ≼ (x)(P1 |P2) = Q. From
[mtb-par] we deduce that there exist Γ1, Γ2, µ1, µ2, S1 and T such that:
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� Γ = Γ1,Γ2

� µ = µ1 + µ2 + (0, ∥S1, T∥)

� Γ1, x : S1 ⊨µ1 ⌈x⌉P1 and Γ2, x : T ⊨µ2 P2

� S1 ∼ T

From [mtb-cast] we deduce that there exist µ′1, S2 and mx such that

� S1 ⩽mx S2

� µ1 = µ′1 + (mx, 0)

� Γ1, x : S2 ⊨µ
′
1 P1

From S1 ∼ T and S1 ⩽mx S2 and Definition 2.3.1 we deduce S2 ∼
T . We conclude with one application of [mtb-par] taking ν

def
= µ′1 + µ2 +

(0, ∥S2, T∥) < µ.
Case [sb-cast-swap]. Then P = (x)(⌈y⌉P1 | P2) ≼ ⌈y⌉(x)(P1 | P2) = Q

and x ̸= y. From [mtb-par] we deduce that there exist Γ1, µ1, µ2, S1, S2
and T1 such that:

� Γ = Γ1,Γ2, y : T1

� µ = µ1 + µ2 + (0, ∥S1, S2∥)

� Γ1, x : S1, y : T1 ⊨µ1 ⌈y⌉P1 and Γ2, x : S2 ⊨µ2 P2

� S1 ∼ S2

From [mtb-cast] we deduce that there exist µ′1, T2 and my such that

� T1 ⩽my T2

� µ1 = µ′1 + (my, 0)

� Γ1, x : S1, y : T2 ⊢ P1

We derive Γ1,Γ2, y : T2 ⊨µ
′
1+µ2+(0,∥S1,S2∥) (x)(P1 | P2) with one applica-

tion of [mtb-par] and we conclude with one application of [mtb-cast] by

taking ν
def
= µ.

Case [sb-call]. Then P = A⟨x⟩ ≼ Q where A(x)
△
= Q. From [mtb-

thread] we deduce that Γ ⊢n A⟨x⟩ for some n such that µ = (n, 0). Using
Lemma 4.3.1 we deduce that Γ ⊢m Q for some m ≤ n. Using Lemma 4.3.3
we deduce that Γ ⊨ν Q for some ν ≤ (m, 0). We conclude by observing that
ν ≤ (m, 0) ≤ (n, 0) = µ.
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4.3.3 Normal Forms

In this section we introduce some normal forms that are instrumental
to the soundness proof of the type system. In particular, they allow

us to prove a quasi deadlock freedom result which states that a well types
process can be rearranged in such a way that one of the reduction rule is
ready to be applied. Deadlock freedom is achieved by considering the process
in such shape and the fact that the session under analysis is compatible.

To this aim, it is useful to also introduce process contexts as a convenient
way of referring to sub-processes. A process context C is essentially a process
with a hole denoted by [ ]:

Process context C,D ::= [ ] | (x)(C | P ) | (x)(P | C) | ⌈x⌉C

As usual, we write C[P ] for the process obtained by replacing the hole in
C with P . Note that this operation may capture channel names that occur
free in P and that are bound by C.

Definition 4.3.2 (Choice Normal Form). We say that P1 ⊕ P2 is an un-
guarded choice of P if there exists C such that P ≼ C[P1 ⊕P2]. We say that
P is in choice normal form if it has no unguarded choices.

We introduce a normal form that makes it easier to locate the compo-
nents of a process that may interact with each other. Intuitively, a process
is in thread normal form if it consists of an initial prefix of casts followed by
a parallel composition of threads, where a thread is either done or a process
waiting to perform an input/output action on some channel x. In this latter
case, we say that the thread is an x-thread. Note that a process invocation
A⟨x⟩ is not a thread. Formally:

Definition 4.3.3 (Thread Normal Form). A process is in thread normal
form if it is generated by the grammar below:

P nf , Qnf ::= ⌈x⌉P nf | P par

P par , Qpar ::= (x)(P par |Qpar ) | P th

P th ::= done | closex | waitx.P | xπ{mi : Pi}i∈I | x!y.P | x?(y).P

At last, a process in proximity normal form is such that there exist
at least two x-threads that are next to each other. Since each thread is
waiting to perform an operation on the same session x, the two thread may
potentially reduce if the operations are complementary ones.
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Definition 4.3.4 (Proximity Normal Form). We say that P nf is in proxim-
ity normal form if P nf = C[(x)(P th |Qth)] for some C, x, P th and Qth where
P th and Qth are x-threads.

We can reduce any well-typed process into a process that is in choice
normal form. The fact that the original process is well typed guarantees
that this reduction eventually terminates when all the unguarded choices
have been resolved.

Lemma 4.3.5. If Γ ⊢n P and Γ ⊢ind P , then there exists Q in choice normal
form such that P ⇒ Q and Γ ⊢m Q for some m ≤ n.

Proof. By induction on Γ ⊢ind P and by cases on the last rule applied.
Case P is already in choice normal form. We conclude taking Q

def
= P

and m
def
= n.

Case [tb-call]. Then P = A⟨u⟩ and A(x)
△
= R. We deduce Γ = u : S,

A : [S;n′] and Γ ⊢ind R{u/x}. Moreover, it must be the case that Γ ⊢n′

R{u/x} and n′ ≤ n since [tb-call] is used in the coinductive judgment as
well. Using the induction hypothesis we deduce that there exist Q in choice
normal form and m ≤ n′ such that R{u/x} ⇒ Q and Γ ⊢m Q. We conclude
by observing that P ⇒ Q using [rb-struct] and that m ≤ n′ ≤ n.

Case [cob-choice]. Then P = P1 ⊕ P2. We deduce Γ ⊢ind Pk with
k ∈ {1, 2}. Moreover, it must be the case that Γ ⊢n Pk since [tb-choice] is
used in the coinductive judgment. Using the induction hypothesis we deduce
that there exist Q in choice normal form and m ≤ n such that Pk ⇒ Q and
Γ ⊢m Q. We conclude by observing that P → Pk by [rb-choice].

Case [tb-choice]. Analogous to the previous case but we consider the
premise in which the rank is the same of the conclusion to keep sure that it
does not increase.

Case [tb-par]. Then P = (x)(P1 | P2). We deduce that there exist
Γ1,Γ2, S1, S2 such that

� Γ = Γ1,Γ2

� Γ1, x : S1 ⊢ind P1

� Γ2, x : S2 ⊢ind P2

� S1 ∼ S2

Furthermore, it must be the case that there exist n1 and n2 such that Γi, x :
Si ⊢ni Pi for i = 1, 2 and n = 1 + n1 + n2 since [tb-par] is used in the
coinductive judgment as well. Using the induction hypothesis we deduce
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that there exist Qi in choice normal form and mi ≤ ni such that Pi ⇒ Qi
and Γi, x : Si ⊢mi Qi for i = 1, 2. We conclude by taking m

def
= 1 +m1 +m2

and Q
def
= (s)(Q1 |Q2) with one application of [tb-par], observing that m =

1 ++m1 +m2 ≤ 1 + n1 + n2 = n and that P ⇒ Q by [rb-par].
Case [tb-cast]. Then P = ⌈x⌉P ′. Analogous to the previous case, just

simpler.

Lemma 4.3.6. If Γ ⊢n P , then there exists Q in choice normal form such
that P ⇒ Q and Γ ⊢m Q for some m ≤ n.

Proof.
Consequence of Lemma 4.3.5 noting that Γ ⊢n P implies Γ ⊢ind P .

Lemma 4.3.7. If Γ ⊨µ P , then there exist Q in choice normal form and
ν ≤ µ such that P ⇒ Q and Γ ⊨ν Q.

Proof. By induction on Γ ⊨µ P and by cases on the last rule applied.
Case [mtb-thread]. Then P is a thread. We deduce that

� µ = (n, 0) for some n

� Γ ⊢n P

From Lemma 4.3.6 we deduce that there exist Q and m ≤ n such that
P ⇒ Q and Γ ⊢m Q. From Lemma 4.3.3 we deduce Γ ⊨ν Q for some
ν ≤ (m, 0). We conclude observing that ν ≤ (m, 0) ≤ (n, 0) = µ.

Case [mtb-cast]. Then P = ⌈x⌉P ′. We deduce that

� Γ = ∆, x : S

� S ⩽n T

� µ = µ′ + (n, 0)

� Γ′, x : T ⊨µ
′
P ′

Using the induction hypothesis we deduce that there exist Q′ and ν ′ ≤ µ′

such that P ′ ⇒ Q′ and Γ′, x : T ⊨ν
′
Q′. We conclude with an application

of [mtb-cast] taking Q
def
= ⌈x⌉Q′, ν

def
= ν ′ + (n, 0) and observing that P ⇒ Q

using [rb-cast].
Case [mtb-par]. Then P = (s)(P1 | P2). We deduce that there exist

Γ1,Γ2, S1, S2, µ1, µ2 such that

� Γ = Γ1,Γ2
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� Γ1, x : S1 ⊨µ1 P1

� Γ2, x : S2 ⊨µ2 P2

� µ = µ1 + µ2 + (0, ∥S1, S2∥)

� S1 ∼ S2

Using the induction hypothesis we deduce that there exist Qi in choice
normal form and νi ≤ µi such that Pi ⇒ Qi and Γi, x : Si ⊨νi Qi for i = 1, 2.
We conclude by taking ν

def
= νi+ ν2+(0, ∥S1, S2∥) and Q

def
= (s)(Q1 |Q2) with

one application of [mtb-par], observing that

ν = ν1 + ν2 + (0, ∥S1, S2∥) ≤ µ1 + µ2 + (0, ∥S1, S2∥) = µ

and that P ⇒ Q by [rb-par].

It is easy to rewrite any well-typed process that is in choice normal form
into thread normal form using structural pre-congruence. The hypothesis
that the process is well typed, at least according to the inductive interpreta-
tion of the typing rules with the corule [cob-tag], is necessary to guarantee
that a process invocation may eventually be expanded to a term other than
another process invocation. For example, the process A defined by A

△
= A

has no thread normal form and is ill typed. By combining this result with
Lemma 4.3.1 we can deduce that the obtained thread normal form is also
well typed.

Lemma 4.3.8. If Γ ⊢ind P and P is in choice normal form, then there exists
P nf such that P ≼ P nf .

Proof. By induction on Γ ⊢ind P and by cases on the last rule applied.

Cases [tb-choice] and [co-choice]. These cases are impossible from the
hypothesis that P is in choice normal form.

Cases [tb-done], [tb-wait], [tb-close], [tb-channel-in], [tb-channel-

out], [tb-label], [co-label]. Then P is a thread and is already in thread
normal form and we conclude by reflexivity of ≼.

Case [tb-call]. Then there exist A, Q, x and S such that

� P = A⟨x⟩

� A(x)
△
= Q

� Γ = x : S
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� x : S ⊢ind Q

Using the induction hypothesis on x : S ⊢ind Q we deduce that there
exists P nf such that Q ≼ P nf . We conclude P ≼ P nf using [sb-call] and
the transitivity of ≼.

Case [tb-par]. Then there exist x, P1, P2, Γ1, Γ2, S1 and S2 such that

� P = (x)(P1 | P2)

� Γ = Γ1,Γ2

� Γi, x : Si ⊢ind Pi for i = 1, 2

Using the induction hypothesis on Γi, x : Si ⊢ind Pi we deduce that there
exists P nf

i such that Pi ≼ P nf
i for i = 1, 2. By definition of thread normal

form, it must be the case that P nf
i = ⌈xi⌉P par

i for some xi and P
par
i . Let yi

be the same sequence as xi except that occurrences of x have been removed.
We conclude by taking P nf def

= ⌈y1y2⌉(x)(P par
1 | P par

2 ) and observing that

P = (x)(P1 | P2) by definition of P

≼ (x)(P nf
1 | P nf

2 ) using the induction hypothesis
= (x)(⌈x1⌉P par

1 | ⌈x2⌉P par
2 ) by definition of thread normal form

≼ ⌈y1y2⌉(x)(P par
1 | P par

2 ) by [sb-cast-new],
[sb-cast-swap] and [sb-par-comm]

= P nf by definition of P nf

Case [tb-cast]. Then there exist x, Q, Γ′, S and T such that

� P = ⌈x⌉Q

� Γ = Γ′, x : S

� Γ′, x : T ⊢ind Q

� S ⩽ T

Using the induction hypothesis on Γ′, x : T ⊢ind Q we deduce that there
exists Qnf such that Q ≼ Qnf . We conclude by taking P nf def

= ⌈x⌉Qnf using
the fact that ≼ is a pre-congruence.

In order to show that every well-typed, closed process in thread normal
form can also be rewritten in proximity normal form we prove Lemma 4.3.9,
which pushes a restriction (x) next to a process in which x occurs free, which
might as well be an x-thread.
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Lemma 4.3.9 (Proximity). If x ∈ fn(P ) \ bn(C), then (x)(C[P ] | Q) ≼
D[(x)(P |Q)] for some D.

Proof. By induction on the structure of C and by cases on its shape.
Case C = [ ]. We conclude by taking D def

= [ ] using the reflexivity of ≼.
Case C = (y)(C′ | R). From the hypothesis x ∈ fn(P ) \ bn(C) we deduce

x ̸= y and x ∈ fn(P )\bn(C′). Using the induction hypothesis we deduce that

there exists D′ such that (x)(C′[P ]|Q) ≼ D′[(x)(P |Q)]. Take D def
= (y)(D′ |R).

We conclude

(x)(C[P ] |Q) = (x)((y)(C′[P ] |R) |Q) by definition of C
≼ (x)(Q | (y)(C′[P ] |R)) by [sb-par-comm]

≼ (y)((x)(Q | C′[P ]) |R) by [sb-par-assoc]

and x ∈ fn(C′[P ])
≼ (y)((x)(C′[P ] |Q) |R) by [sb-par-comm]

≼ (y)(D′[(x)(P |Q)] |R) by induction hypothesis
= D[(x)(P |Q)] by definition of D

where, in using [sb-par-assoc], we note that x ∈ fn(C′[P ]) since x ∈ fn(P ) \
bn(C).

Case C = (y)(R | C′). Symmetric of the previous case.
Case C = ⌈y⌉C′ and x ̸= y. Using the induction hypothesis we deduce

that there existsD′ such that (x)(C′[P ]|Q) ≼ D′[(x)(P |Q)]. TakeD def
= ⌈y⌉D′.

We conclude

(x)(C[P ] |Q) = (x)(⌈y⌉C′[P ] |Q) by definition of C
≼ ⌈y⌉(x)(C′[P ] |Q) by [sb-cast-swap] and x ̸= y
≼ ⌈y⌉D′[(x)(P |Q)] using the induction hypothesis
= D[(x)(P |Q)] by definition of D

Case C = ⌈x⌉C′. Using the induction hypothesis we deduce that there
exists D such that (x)(C′[P ] |Q) ≼ D[(x)(P |Q)]. We conclude

(x)(C[P ] |Q) = (x)(⌈x⌉C′[P ] |Q) by definition of C
≼ (x)(C′[P ] |Q) by [sb-cast-new]

≼ D[(x)(P |Q)] using the induction hypothesis

We can now prove the fact that every well-typed, closed process in thread
normal form can be rewritten using structural pre-congruence either to done
or to a process in proximity normal form. Note that this property the one
that, combined with the compatibility of the involved session, guarantees
deadlock freedom.
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Lemma 4.3.10 (Quasi Deadlock Freedom). If ∅ ⊨µ P nf , then P nf = done
or P nf ≼ Qnf for some Qnf in proximity normal form.

Proof. A simple induction on the derivation of ∅ ⊨µ P nf allows us to deduce
that P nf consists of k sessions and k+1 threads. If k = 0, then we conclude
P nf = done. If k > 0, then each of the k + 1 threads is an xi-thread for
some xi. Since there are k + 1 threads but only k distinct sessions, it must
be the case that xi = xj for some 1 ≤ i < j ≤ k + 1. In other words,
there exist C, C1, C2, P th

1 and P th
2 such that P th

1 and P th
2 are x-threads and

P nf = C[(x)(C1[P th
1 ] | C2[P th

2 ])]. We conclude

P nf = C[(x)(C1[P th
1 ] | C2[P th

2 ])] by definition of P nf

≼ C[D1[(x)(P
th
1 | C2[P th

2 ])]] for some D1 by Lemma 4.3.9
≼ C[D1[(x)(C2[P th

2 ] | P th
1 )]] by [s-par-comm]

≼ C[D1[D2[(x)(P
th
2 | P th

1 )]]] for some D2 by Lemma 4.3.9
def
= Qnf

where x = xi = xj . The fact that Qnf is in thread normal form follows
from the observation that P nf does not have unguarded casts (it is a closed
process in thread normal form) so the pre-congruence rules applied here and
in Lemma 4.3.9 do not move casts around. We conclude that Qnf is in
proximity normal form by its shape.

4.3.4 Soundness

Here we prove the soundness of the type system (see Theorem 4.2.1).
As already hinted at in Section 4.2.2, the proof is loosely based on the

method of helpful directions [Francez, 1986], namely on the property that
a (well-typed) process may reduce in such a way that its measure strictly
decreases. Recall that this property is not true for every reduction. Here we
assume that the reducing process is in proximity normal form. The same
result will be generalized later on.

Lemma 4.3.11. If Γ ⊨µ P nf where P nf is in proximity normal form, then
there exist Q and ν < µ such that P nf ⇒+ Q and Γ ⊨ν Q.

Proof. From the hypothesis that P nf is in proximity normal form we know
that P nf = C[(x)(P th

1 |P th
2 )] for some C, x and P th

1 , P th
2 x-threads. We reason

by induction on C and by cases on its shape.

Case C = [ ]. From [mtb-thread] and [mtb-par] we deduce that there
exist Γi, Si, ni for i = 1, 2 such that
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� Γ = Γ1,Γ2

� µ = (n1 + n2, ∥S1, S2∥)

� Γ1, x : S1 ⊢n1 P th
1

� Γ2, x : S2 ⊢n2 P th
2

� S1 ∼ S2

From the hypothesis that S1 ∼ S2 we deduce S1
φ

=⇒ πend, S2
φ

=⇒ πend for
some φ. We now reason on the rank of the session and on the shape of Si.
For the sake of simplicity, we implicitly apply [sb-par-comm] at process level.

If ∥S1, S2∥ = 0, then S1 = πend and S2 = πend for some π.

� Case S1 = ?end and S2 = !end. Then

– Γ2 = ∅ and P th
2 = closex

– P th
1 = waitx.Q

– Γ1 ⊢n1 Q

From Lemma 4.3.3 we deduce that Γ1 ⊨ν Q for some ν ≤ (n1, 0).
We conclude observing that P nf → Q by [rb-signal] and that ν ≤
(n1, 0) < (n1 + n2, ∥S1, S2∥) = µ.

If ∥S1, S2∥ > 1, then S1 | S2
τ−→ . . .

τ−→ πend | πend first using [lb-tau-

l]/[lb-tau-r] and [lb-sync]. Observe that [lb-pick] is never used since we
are considering the minimum reduction sequence; a synchronization through

[lb-pick] and [lb-sync] would lead to a longer reduction. T hen S1
!mk−−→ and

S2
?mk−−→ for some mk or S1

!U−→ and S2
?U−−→ for some U .

� Case S1 =
∑

i∈I !mi.S
′
i and S2 =

∑
j∈J ?mj .Tj with k ∈ I. From the

hypothesis that S1 ∼ S2 we deduce I ⊆ J . From [tb-tag] we deduce
that

– P th
1 = x!{mi.P

′
i}i∈I

– P th
2 = x?{mj .Qj}j∈J

– Γ1, x : S′
i ⊢n1 P ′

i for all i ∈ I

– Γ2, x : Tj ⊢n2 Qj for all j ∈ J
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Let Q
def
= (x)(P ′

k |Qk) and observe that P nf ⇒+ Q by [rb-pick] and [rb-

tag]. From Lemma 5.3.4 we deduce that there exist µ1 ≤ (n1, 0), µ2 ≤
(n2, 0) such that

– x : S′
k ⊨

µ1 P ′
k

– x : Tk ⊨µ2 Qk

Let ν
def
= µ1 + µ2 + (0, ∥S′

k, Tk∥). We conclude with one application of
[mtb-par] observing that

ν = µ1 + µ2 + (0, ∥S′
k, Tk∥) by def. of ν

≤ (n1 + n2, ∥S′
k, Tk∥) by Lemma 4.3.3

< (n1 + n2, ∥S1, S2∥) before →
= µ

� Case S1 = !S.T1 and S2 = ?S.T2.

From the hypothesis that S1 ∼ S2 and Definition 2.3.1 we deduce T1 ∼ T2
and from [tb-channel-out] and [tb-channel-in] we deduce that

� P th
1 = x!y.P ′

1

� P th
2 = x?y.P ′

2

� Γ1, x : T1 ⊢n1 P ′
1

� Γ2, x : T2, y : S ⊢n2 P ′
2

Let Q
def
= (x)(P ′

1 | P ′
2) and observe that P nf → Q by [rb-channel]. From

Lemma 4.3.3 we deduce that there exist µ1 ≤ (n1, 0), µ2 ≤ (n2, 0) such that

� Γ1, x : T1 ⊨µ1 P ′
1

� Γ2, x, y : S ⊨µ2 P ′
2

Let ν
def
= µ1 + µ2 + (0, ∥T1, T2∥). We conclude with one application of [mtb-

par] observing that

ν = µ1 + µ2 + (0, ∥T1, T2∥) by definition of ν
≤ (n1 + n2, ∥T1, T2∥) by Lemma 5.3.4
< (n1 + n2, ∥S1, S2∥) before reductions
= µ

Case C = (y)(D | Qpar ). Let Rnf def
= D[(x)(P th

1 | P th
2 )] and observe that

Rnf is in proximity normal form. From [mtb-par] we deduce that there exist
Γi, Si, µi for i = 1, 2 such that
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� Γ = Γ1,Γ2

� Γ1, y : S1 ⊨µ1 Rnf

� Γ2, y : S2 ⊨µ2 Qpar

� µ = µ1 + µ2 + (0, ∥S1, S2∥)

Using the induction hypothesis on Γ1, y : S1 ⊨µ1 Rnf we deduce that there
exists Q′ and ν ′ < µ1 such that

� Rnf ⇒+ Q′

� Γ1, y : S1 ⊨ν
′
Q′

We conclude taking Q
def
= (t)(Q′ |Qpar ) and

ν
def
= ν ′ + µ2 + (0, ∥S1, S2∥)

and observing that ν < µ and P nf ⇒+ Q by [rb-par].

Case C = (x)(Qpar | D). Symmetric to the previous case.

Case C = ⌈y⌉D. Observe that x ̸= y. Let Rnf def
= D[(x)(P th

1 | P th
2 )] and

note that Rnf is in proximity normal form. From [mtb-cast] we deduce that
there exists ∆, µ′, S, T,my such that

� Γ = ∆, y : S

� S ⩽my T

� µ = µ′ + (my, 0)

� ∆, y : T ⊨µ
′
Rnf

Using the induction hypothesis on ∆, y : T ⊨µ
′
Rnf we deduce that there

exist Q′ and ν ′ < µ′ such that Rnf ⇒+ Q′ and ∆, y : T ⊨ν
′
Q′. We conclude

taking Q
def
= ⌈y⌉Q′ and ν

def
= ν ′ + (my, 0) and observing that ν < µ and

P nf ⇒+ Q by [rb-cast].

Now we prove that any well-typed, closed process can be either rewritten
to done using structural pre-congruence or reduced so as to obtain a strictly
smaller measure.

Lemma 4.3.12. If ∅ ⊨µ P , then either P ≼ done or P ⇒+ Q and ∅ ⊨ν Q
for some Q and ν < µ.
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Proof. Using Lemma 4.3.7 we deduce that there exist P ′ in choice normal
form such that P ⇒ P ′ and ∅ ⊨µ′ P ′ and µ′ ≤ µ. By Lemma 4.3.3 we
deduce ∅ ⊢ P ′. Using Lemma 4.3.8 we deduce that there exist P nf such
that P ′ ≼ P nf . If P nf = done there is nothing left to prove. If P nf ̸= done,
by Lemma 4.3.10 we deduce P nf ≼ Qnf for some Qnf in proximity normal
form. From Lemma 4.3.4 we deduce ∅ ⊨µ′′ Qnf for some µ′′ ≤ µ′. Using
Lemma 4.3.11 we conclude that Qnf ⇒+ Q and ∅ ⊨ν Q for some Q and
ν < µ′′ ≤ µ′ ≤ µ.

Using Lemma 4.3.12 we can prove that a well-typed, closed process
weakly terminates. Namely, that there exists a finite reduction sequence
to done.

Lemma 4.3.13 (Weak Termination). If ∅ ⊢n P , then either P ≼ done or
P ⇒+ done.

Proof. From Lemma 4.3.3 we deduce that there exists µ ≤ (n, 0) such that
∅ ⊨µ P . We proceed doing an induction on the lexicographically ordered
pair µ. From Lemma 4.3.12 we deduce either P ≼ done or P ⇒+ Q and
∅ ⊨ν Q for some ν < µ. In the first case there is nothing left to prove. In the
second case we use the induction hypothesis to deduce that either Q ≼ done
or Q ⇒+ done. We conclude using either [rb-struct] or the transitivity of
⇒+, respectively.

The soundness of the type system is now a simple corollary.

Proof of Theorem 4.2.1. Consequence of Lemma 4.3.2 and Lemma 4.3.13.
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Chapter 5

Fair Termination Of
Multiparty Sessions

In this chapter we generalize the type system in Chapter 4 to mul-
tiparty session types. In particular, we provide a type system for

enforcing (successful) fair termination of multiparty sessions. In this case
we refer to the notion of coherence (Definition 2.3.2). Again, we embed
fair subtyping as the coherence-preserving relation. Notably, the bounded-
ness properties mentioned in Section 4.2.1 are still required. For the sake of
simplicity we do not analyze them step by step as the motivating examples
can be straightforwardly adapted. Instead, we directly show how to enforce
them.

Remark 5.0.1. The need of the type system that we present in this chap-
ter comes from the fact the there exist multiparty sessions that cannot be
decomposed in binary ones. Consider the following local types

Sp : q!{a.r!c.!end, b.!end}
Sq : p?{a.r!ok.!end, b.r!no.!end}
Sr : q?{ok.p?c.?end, no.?end}

This example is paradigmatic because of the dependencies in the communi-
cations. Indeed, r receives c from p only if q receives a from p. Furthermore,
the class of multiparty sessions that can be decomposed into linear ones
consists of those sessions whose local types can be projected to all the par-
ticipants appearing in them. (i.e. the projections exist). This is not true
for the example above because the projections of Sp on r and of Sr on p are

111
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not defined as is such types the communication with r and p does not take
place in all the branches. ⌟

The chapter is organized as follows. In Section 5.1 we present the syntax
and the semantics of the calculus based on multiparty sessions. Section 5.2
shows the typing rules for such calculus. Differently from Section 4.2, we
focus on some involved examples of processes instead of analyzing additional
required properties (see Section 4.2.1). Then, in Section 5.3 we detail the
soundness proof of the type system. At last, in Section 5.4 we compare the
present type system, and consequently the one in Chapter 6, to existing
works.

5.1 Calculus

In this section we define the calculus for multiparty sessions on which
we apply our static analysis technique. The calculus is an extension

of the one presented by Ciccone and Padovani [2022c] to multiparty sessions
in the style of Scalas and Yoshida [2019] and that has been presented in
Ciccone et al. [2022]. We recall some basic notions. We use an infinite set
of variables ranged over by x, y, z, an infinite set of session names ranged
over by s and t, a set of roles ranged over by p, q, r, a set of message tags
ranged over by m, and a set of process names ranged over by A, B, C. As
in the binary case, the different terminology for labels is needed to avoid
confusion with the labels in Section 1.3. We use roles to distinguish the
participants of a session. In particular, an endpoint s[p] consists of a session
name s and a role p and is used by the participant with role p to interact
with the other participants of the session s. We use u and v to range over
channels, which are either variables or session endpoints. We write x and
u to denote possibly empty sequences of variables and channels, extending
this notation to other entities. We use π to range over the elements of the
set {?, !} of polarities, distinguishing input actions (?) from output actions
(!).

5.1.1 Syntax of Processes

A program is a finite set of definitions of the form A(x)
△
= P , at most

one for each process name, where P is a term generated by the syntax
shown in Figure 5.1. The term done denotes the terminated process that
performs no action. The term A⟨u⟩ denotes the invocation of the process



5.1. CALCULUS 113

P,Q,R ::= Process
done termination

| waitu.P signal in
| u[p]?(x).P channel in
| u[p]π{mi.Pi}i∈I tag in/out
| (s)(P1 | · · · | Pn) session

| A⟨u⟩ invocation
| closeu signal out
| u[p]!v.P channel out
| P ⊕Q choice
| ⌈u⌉P cast

Figure 5.1: Syntax of processes

with name A passing the channels u as arguments. When u is empty we
just write A instead of A⟨⟩. The term closeu denotes the process that sends
a termination signal on the channel u, whereas waitu.P denotes the process
that waits for a termination signal from channel u and then continues as
P . The term u[p]!v.P denotes the process that sends the channel v on the
channel u to the role p and then continues as P . Dually, u[p]?(x).P denotes
the process that receives a channel from the role p on the channel u and
then continues as P where x is replaced with the received channel. The
term u[p]π{mi.Pi}i∈I denotes a process that exchanges one of the tags mi

on the channel u with the role p and then continues as Pi. Whether the tag
is sent or received depends on the polarity π and, as it will be clear from the
operational semantics, the polarity π also determines whether the process
behaves as an internal choice (when π is !) or an external choice (when π is
?). In the first case the process chooses actively the tag being sent, whereas
in the second case the process reacts passively to the tag being received. We
assume that I is finite and non-empty and also that the tags mi are pairwise
distinct. For brevity, we write u[p]πmk.Pk instead of u[p]π{mi.Pi}i∈I when
I is the singleton set {k}. The term P ⊕ Q denotes a process that non-
deterministically behaves either as P or as Q.

A term (s)(P1 | · · · | Pn) with n ≥ 1 denotes the parallel composition of
n processes, each of them being a participant of the session s. Each process
is associated with a distinct a role pi and communicates in s through the
endpoint s[pi]. Combining session creation and parallel composition in a
single form is common in session type systems based on linear logic [Caires
et al., 2016, Wadler, 2014, Lindley and Morris, 2016] and helps guaranteeing
deadlock freedom. Finally, a cast ⌈u⌉P denotes a process that behaves
exactly as P . This form is only relevant for the type system and denotes
the fact that the type of u is subject to an application of subtyping.

The free and bound names of a process are defined as usual, the latter
ones being easily recognizable as they occur within round parenteses. We
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[sm-par-comm] (s)(P | P |Q |Q) ≼ (s)(P |Q | P |Q)

[sm-par-assoc] (s)(P | (t)(R |Q)) ≼ (t)((s)(P |R) |Q) if s ∈ fn(R)
and t ̸∈ fn(P ),
∀Q.s ̸∈ fn(Q)

[sm-cast-comm] ⌈u⌉⌈v⌉P ≼ ⌈v⌉⌈u⌉P
[sm-cast-new] (s)(⌈s[p]⌉P |Q) ≼ (s)(P |Q)

[sm-cast-swap] (s)(⌈t[p]⌉P |Q) ≼ ⌈t[p]⌉(s)(P |Q) if s ̸= t
[sm-call] A⟨u⟩ ≼ P{u/x} if A(x)

△
= P

Figure 5.2: Structural precongruence of processes

write fn(P ) for the set of free names of P and we identify processes mod-
ulo renaming of bound names. Note that fn(P ) may contain variables and
session names, but not endpoints. Occasionally we write A(x)

△
= P as a pred-

icate or side condition, meaning that P is the process associated with the
process name A. For each of such definitions we assume that fn(P ) ⊆ {x}.

5.1.2 Operational Semantics

The operational semantics of processes is given by the structural pre-
congruence relation ≼ defined in Figure 5.2 and the reduction relation

→ defined in Figure 5.3. As usual, structural precongruence allows us to
rearrange the structure of processes without altering their meaning, whereas
reduction expresses an actual computation or interaction step. The adoption
of a structural precongruence (as opposed to a more common congruence
relation) is not strictly necessary, but it simplifies the technical develop-
ment by reducing the number of cases we have to consider in proofs without
affecting the properties of the calculus in any way (see Remark 4.1.1).

Rules [sm-par-comm] and [sm-par-assoc] state commutativity and asso-
ciativity of parallel composition of processes (we write P to denote possibly
empty parallel compositions of processes). In [sm-par-assoc], the side con-
dition s ∈ fn(R) makes sure that R is indeed a participant of the session
s. We write ∀Q.s ̸∈ fn(Q) to state that s is not free in each of the pro-
cesses Q. Moreover, note that this rule only states right-to-left associativ-
ity. Left-to-right associativity is derivable from this rule and repeated uses
of [sm-par-comm]. Rule [sm-cast-comm] allows us to swap two consecutive
casts. Rule [sm-cast-new] removes an unguarded cast on an endpoint of
the restricted session (we refer to this operation as “performing the cast”).
Rule [sm-cast-swap] swaps a cast and a restricted session as long as the
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rm-choice

P1 ⊕ P2 → Pk
k ∈ {1, 2}

rm-signal

(s)(wait s[p].P | close s[q1] | · · · | close s[qn]) → P

rm-channel

(s)(s[p][q]!v.P | s[q][p]?(x).Q |R) → (s)(P |Q{v/x} |R)

rm-pick

(s)(s[p][q]!{mi.Pi}i∈I |Q) → (s)(s[p][q]!mk.Pk |Q)
k ∈ I

rm-tag

(s)(s[p][q]!mk.P | s[q][p]?{mi.Qi}i∈I |R) → (s)(P |Qk |R)
k ∈ I

rm-par
P → Q

(s)(P |R) → (s)(Q |R)

rm-cast
P → Q

⌈u⌉P → ⌈u⌉Q

rm-struct
P ≼ P ′ P ′ → Q′ Q′ ≼ Q

P → Q

Figure 5.3: Reduction of processes

endpoint in the cast refers to a different session. Finally, rule [sm-call] un-
folds a process invocation to its definition. Hereafter, we write {u/x} for the
capture-avoiding substitution of each free occurrence of x with u and {u/x}
for its natural extension to equal-length tuples of variables and names. The
rules [sm-cast-new], [sm-cast-swap] and [sm-call] are not invertible: by
[sm-cast-new] casts can only be removed but never added; by [sm-cast-

swap] casts can only be moved closer to their restriction, so that they can
be eventually performed by [sm-cast-new]; by [sm-call] process invocations
can only be unfolded.

The reduction relation is quite standard. Rule [rm-choice] reduces
P1 ⊕ P2 to either P1 or P2, non deterministically. Rule [rm-signal] termi-
nates a session in which all participants (q1, . . . , qn) but one (p) are sending
a termination signal and p is waiting for it; the resulting process is the con-



116 CHAPTER 5. FAIR TERMINATION OF MULTIPARTY SESSIONS

tinuation of the participant p. Rule [rm-channel] models the exchange of
a channel among two participants of a session. Rule [rm-pick] models an
internal choice whereby a process picks one particular tag mk to send on a
session. Rule [rm-tag] synchronizes two participants p and q on the tag cho-
sen by p. Finally, rules [rm-par], [rm-cast] and [rm-struct] close reductions
under parallel compositions and casts and by structural precongruence.

5.1.3 Examples

In the rest of this section we illustrate the main features of the calculus
with some examples. For none of them the existing multiparty session

type systems are able to guarantee progress. First of all, we formally define
in our calculus the processes corresponding to (a slightly different) buyer,
seller and carrier from Example 2.1.1 that was only informally presented.

Example 5.1.1 (Buyer - Seller - Carrier). Consider the following defini-
tions:

Main
△
= (s)(Buyer⟨s[buyer]⟩ | Seller⟨s[seller]⟩ | Carrier⟨s[carrier]⟩)

Buyer(x)
△
= x[seller]!{add.x[seller]!add.Buyer⟨x⟩, pay.closex}

Seller(x)
△
= x[buyer]?{add.Seller⟨x⟩, pay.x[carrier]!ship.closex}

Carrier(x)
△
= x[seller]?ship.waitx.done

Note that the buyer either sends pay or it sends two add messages in a
row before repeating this behavior. That is, this particular buyer always
adds an even number of items to the shopping cart. Nonetheless, the buyer
periodically has a chance to send a pay message and terminate. Therefore,
the execution of the program in which the buyer only sends add is unfair
according to Definition 2.2.3 hence this program is fairly terminating. ⌟

Example 5.1.2 (Purchase with negotiation). Consider a variation of Ex-
ample 2.1.1 in which the buyer, before making the payment, negotiates with
a secondary buyer for an arbitrarily long time. The interaction happens in
two nested sessions, an outer one involving the primary buyer, the seller and
the carrier, and an inner one involving only the two buyers. We model the
interaction as the program below, in which we collapse role names to their
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initials.

Main
△
= (s)(Buyer⟨s[b]⟩ | Seller⟨s[s]⟩ | Carrier⟨s[c]⟩)

Buyer(x)
△
= x[s]!query.x[s]?price.(t)(Buyer1⟨x, t[b1]⟩ | Buyer2⟨t[b2]⟩)

Seller(x)
△
= x[b]?query.x[b]!price.x[b]?{pay.x[c]!ship.closex,

cancel.x[c]!cancel.closex}
Carrier(x)

△
= x[s]?{ship.x[b]!box.closex, cancel.closex}

Buyer1(x, y)
△
= y[b2]!{split.y[b2]?{yes.⌈x⌉x[s]!ok.x[c]?box.waitx.wait y.done,

no.Buyer1⟨x, y⟩},
giveup.wait y.⌈x⌉x[s]!cancel.waitx.done}

Buyer2(y)
△
= y[b1]?{split.y[b1]!{yes.close y, no.Buyer2⟨y⟩}, giveup.close y}

The buyer queries the seller which replies with a price. At this point,
Buyer creates a new session t and forks as a primary buyer Buyer1 and a
secondary buyer Buyer2. The interaction between the two sub-buyers goes on
until either Buyer1 gives up or Buyer2 accepts its share of the price. In the
former case, the primary buyer waits for the internal session to terminate
and cancels the order with the seller which, in turn, aborts the transaction
with the carrier. In the latter case, the buyer confirms the order to the seller,
which then instructs the carrier to ship a box to the buyer.

Note that the outermost session s, taken in isolation, terminates in a
bounded number of interactions, but its progress cannot be established without
assuming that the innermost session t terminates. In particular, if the two
buyers keep negotiating forever, the seller and the carrier starve. However,
the innermost session can terminate if Buyer1 sends giveup to Buyer2 or if
Buyer2 sends yes to Buyer1. Thus, the run in which the two buyers negotiate
forever is unfair, the session t fairly terminates and the session s terminates
as well.

On the technical side, note that the definition of Buyer1 contains two
casts on the variable x. As we will see in example 5.2.2, these casts are
necessary for the typeability of Buyer1 to account for the fact that x is used
differently in two distinct branches of the process. ⌟

Example 5.1.3 (Parallel merge sort). To illustrate an example of program
that creates an unbounded number of sessions we model a parallel version of
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the merge sort algorithm.

Main
△
= (s)(s[m][w]!req.s[m][w]?res.wait s.done | Sort⟨s[w]⟩)

Sort(x)
△
= x[m]?req.

((t)(Merge⟨x, t[m]⟩ | Sort⟨t[w1]⟩ | Sort⟨t[w2]⟩)⊕ x[m]!res.closex)

Merge(x, y)
△
= y[w1]!req.y[w2]!req.y[w1]?res.y[w2]?res.wait y.x[m]!res.closex

The program starts as a single session s in which a master m sends the
initial collection of data to the worker w as a req message and waits for the
result. The worker is modeled as a process Sort that decides whether to sort
the data by itself (right branch of the choice in Sort), in which case it sends
the result directly to the master, or to partition the collection (left branch of
the choice in Sort). In the latter case, it creates a new session t in which it
sends requests to two sub-workers w1 and w2, it gathers the partial results
from them and gets back to the master with the complete result.

Since a worker may always choose to start two sub-workers in a new
session, the number of sessions that may be created by this program is un-
bounded. At the same time, each worker may also choose to complete its
task without creating new sessions. So, while in principle there exists a run
of this program that keeps creating new sessions forever, this run is unfair
according to Definition 2.2.3. ⌟

5.2 Type System

In this section we describe the type system for the calculus of mul-
tiparty sessions of Section 5.1. The typing judgments have the form

Γ ⊢n P , meaning that the process P is well typed in the typing context Γ
and has rank n. As usual, the typing context is a map associating channels
with session types (Section 1.3.2) and is meant to contain an association for
each name in fn(P ). We write u1 : S1, . . . , un : Sn for the map with domain
{u1, . . . , un} that associates ui with Si. Occasionally we write u : S for the
same context, when the number and the specific associations are unimpor-
tant. We also assume that endpoints occurring in a typing context have
different session names. That is, s[p], s[q] ∈ dom(Γ) implies p = q. This
constraint makes sure that each well-typed process plays exactly one role in
each of the sessions in which it participates. It is also a common assumption
made in all multiparty session calculi. We use Γ and ∆ to range over typing
contexts, we write ∅ for the empty context and Γ,∆ for the union of Γ and
∆ when they have disjoint domains and disjoint sets of session names. The
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tm-done

∅ ⊢n done

tm-call
u : S ⊢n P{u/x}
u : S ⊢n+m A⟨u⟩

A : [S;n], A(x)
△
= P

tm-wait
Γ ⊢n P

Γ, u : ?end ⊢n waitu.P

tm-close

u : !end ⊢n closeu

tm-channel-in
Γ, u : T, x : S ⊢n P

Γ, u : p?S.T ⊢n u[p]?(x).P

tm-channel-out
Γ, u : T ⊢n P

Γ, u : p!S.T, v : S ⊢n u[p]!v.P

tm-tag
∀i ∈ I : Γ, u : Si ⊢n Pi

Γ, u :
∑

i∈I pπmi.Si ⊢n u[p]π{mi.Pi}i∈I

tm-choice
Γ ⊢n1 P1 Γ ⊢n2 P2

Γ ⊢nk P1 + P2
k ∈ {1, 2}

tm-cast
Γ, u : T ⊢n P

Γ, u : S ⊢m+n ⌈u⌉P
S ⩽m T

tm-par
∀i ∈ {1, . . . , h} : Γi, s[pi] : Si ⊢ni Pi

Γ1, . . . ,Γh ⊢1+n1+···+nh (s)(P1 | · · · | Ph)
#{pi ▷ Si}i=1..h

com-tag
Γ, u : Sk ⊢n Pk

Γ, u :
∑

i∈I pπmi.Si ⊢n u[p]π{mi.Pi}i∈I
k ∈ I

com-choice
Γ ⊢n Pk

Γ ⊢n P1 ⊕ P2

k ∈ {1, 2}

Figure 5.4: Typing rules

rank n in a typing judgment estimates the number of sessions that P has to
create and the number of casts that P has to perform in order to terminate.
The fact that the rank is finite suggests that so is the effort required by P
to terminate.

5.2.1 Typing Rules

The typing rules are shown in Figure 5.4 as a generalized inference
system (see Section 1.2) in which, we recall, the singly-lined rules are

interpreted coinductively and the called corules are interpreted inductively.
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For more details about the interpretation, we refer to Section 1.2. We type
check a program {Ai(xi)

△
= Pi}i∈I under a global set of assignments {Ai :

[Si;ni]}i∈I associating each process name Ai with a tuple of session types
Si, one for each of the variables in xi, and a rank ni. The program is well
typed if xi : Si ⊢ni Pi is derivable for every i ∈ I, establishing that the tuple
Si corresponds to the way the variables xi are used by Pi and that ni is a
feasible rank annotation for Pi. We now describe the typing rules in detail.

The rule [tm-done] states that the terminated process is well typed in the
empty context, to make sure that no unused channels are left behind. Note
that done can be given any rank, since it performs no casts and it creates
no new sessions. The rule [tm-call] checks that a process invocation A⟨u⟩
is well typed by unfolding A into the process associated with A. The types
associated with u must match those of the global assignment A : [S;n] and
the rank of the process must be no greater than that of the invocation. The
potential mismatch between the two ranks improves typeability in some
corner cases. The rules [tm-wait] and [tm-close] concern processes that
exchange termination signals. The channel being closed is consumed and,
in the case of [tm-wait], no longer available in the continuation P . Again,
closeu can be typed with any rank whereas the rank of waitu.P coincides
with that of P . The rules [tm-channel-in] and [tm-channel-out] deal with
the exchange of channels in a quite standard way. As in Section 4.2.2, note
that the actual type of the exchanged channel is required to coincide with
the expected one. In particular, no covariance or contravariance of input
and output respectively is allowed. Relaxing the typing rule in this way
would introduce implicit applications of subtyping that may compromise
fair termination (see Example 4.2.11). In our type system, each application
of subtyping must be explicitly accounted for as we will see when discussing
[tm-cast]. Rule [tm-tag] deals with the exchange of tags. Channels that
are not used for such communication must be used in the same way in all
branches, whereas the type of the channel on which the message is exchanged
changes accordingly. All branches are required to have the same rank, which
also corresponds to the rank of the process. Unlike other presentations
of this typing rule [Gay and Hole, 2005], we require the branches in the
process to be matched exactly by those in the type. Again, this is to avoid
implicit application of subtyping, which might jeopardize fair termination.
The rule [tm-choice] deals with non-deterministic choices and requires both
continuations to be well typed in the same typing context. The judgment
in the conclusion inherits the rank of one of the processes, typically the one
with minimum rank. As we will see in Example 5.2.5, this makes it possible
to model finite-rank processes that may create an unbounded number of
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sessions or that perform an unbounded number of casts.
The rule [tm-cast] models the substitution principle induced by fair

subtyping: when S ⩽m T (Figure 3.3), a channel of type S can be used
where a channel of type T is expected or, in dual fashion [Gay, 2016], a
process using u according to T can be used in place of a process using u
according to S. To keep track of this cast, the rank in the conclusion is
augmented by the weight m of the subtyping relation between S and T .
Note that the typing rule guesses the target type of the cast.

Finally, the rule [tm-par] deals with session creation and parallel com-
position. This rule is inspired to the multiparty cut rule found in linear logic
interpretations of multiparty session types [Carbone et al., 2016, 2017] and
provides a straightforward way for enforcing deadlock freedom. Each pro-
cess in the composition must be well typed in a slice of the typing context
augmented with the endpoint corresponding to its role. The session map of
the new session must be coherent (Definition 2.3.2), implying that it fairly
terminates. The rank of the composition is one plus the aggregated rank
of the composed processes, to account for the fact that one more session
has been created. Recall that coherence is a property expressed on the LTS
of session maps (Definition 2.3.2) in line with the approach of Scalas and
Yoshida [2019].

The typing rules described so far are interpreted coinductively. That
is, in order for a rank n process P to be well typed in Γ there must be a
possibly infinite derivation tree built with these rules and whose conclusion
is the judgment Γ ⊢n P . But in a generalized inference system like the
one we are defining, this is not enough to establish that P is well typed.
In addition, it must be possible to find finite derivation trees for all of
the judgments occurring in this possibly infinite derivation tree using the
discussed rules and possibly the corules, which we are about to describe.
Since the additional derivation trees must be finite, all of their branches
must end up with an application of [tm-done] or [tm-close], which are the
only axioms in Figure 5.4 corresponding to the only terminated processes
in Figure 5.1. So, the purpose of these finite typing derivations is to make
sure that in every well-typed (sub-)process there exists a path that leads
to termination. On the one hand, this is a sensible condition to require
as our type system is meant to enforce fair process termination. On the
other hand, insisting that these finite derivations can be built using only
the typing rules discusses thus far is overly restrictive, for a process might
have one path that leads to termination, but also alternative paths that
lead to (recursive) process invocations. In fact, all of the processes we have
discussed in Examples 5.1.1 to 5.1.3 are structured like this. The two corules
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[com-choice] and [com-tag] in Figure 5.4 establish that, whenever a multi-
branch process is dealt with, it suffices for one of the branches to lead to
termination. A key detail to note in the case of [com-choice] is that the rank
of the non-deterministic choice coincides with that of the branch that leads
to termination. This makes sense recalling that the rank associated with a
process represents the overall effort required for that process to terminate.

Let us recap the notion of well-typed process resulting from the typing
rules of Figure 5.4.

Definition 5.2.1 (Well-typed process). We say that P is well typed in the
context Γ and has rank n if

1. There exists an arbitrary (possibly infinite) derivation tree obtained
using the rules in Figure 5.4 and whose conclusion is Γ ⊢n P

2. For each judgment in such tree there is a finite derivation obtained
using the rules and the corules

Now we can prove a strong soundness result for our type system, stating
that well-typed, closed processes can always successfully terminate no matter
how they reduce. We analyze the proof in details in Section 5.3.

Theorem 5.2.1 (Soundness). If ∅ ⊢n P and P ⇒ Q, then Q⇒≼ done.

The implications of Theorem 4.2.1 that we presented in Section 4.2 still
hold. Notably, the proof schema of Theorem 5.2.1 follows that of Theo-
rem 4.2.1.

5.2.2 Examples

We dedicate the rest of Section 5.2 to the analysis of some examples
that integrate all the features of the presented type system. We

start from some basic examples and then we move to more involved ones.
First, in Example 5.2.1 we take into account our slightly different variant of
the running example (Example 5.1.1). For what concerns the problematic
processes in Section 4.2.1, they are still valid in the multiparty context (see
Remark 5.2.1). We use the rest of the examples to deal with the processes
introduced in Section 5.1.3.

Remark 5.2.1 (Boundedness). All the problematic processes that we pre-
sented in Section 4.2.1 are still valid in the multiparty scenario and can be
dealt with using the techniques that we mentioned for the binary case. In
particular
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Action-boundedness. Type system with corules.

A
△
= A B

△
= B ⊕B C

△
= C ⊕ done

Session-boundedness. Rule [tm-par] increases the rank by one.

A
△
= (s)(s[p][q]!{a.close s[p], b.wait s[p].A}|s[q][p]?{a.wait s[q].A, b.close s[q]})

Cast-boundedness. Rule [tm-cast] increases the rank by the weight of
the subtyping being applied.

B(x)
△
= ⌈x⌉x[seller]!add.B⟨x⟩

⌟

Example 5.2.1. Let us show some typing derivations for fragments of Ex-
ample 5.1.1. Let Sb, Ss and Sc be the types from Example 2.3.2. We collapse
roles to their initials. Let S′

b = s!adds!add.S′
b+s!pay.!end. Concerning Buyer,

we obtain the infinite derivation
...

[tm-call]
x : S′

b ⊢0 Buyer⟨x⟩
[tm-tag]

x : s!add.S′
b ⊢0 x[s]!add.Buyer⟨x⟩

[tm-close]
x : !end ⊢0 closex

[tm-tag]
x : S′

b ⊢0 x[s]!{add.x[s]!add.Buyer⟨x⟩, pay.closex}

and, for each judgment in it, it is easy to find a finite derivation possibly
using [com-tag]. Concerning Main we obtain

...
[tm-call]

s[b] : S′
b ⊢0 Buyer⟨s[b]⟩

...

s[s] : Ss ⊢0 Seller⟨s[s]⟩
...
[tm-par]

∅ ⊢1 (s)(Buyer⟨s[b]⟩ | Seller⟨s[s]⟩ | Carrier⟨s[c]⟩)

where the application of [tm-par] is justified by the fact that b▷S′
b |s▷Ss |c▷Sc

is coherent. We recall that Sb ⩽1 S
′
b (Example 3.2.1). No participant creates

new sessions or performs casts, so they all have zero rank. The rank of Main
is 1 since it creates the session s. ⌟

Example 5.2.2. In this example we show that the process Buyer1 playing
the role b1 in the inner session of Example 5.1.2 is well typed. For clarity,
we recall its definition here:

Buyer1(x, y)
△
= y[b2]!{split.y[b2]?{yes.⌈x⌉x[s]!ok.x[c]?box.waitx.wait y.done,

no.Buyer1⟨x, y⟩},
giveup.wait y.⌈x⌉x[s]!cancel.waitx.done}
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We wish to build a typing derivation showing that Buyer1 has rank 1 and
uses x and y respectively according to S and T , where S = s!ok.c?box.?end+
s!cancel.?end and T = b2!split.(b2?yes.?end + b2?no.T ) + b2!giveup.?end. As
it has been noted previously, what makes this process interesting is that it
uses the endpoint x differently depending on the messages it exchanges with
b2 on y. Since rule [tm-tag] requires any endpoint other than the one on
which messages are exchanged to have the same type, the only way Buyer2
can be declared well typed is by means of the casts that occur in its body.
For the branch in which Buyer1 proposes to split the payment we obtain the
following derivation tree (we show only the yes branch, the no one is trivial):

[tm-done]
∅ ⊢0 done

[tm-wait]
y : ?end ⊢0 wait y.done

[tm-wait]
x : ?end, y : ?end ⊢0 waitx . . .

[tm-tag]
x : c?box.?end, y : ?end ⊢0 x[c]?box . . .

[tm-tag]
x : s!ok.c?box.?end, y : ?end ⊢0 x[s]!ok . . .

[tm-cast]
x : S, y : ?end ⊢1 ⌈x⌉ . . .

...
[tm-tag]

x : S, y : b2?yes.?end+ b2?no.T ⊢1 y[b2]?{yes . . . , no . . . }

Note how the application of [tm-cast] is key to change the type of x in
the branch where the proposed split is accepted by b2. In that branch, x is
deterministically used to send an ok message and we leverage on the fair
subtyping relation S ⩽1 s!ok.c?box.?end.

For the branch in which Buyer1 sends giveup we obtain the following
derivation tree:

[tm-done]
∅ ⊢0 done

[tm-wait]
x : ?end ⊢0 waitx.done

x : s!cancel.?end ⊢0 x[s]!cancel.waitx.done
[tm-cast]

x : S ⊢1 ⌈x⌉x[s]!cancel.waitx.done
[tm-wait]

x : S, y : ?end ⊢1 wait y.⌈x⌉x[s]!cancel.waitx.done

Once again the cast is necessary to change the type of x, but this time
leveraging on the fair subtyping relation S ⩽1 s!cancel.?end. These two
derivations can then be combined to complete the proof that the body of



5.2. TYPE SYSTEM 125

Buyer1 is well typed:

...
...

[tm-tag]
x : S, y : T ⊢1 y[b2]!{split . . . , giveup . . . }

Clearly, it is also necessary to find finite derivation trees for all of the
judgments shown above. This can be easily achieved using the corule [com-

tag]. ⌟

Example 5.2.3. Casts can be useful to reconcile the types of a channel
that is used differently in different branches of a non-deterministic choice.
For example, below is an alternative modeling of Buyer from Example 5.1.1
where we abbreviate seller to s for convenience:

B(x)
△
= ⌈x⌉x[s]!add.x[s]!add.B⟨x⟩ ⊕ ⌈x⌉x[s]!pay.closex

Note that x is used for sending two add messages in the left branch of the
non-deterministic choice and for sending a single pay message in the right
branch. Given the session type S = s!add.S + s!pay.!end and using the fair
subtyping relations S ⩽2 s!add.s!add.S and S ⩽1 s!pay.!end we can obtain the
following typing derivation for the body of B (we show only the left branch
as the right one contains a straightforward application of S ⩽1 s!pay.!end):

...
[tm-call]

x : S ⊢1 B⟨x⟩
[tm-tag]

x : s!add.S ⊢1 x[s]!add.B⟨x⟩
[tm-tag]

x : s!add.s!add.S ⊢1 x[s]!add.x[s]!add.B⟨x⟩
[tm-cast]

x : S ⊢3 ⌈x⌉x[s]!add.x[s]!add.B⟨x⟩
...

[tm-choice]
x : S ⊢1 ⌈x⌉x[s]!add.x[s]!add.B⟨x⟩ ⊕ ⌈x⌉x[s]!pay.closex

In general, the transformation u[p]!{mi.Pi}i=1..n ⇝ ⌈u⌉u[p]!m1.P1 ⊕ · · · ⊕
⌈u⌉u[p]!mn.Pn does not always preserve typing, so it is not always possible
to encode the output of tags using casts and non-deterministic choices. As
an example, the definition

Slot(x)
△
= x[p]?{play.x[p]!{win.Slot⟨x⟩, lose.Slot⟨x⟩}, quit.closex}

implements the unbiased slot machine of Example 3.2.2 that waits for a
message indicating whether a p wants to play another game or to quit (we
assign role p to the player). In the former case, the slot machine notifies p



126 CHAPTER 5. FAIR TERMINATION OF MULTIPARTY SESSIONS

of the outcome (either win or lose). It is easy to see that Slot is well typed
under the global type assignment Slot : [T ; 0] where T = p?play.(p!win.T +
p!lose.T ) + p?quit.!end. In particular, Slot has rank 0 since it performs no
casts and it creates no sessions. If we encode the tag output in Slot using
casts and non-deterministic choices we end up with the following process
definition, which is ill typed because it cannot be given a finite rank:

Slot(x)
△
= x[p]?{play.(⌈x⌉x[p]!win.Slot⟨x⟩⊕⌈x⌉x[p]!lose.Slot⟨x⟩), quit.closex}

The difference between this version of Slot and the above definition of B
is that Slot always recurs after a cast, so it is not obvious that finitely many
casts suffice in order for Slot to terminate. ⌟

Example 5.2.4. Example 5.2.2 shows that casts are essential in the type
derivation. However, the process would be well typed if we considered a
subtyping relation that does not preserve coherence [Gay and Hole, 2005] for
the involved types are finite. Now we refine the buyer from Example 5.1.1
in order to consider more involved sessions. Again, we collapse role names
to their initials.

B(x)
△
= ⌈x⌉B1⟨x⟩ ⊕ ⌈x⌉B2⟨x⟩

B1(x)
△
= x[s]!add.x[s]!{add.B1⟨x⟩, pay.waitx.done}

B2(x)
△
= x[s]!{add.x[s]!add.B2⟨x⟩, pay.waitx.done}

B2 corresponds to the buyer in Example 5.1.1 while B1 is the acquirer that
adds an odd number of items to the cart. B non deterministically chooses
to behave according to B1 or B2. Let Sb1 and Sb2 be the session types such
that x : Sb1 in B1 and x : Sb2 in B2 respectively:

Sb1 = s!add.(s!add.Sb1 + s!pay.!end) Sb2 = s!add.s!add.Sb2 + s!pay.!end

In example 3.2.1 we showed that S ⩽1 Sb2 where S = s!add.S + s!pay.!end
models the acquirer that adds arbitrarily many items to the cart. Analo-
gously, we can prove that S ⩽2 Sb1. Hence we derive

...
[tm-call]

x : Sb1 ⊢0 B1⟨x⟩
[tm-cast]

x : S ⊢2 ⌈x⌉B1⟨x⟩

...
[tm-call]

x : Sb2 ⊢0 B2⟨x⟩
[tm-cast]

x : S ⊢1 ⌈x⌉B2⟨x⟩
[tm-choice]

x : S ⊢1 ⌈x⌉B1⟨x⟩ ⊕ ⌈x⌉B2⟨x⟩
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Again, the casts are crucial to obtain the type derivation of process B because
rule [tm-choice] requires that B1 and B2 are typed in the same context. Note
that B1 and B2 are typed with rank 0 since no sessions are created and no
casts are performed by the processes.

Example 5.2.5. Here we provide evidence that the process definitions in
Example 5.1.3 are well typed, even if they model processes that can open
arbitrarily many sessions. In that example, the most interesting process
definition is that of the worker Sort, which is recursive and may create a
new session. In contrast, Merge is finite and Main only refers to Sort.
We claim that these process definitions are well typed under the global type
assignments

Main : [(); 1] Sort : [U ; 0] Merge : [T, V ; 0]

where

T = m!res.!end U = m?req.T V = w1!req.w2!req.w1?res.w2?res.?end

For the branch of Sort that creates a new session we obtain the derivation
tree

...
[tm-call]

x : T, t[m] : V ⊢0 Merge⟨x, t[m]⟩

...

t[wi] : U ⊢0 Sort⟨t[wi]⟩
[tm-par]

x : T ⊢1 (t)(Merge⟨x, t[m]⟩ | Sort⟨t[w1]⟩ | Sort⟨t[w2]⟩)

where i = 1, 2. The rank 1 derives from the fact that the created session
involves three zero-ranked participants. For the body of Sort we obtain the
following derivation tree:

...
[tm-par]

x : T ⊢1 (t)(Merge⟨x, t[m]⟩ | · · · )

[tm-close]
x : !end ⊢0 closex

[tm-tag]
x : T ⊢0 x[m]!res . . .

[tm-choice]
x : T ⊢0 (t)(Merge⟨x, t[m]⟩ | · · · )⊕ x[m]!res . . .

[tm-tag]
x : U ⊢0 x[m]?req.((t)(Merge⟨x, t[m]⟩ | · · · )⊕ x[m]!res . . . )

In the application of the rule [tm-choice], the rank of the whole choice
coincides with that of the branch in which no new sessions are created. This
way we account for the fact that, even though Sort may create a new session,
it does not have to do so in order to terminate. ⌟
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5.3 Correctness

In this section we discuss the proof of Theorem 5.2.1. The proof
technique follows that of Theorem 4.2.1. Such proof is essentially

composed of a standard subject reduction result showing that typing is pre-
served by reductions and a proof that every well-typed process other than
done may always reduce in such a way that a suitably defined well-founded
measure strictly decreases. The measure is a lexicographically ordered pair
of natural numbers with the following meaning: the first component mea-
sures the number of sessions that must be created and the total weight of
casts that must be performed in order for the process to terminate (this
information is essentially the rank we associate with typing judgments); the
second component measures the overall effort required to terminate every
session that has already been created (these sessions are identified by the
fact that their restriction occurs unguarded in the process). We account for
this effort by measuring the shortest reduction that terminates a coherent
session map (Definition 2.3.2). The reason why we need two quantities in the
measure is that in general every application of fair subtyping may increase
the length of the shortest reduction that terminates a coherent session map.
So, when casts are performed the second component of the measure may
increase, but the first component reduces. As a final remark, it should be
noted that the overall measure associated with a well-typed process may also
increase, for example if new sessions are created (Example 5.1.3). However,
one particular reduction that decreases the measure is always guaranteed to
exist. For the sake of clarity, in the following we often write M coherent
instead of #M .

5.3.1 Subject Reduction

We show the proof of a standard subject reduction theorem (see
Lemma 5.3.3). For this sake, we need an additional result, that

we dub subject congruence, stating that well-typedness is preserved by the
structural precongruence relation for processes in Figure 5.2 (Lemma 5.3.2).
Notably, Lemma 5.3.2 tells that the rank does not incrase. Such result is
not provable in Lemma 5.3.3 as the non deterministic choice can reduce to
a branch that increases the rank.

Lemma 5.3.1. If Γ, x : S ⊢n P and Γ, u : S is defined, then Γ, u : S ⊢n
P{u/x}. A typing context is defined if the endpoints occurring in it all have
different session names.
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Proof. By bounded coinduction (see Proposition 1.2.3).

Lemma 5.3.2 (Subject Congruence). If Γ ⊢n P and P ≼ Q, then Γ ⊢m Q
for some m ≤ n.

Proof. By induction on the derivation of P ≼ Q and by cases on the last
rule applied.

Case [sm-par-comm]. Then P = (s)(P |P ′ |Q′ |Q) ≼ (s)(P |Q′ |P ′ |Q) = Q.
From rule [tm-par] we deduce that there exist Γi, pi, Si, ni for i = 1, . . . , h
such that

� Γ = Γ1, . . . ,Γh

� n = 1 +
∑h

i=1 ni

�

∏h
i=1 pi ▷ Si coherent

� Γi, s[pi] : Si ⊢ni Pi for i = 1, . . . , k

� Γk+1, s[pk+1] : Sk+1 ⊢nk+1 P ′

� Γk+2, s[pk+2] : Sk+2 ⊢nk+2 Q′

� Γi, s[pi] : Si ⊢ni Qi for i = k + 3, . . . , h

We conclude Γ ⊢m Q with one application of [tm-par] by taking m
def
= n.

Case [sm-par-assoc]. Then P = (s)(P |(t)(R|Q)) ≼ (t)((s)(P |R)|Q) = Q
and s ∈ fn(R). From rule [tm-par] we deduce that there exist Γi, pi, Si, ni
for i = 1, . . . , h such that

� Γ = Γ1, . . . ,Γh

� n = 1 +
∑h

i=1 ni

�

∏h
i=1 pi ▷ Si coherent

� Γi, s[pi] : Si ⊢ni Pi for i = 1, . . . , h− 1

� Γh, s[ph] : Sh ⊢nh (t)(R |Q)

From rule [tm-par] and the hypothesis that s ∈ fn(R) we deduce that there
exist ∆i, qi, Ti,mi for i = 1, . . . , k such that

� Γh = ∆1, . . . ,∆k

� nh = 1 +
∑k

1mi
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�

∏k
1 qi ▷ Ti coherent

� ∆1, s[ph] : Sh, t[q1] : T1 ⊢m1 R

� ∆i+1, t[qi+1] : Ti+1 ⊢mi+1 Qi for i = 1, . . . , k − 1

Using [tm-par] we deduce Γ1, . . . ,Γh−1,∆1, t[q1] : T1 ⊢1+
∑h−1

i=1 ni+m1 (s)(P |
R). We conclude Γ ⊢m (t)((s)(P |R)|Q) with another application of [tm-par]

by taking m
def
= n.

Case [sm-cast-comm]. Then P = ⌈u⌉⌈v⌉R ≼ ⌈v⌉⌈u⌉R = Q. We can
assume u ̸= v or else P = Q. From rule [tm-cast] we deduce that there
exist Γ1, S, T, n1, nu such that

� Γ = Γ1, u : S

� S ⩽nu T

� n = nu + n1

� Γ1, u : T ⊢n1 ⌈v⌉R

From rule [tm-cast] we deduce that there exist Γ2, S
′, T ′, n2, nv such that

� Γ1 = Γ2, v : S′

� S′ ⩽nv T
′

� n1 = nv + n2

� Γ2, u : T, v : T ′ ⊢n2 R

We derive Γ2, u : S, v : T ′ ⊢nu+n2 ⌈u⌉R with one application of [tm-cast]

and we conclude with another application of [tm-cast] by taking m
def
= n.

Case [sm-cast-new]. Then P = (s)(⌈s[p]⌉R |P ) ≼ (s)(R |P ) = Q. From
rule [tm-par] we deduce that there exist ∆, n′ and Γi, qi, ni for i = 1, . . . , h
such that

� Γ = ∆,Γ1, . . . ,Γh for i = 1, . . . , h

� n = 1 + n′ +
∑h

i=1 ni

� p ▷ S |
∏h
i=1 qi ▷ Si coherent

� ∆, s[p] : S ⊢n′ ⌈s[p]⌉R

� Γi, s[qi] : Si ⊢ni Pi for i = 1, . . . , h
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From rule [tm-cast] we deduce that there exist T,m′,ms such that

� S ⩽ms T

� n′ = ms +m′

� ∆, s[p] : T ⊢m′
R

From p ▷ S |
∏h
i=1 qi ▷ Si coherent, S ⩽ms T and definition 3.2.1 we deduce

p ▷ T |
∏h
i=1 qi ▷ Si coherent. We conclude with an application of [tm-par]

by taking m
def
= 1 +m′ +

∑h
i=1 ni ≤ n.

Case [sm-cast-swap]. Then P = (s)(⌈t[p]⌉R | P ) ≼ ⌈t[p]⌉(s)(R | P ) = Q
and t ̸= s. From rule [tm-par] we deduce that there exist Γi, qi, ni for
i = 1, . . . , h such that

� Γ = Γ1, . . . ,Γh for i = 1, . . . , h

� n = 1 +
∑h

i=1 ni

�

∏h
i=1 qi ▷ Si coherent

� Γ1, s[q1] : S1 ⊢n1 ⌈t[p]⌉R

� Γi, s[qi] : Si ⊢ni Pi for i = 2, . . . , h

From rule [tm-cast] we deduce that there exist ∆, T, n′,mt such that

� Γ1 = ∆, t[p] : S

� S ⩽mt T

� n1 = mt + n′

� ∆, t[p] : T, s[q1] : S1 ⊢n
′
R

We derive ∆, t[p] : T,Γ2, . . . ,Γh ⊢1+n′+
∑h

i=2 ni (s)(R |P ) with an application

of [tm-par]. We conclude with an application of [tm-cast] by taking m
def
= n.

Case [sm-call]. Then P = A⟨u⟩ ≼ R{u/x} = Q and A(x)
△
= R. From

[tm-call] we conclude that there exist S and m such that A : [S;m] and
Γ = u : S and u : S ⊢m Q and m ≤ n.

Lemma 5.3.3 (Subject Reduction). If Γ ⊢n P and P → Q, then Γ ⊢m Q
for some m.
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Proof. By induction on the derivation of P → Q and by cases on the last
rule applied.

Case [rm-choice]. Then P = P1 ⊕ P2 → Pk = Q and k ∈ {1, 2}. From
[tm-choice] we deduce that Γ ⊢m Q for some m.

Case [rm-signal]. Then P = (s)(wait s[p].Q|close s[q1]|· · ·|close s[qh]) →
Q. From [tm-par], [tm-wait] and [tm-close] we deduce that there exist m
and ni for i = 1, . . . , h such that

� n = 1 +m+
∑h

i=1 ni

� Γ, s[p] : ?end ⊢m wait s[p].Q

� Γ ⊢m Q

� s[qi] : !end ⊢ni close s[qi] for i = 1, . . . , h

There is nothing left to prove.

Case [rm-channel]. Then P = (s)(s[p][q]!v.P ′ | s[q][p]?(x).Q′ | R) →
(s)(P ′ | Q′{v/x} | R) = Q. From [tm-par] we deduce that there exist
Γi, Si, pi, ni for i = 1, . . . , h such that

� Γ = Γ1, . . . ,Γh

� n = 1 +
∑h

i=1 ni

�

∏h
i=1 pi ▷ Si coherent

� p = p1 and q = p2

� Γ1, s[p] : S1 ⊢n1 s[p][q]!v.P ′

� Γ2, s[q] : S2 ⊢n2 s[q][p]?(x).Q′

� Γi, s[pi] : Si ⊢ni Ri for i = 3, . . . , h

From [tm-channel-out] and [tm-channel-in] we deduce that there exist
Sv, T1, T2,∆1 such that

� S1 = q!Sv.T1

� Γ1 = ∆1, v : Sv

� ∆1, s[p] : T1 ⊢n1 P ′

� S2 = p?Sv.T2
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� Γ2, s[q] : T2, x : Sv ⊢n2 Q′

Using lemma 5.3.1 we deduce Γ2, s[q] : T2, v : Sv ⊢n2 Q′{v/x}. Using
definition 2.3.2 we deduce p ▷ T1 | q ▷ T2 |

∏h
i=3 pi ▷ Si coherent. We conclude

with one application of [tm-par] taking m
def
= n.

Case [rm-pick]. Then P = (s)(s[p][q]!{mi.Pi}i∈I |Q) → (s)(s[p][q]!mk.Pk|
Q) = Q and k ∈ I. From [tm-par] we deduce that there exist Γi, pi, ni, Si
for i = 1, . . . , h such that

� Γ = Γ1, . . . ,Γh

� n = 1 +
∑h

i=1 ni

�

∏h
i=1 pi ▷ Si coherent

� p = p1 and q = pi for some i ∈ {2, . . . , h}

� Γ1, s[p] : S1 ⊢n1 s[p][q]!{mi.Pi}i∈I

� Γi, s[pi] : Si ⊢ni Qi for i = 2, . . . , h

From [tm-tag] we deduce that there exist Ti for all i ∈ I such that

� S1 =
∑

i∈I q!mi.Ti

� Γ1, s[p] : Ti ⊢n1 Pi
(i∈I)

From the hypothesis that k ∈ I we deduce that Γ1, s[p] : Tk ⊢n1 Pk and
from [tm-tag] we deduce Γ1, s[p] : q!mk.Tk ⊢n1 s[p][q]!mk.Pk. From defini-
tion 2.3.2 we deduce that q!mk.Tk |

∏h
i=2 pi ▷ Si coherent. We conclude with

an application of [tm-par] taking m
def
= n.

Case [rm-tag]. Then P = (s)(s[p][q]!mk.P
′ | s[q][p]?{mi.Qi}i∈I | R) →

(s)(P ′ | Qk | R) = Q and k ∈ I. From [tm-par] we deduce that there exist
Γi, Si, pi, ni for i = 1, . . . , h such that

� Γ = Γ1, . . . ,Γh

� n = 1 +
∑h

i=1 ni

�

∏h
i=1 pi ▷ Si coherent

� p = p1 and q = p2

� Γ1, s[p] : S1 ⊢n1 s[p][q]!mk.P
′

� Γ2, s[q] : S2 ⊢n2 s[q][p]?{mi.Qi}i∈I
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� Γi, s[pi] : Si ⊢ni Ri for i = 3, . . . , h

From [tm-tag] we deduce that there exist S′
1 and Ti for every i ∈ I such

that

� S1 = q!mk.S
′
1

� Γ1, s[p] : S
′
1 ⊢n1 P ′

� S2 =
∑

i∈I p?mi.Ti

� Γ2, s[q] : Ti ⊢n2 Qi
(i∈I)

From definition 2.3.2 we deduce that p ▷ S′
1 | q ▷ Tk |

∏h
i=2 pi ▷ Si coherent.

We conclude with an application of [tm-par] by taking m
def
= n.

Case [rm-par]. Then P = (s)(P ′ | R) → (s)(Q′ | R) = Q and P ′ → Q′.
From [tm-par] we deduce that there exist Γi, pi, Si, ni for i = 1, . . . , h such
that

� Γ = Γ1, . . . ,Γh

� n = 1 +
∑h

i=1 ni

�

∏h
i=1 pi ▷ Si coherent

� Γ1, s[p1] : S1 ⊢n1 P ′

� Γi, s[pi] : Si ⊢ni Ri for i = 2, . . . , h

Using the induction hypothesis on Γ1, s[p1] : S1 ⊢n1 P ′ and P ′ → Q′ we
deduce Γ1, s[p1] : S1 ⊢n′

1 Q′ for some n′1. We conclude with an application

of [tm-par] taking m
def
= 1 + n′1 +

∑h
i=2 ni.

Case [rm-cast]. Then P = ⌈u⌉P ′ → ⌈u⌉Q′ = Q and P ′ → Q′. From
[tm-cast] we deduce that there exist S, T,Γ′, n′,mu such that

� Γ = Γ′, u : S

� S ⩽mu T

� n = mu + n′

� Γ′, u : T ⊢n′
P ′
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mtm-thread

Γ ⊨(n,0) P
Γ ⊢n P

mtm-cast
Γ, u : T ⊨µ P

Γ, u : S ⊨µ+(n,0) ⌈u⌉P
S ⩽n T

mtm-par

Γi, s[pi] : Si ⊨
µi Pi

(i=1,...,h)

Γ1, . . . ,Γh ⊨
∑h

i=1 µi+(0,∥{pi▷Si}i=1,...,h∥) (s)(P1 | · · · | Ph)
#{pi ▷ Si}i=1..h

Figure 5.5: Typing rules with measure

Using the induction hypothesis on Γ′, u : T ⊢n′
P ′ and P ′ → Q′ we deduce

Γ′, u : T ⊢m′
Q′ for some m′. We conclude with an application of [tm-cast]

taking m
def
= mu +m′.

Case [rm-struct]. Then P ≼ P ′ → Q′ ≼ Q. From Lemma 5.3.2 we
deduce that Γ ⊢n′

P ′ for some n′ ≤ n. Using the induction hypothesis on
Γ ⊢n′

P ′ and P ′ → Q′ we deduce Γ ⊢m′
Q′ for some m′. We conclude using

lemma 5.3.2 once more.

5.3.2 Measure

We introduce two fundamental notions for the soundness proof of the
type system. First, we introduce the rank of a session map M as

the minimum length to reach successful termination of session M . Then,
we introduce the measure of a process which takes into account the rank
in the typing judgment as well as the ranks of the session that have been
already opened. We embed such measure in the typing derivations by using
a refined set of rules. At last, we compare the typing judgments labeled
with the usual rank with those including the measure (see Lemma 5.3.4)
and we prove that structural precongruence of processes does not increase
the measure (see Lemma 5.3.5).

Definition 5.3.1 (rank). The rank of a session map M =
∏h
i=1 pi ▷ Si,

written ∥M∥, is the element of N ∪ {∞} defined as

∥M∥ def
= min |M ?✓

=⇒ |

where |M α
=⇒ N | denotes the length of the sequence τ, . . . , τ, α and we

postulate that min ∅ = ∞.

Definition 5.3.2 (Measure). The measure of a process is a lexicographically
ordered pair of natural numbers (m,n) where:
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� m is an upper bound to the number of sessions that the process may
open and of weights of casts that the process may perform in the future
before it terminates;

� n is the overall effort for terminating the sessions that have been al-
ready opened in the past, i.e. the sum of their rank (Definition 5.3.1).

In Figure 5.5 we introduce a refined set of typing rules for processes that
allow us to associate them with their measure, not just with their rank.
The idea behind these rules (similarly to Figure 4.5) is that they distinguish
between past and future of a process by looking at its structure. Indeed,
unguarded sessions have been created, casts have not been performed yet
and sessions that occur guarded have not been created yet. [mtm-thread]

adopts the rank of the process inside the usual typing judgment (Figure 5.4)
as first component of the measure. This rule has lower priority with respect
to the other rules so that it is applied to processes that are not casts or
restrictions. In [mtm-cast] the first component of the measure is increased
by the weight of the cast. [mtm-par] increases the second component of the
measure by the rank of the involved session.

Lemma 5.3.4. The following properties hold:

1. Γ ⊢n P implies Γ ⊨µ P for some µ ≤ (n, 0);

2. Γ ⊨µ P implies Γ ⊢n P for some n such that µ ≤ (n, 0).

Proof. We prove item 1 by induction on the structure of P . The proof of
item 2 is by a straightforward induction over Γ ⊨µ P .

Case P = (s)(P ). From [tm-par] we deduce that there exist Γi, pi, Si, ni
for i = 1, . . . , h such that

� Γ = Γ1, . . . ,Γh

� n = 1 +
∑h

i=1 ni

�

∏h
i=1 pi ▷ Si coherent

� Γi, s[pi] : Si ⊢ni Pi
(i=1,...,h)

Using the induction hypothesis on Γi, s[pi] : Si ⊢ni Pi
(i=1,...,h) we deduce

that there exist µi for i = 1, . . . , h such that

� Γi, s[pi] : Si ⊨µi Pi (i=1,...,h)

� µi ≤ (ni, 0) for i = 1, . . . , h



5.3. CORRECTNESS 137

We conclude with one application of [mtm-par] by taking µ
def
=

∑h
i=1 µi +

(0, ∥
∏h
i=1 pi ▷ Si∥) and observing that µ < (n1, 0) + (n2, 0) + · · ·+ (nh, 0) +

(1, 0) = (n, 0).

Case P = ⌈u⌉Q. From [tm-cast] we deduce that there exist ∆, S, T,m
and mu such that

� Γ = ∆, u : S

� S ⩽mu T

� n = mu +m

� ∆, u : T ⊢m Q

Using the induction hypothesis on ∆, u : T ⊢m Q we deduce ∆, u : T ⊨ν Q
for some ν ≤ (m, 0). We conclude with an application of [mtm-cast] by

taking µ
def
= ν + (mu, 0) and observing that µ ≤ (m, 0) + (mu, 0) = (n, 0).

In all the other cases. We conclude with an application of [mtm-thread]

by taking µ
def
= (n, 0).

Lemma 5.3.5. If Γ ⊨µ P and P ≼ Q, then there exists ν ≤ µ such that
Γ ⊨ν Q.

Proof. By induction on the derivation of P ≼ Q and by cases on the last
rule applied. We only consider the base cases.

Case [sm-par-comm]. Then P = (s)(P |P ′ |Q′ |Q) ≼ (s)(P |Q′ |P ′ |Q) = Q.
From rule [mtm-par] we deduce that there exist Γi, pi, Si, µi for i = 1, . . . , h
such that

� Γ = Γ1, . . . ,Γh

� µ =
∑h

i=1 µi + (0, ∥
∏h
i=1 pi ▷ Si∥)

�

∏h
i=1 pi ▷ Si coherent

� Γi, s[pi] : Si ⊨µi Pi for i = 1, . . . , k

� Γk+1, s[pk+1] : Sk+1 ⊨µk+1 P ′

� Γk+2, s[pk+2] : Sk+2 ⊨µk+2 Q′

� Γi, s[pi] : Si ⊨µi Qi for i = k + 3, . . . , h
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We conclude Γ ⊨ν Q with one application of [mtm-par] by taking ν
def
= µ.

Case [sm-par-assoc]. Then P = (s)(P |(t)(R|Q)) ≼ (t)((s)(P |R)|Q) = Q
and s ∈ fn(R). From rule [mtm-par] we deduce that there exist Γi, pi, Si, µi
for i = 1, . . . , h such that

� Γ = Γ1, . . . ,Γh

� µ =
∑h

i=1 µi + (0, ∥
∏h
i=1 pi ▷ Si∥)

�

∏h
i=1 pi ▷ Si coherent

� Γi, s[pi] : Si ⊨µi Pi for i = 1, . . . , h− 1

� Γh, s[ph] : Sh ⊨µh (t)(R |Q)

From rule [mtm-par] and the hypothesis that s ∈ fn(R) we deduce that there
exist ∆i, qi, Ti, νi for i = 1, . . . , k such that

� Γh = ∆1, . . . ,∆k

� µh =
∑k

1 νi + (0, ∥
∏k
i=1 qi ▷ Ti∥)

�

∏k
i=1 qi ▷ Ti coherent

� ∆1, s[ph] : Sh, t[q1] : T1 ⊨ν1 R

� ∆i+1, t[qi+1] : Ti+1 ⊨νi+1 Qi for i = 1, . . . , k − 1

Using [tm-par] we deduce

� Γ1, . . . ,Γh−1,∆1, t[q1] : T1 ⊨
∑h−1

i=1 µi+ν1+∥
∏h

i=1 pi▷Si∥ (s)(P |R)

We conclude Γ ⊨ν (t)((s)(P |R) |Q) with another application of [mtm-par]

by taking ν
def
= µ.

Case [sm-cast-comm]. Then P = ⌈u⌉⌈v⌉R ≼ ⌈v⌉⌈u⌉R = Q. We can
assume u ̸= v or else P = Q. From rule [mtm-cast] we deduce that there
exist Γ1, S, T, µ1,mu such that

� Γ = Γ1, u : S

� S ⩽mu T

� µ = µ1 + (mu, 0)

� Γ1, u : T ⊨µ1 ⌈v⌉R
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From rule [tm-cast] we deduce that there exist Γ2, S
′, T ′, µ2,mv such that

� Γ1 = Γ2, v : S′

� S′ ⩽mv T
′

� µ1 = µ2 + (mv, 0)

� Γ2, u : T, v : T ′ ⊨µ2 R

We derive Γ2, u : S, v : T ′ ⊨µ2+(mu,0) ⌈u⌉R with one application of [mtm-

cast] and we conclude with another application of [mtm-cast] by taking

ν
def
= µ.
Case [sm-cast-new]. Then P = (s)(⌈s[p]⌉R | P ) ≼ (s)(R | P ) = Q.

From rule [mtm-par] we deduce that there exist ∆, µ′, S and Γi, qi, Si, µi for
i = 1, . . . , h such that

� Γ = ∆,Γ1, . . . ,Γh

� µ = µ′ +
∑h

i=1 µi + (0, ∥p ▷ S |
∏h
i=1 qi ▷ Si∥)

� p ▷ S |
∏h
i=1 qi ▷ Si coherent

� ∆, s[p] : S ⊨µ
′ ⌈s[p]⌉R

� Γi, s[qi] : Si ⊨µi Pi for i = 1, . . . , h

From rule [mtm-cast] we deduce that there exist T, ν ′,ms such that

� S ⩽ms T

� ν ′ = µ′ + (ms, 0)

� ∆, s[p] : T ⊨ν
′
R

From p ▷ S |
∏h
i=1 qi ▷ Si coherent, S ⩽ms T and definition 3.2.1 we deduce

p ▷ T |
∏h
i=1 qi ▷ Si coherent. We conclude with an application of [mtm-par]

by taking ν = ν ′ +
∑h

i=1 µi + (0, ∥p ▷ S |
∏h
i=1 qi ▷ Si∥) ≤ n.

Case [sm-cast-swap]. Then P = (s)(⌈t[p]⌉R | P ) ≼ ⌈t[p]⌉(s)(R | P ) = Q
and t ̸= s. From rule [mtm-par] we deduce that there exist Γi, qi, µi for
i = 1, . . . , h such that

� Γ = Γ1, . . . ,Γh

� µ =
∑h

i=1 µi + (0, ∥
∏h
i=1 qi ▷ Si∥)
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�

∏h
i=1 qi ▷ Si coherent

� Γ1, s[q1] : S1 ⊨µ1 ⌈t[p]⌉R

� Γi, s[qi] : Si ⊨µi Pi for i = 2, . . . , h

From rule [mtm-cast] we deduce that there exist ∆, T, µ′,mt such that

� Γ1 = ∆, t[p] : S

� S ⩽mt T

� µ1 = µ′ + (mt, 0)

� ∆, t[p] : T, s[q1] : S1 ⊨µ
′
R

We derive ∆, t[p] : T,Γ2, . . . ,Γh ⊨µ
′+

∑h
i=2 µi+(0,∥

∏h
i=1 qi▷Si∥) (s)(R | P ) with

an application of [mtm-par]. We conclude with an application of [mtm-cast]

by taking m
def
= n.

Case [sm-call]. Then P = A⟨u⟩ ≼ R{x/u} = Q and A(x)
△
= R. From

[mtm-thread] we deduce that Γ ⊨n A⟨u⟩ for some n such that µ = (n, 0).
Using Lemma 5.3.2 we deduce Γ ⊢m Q for some m ≤ n. Using Lemma 5.3.4
we deduce that Γ ⊨ν Q for some ν ≤ (m, 0). We conclude observing that
ν ≤ (m, 0) ≤ (n, 0) = µ.

5.3.3 Normal Forms

As in Section 4.3.3 we need to prove that a well typed process is
deadlock free. The key lemma of this is Lemma 5.3.11 that we dub

quasi deadlock freedom. Informally, we want to rearrange the process under
analysis in order to put together the creation of some session s with all the
subprocesses that start with some communication on s. This way we can
try to apply a reduction rule (see Figure 5.3). This is what Lemma 5.3.11
does. However, a process organized as described is not guaranteed to make
progress. Indeed, for example all the subprocesses can be waiting for a mes-
sage leading to a stuck process. Hence, we called the lemma quasi deadlock
freedom. Deadlock freedom is achieved by taking into account the coherence
of the session as well. We called the shape of the process mentioned before
proximity normal form (Definition 5.3.5). In order to obtain a process in
such form from a well typed one we require several steps. We introduce addi-
tional normal forms (Definitions 5.3.3 and 5.3.4) to describe those processes
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in the middle of the procedure. We introduce process contexts to easily refer
to unguarded sub-processes:

Process context C,D ::= [ ] | (s)(P | C |Q) | ⌈u⌉C

Definition 5.3.3 (Choice Normal Form). We say that P1 ⊕ P2 is an un-
guarded choice of P if there exists C such that P ≼ C[P1 ⊕P2]. We say that
P is in choice normal form if it has no unguarded choices.

Definition 5.3.4 (Thread Normal Form). A process is in thread normal
form if it is generated by the grammar below:

P nf , Qnf ::= ⌈u⌉P nf | P par

P par , Qpar ::= (s)(P par ) | P th

P th ::= done | closeu | waitu.P | u[p]π{ai.Pi}i∈I
| u[p]!v.P | u[p]?(x).P

Intuitively, a process is in thread normal form if it consists of an initial
prefix of casts followed by a parallel composition of threads, where a thread
is either done or a process waiting to perform an input/output action on
some channel u = s[p] for some p. In this latter case, we say that the thread
is an s-thread.

Definition 5.3.5 (Proximity Normal Form). We say that P nf is in prox-

imity normal form if P nf = C[(s)(P th)] for some C, s, P th where each P th
i

for i = 1, . . . , h is a s-thread.

Lemma 5.3.6. If Γ ⊢n P and Γ ⊢ind P , then there exists Q in choice normal
form such that P ⇒ Q and Γ ⊢m Q for some m ≤ n.

Proof. By induction on Γ ⊢ind P and by cases on the last rule applied.
Case P is already in choice normal form. We conclude taking Q

def
= P

and m
def
= n.

Case [tm-call]. Then P = A⟨u⟩ and A(x) △= R. We deduce Γ = u : S,
A : [S;n′] and Γ ⊢ind R{u/x}. Moreover, it must be the case that Γ ⊢n′

R{u/x} and n′ ≤ n since [tm-call] is used in the coinductive judgment as
well. Using the induction hypothesis we deduce that there exist Q in choice
normal form and m ≤ n′ such that R{u/x} ⇒ Q and Γ ⊢m Q. We conclude
by observing that P ⇒ Q using [rm-struct] and that m ≤ n′ ≤ n.

Case [com-choice]. Then P = P1 ⊕ P2. We deduce Γ ⊢ind Pk with
k ∈ {1, 2}. Moreover, it must be the case that Γ ⊢n Pk since [tm-choice] is
used in the coinductive judgment. Using the induction hypothesis we deduce
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that there exist Q in choice normal form and m ≤ n such that Pk ⇒ Q and
Γ ⊢m Q. We conclude by observing that P → Pk by [rm-choice].

Case [tm-choice]. Analogous to the previous case but we consider the
premise in which the rank is the same of the conclusion to keep sure that it
does not increase.

Case [tm-par]. Then P = (s)(P1 | · · · | Ph). We deduce

� Γ = Γ1, . . . ,Γh

� Γi, s[pi] : Si ⊢ind Pi for i = 1, . . . , h

�

∏h
i=1 pi ▷ Si coherent

Furthermore, it must be the case that Γi, s[pi] : Si ⊢ni Pi for i = 1, . . . , h
and n = 1 +

∑h
i=1 ni since [tm-par] is used in the coinductive judgment as

well. Using the induction hypothesis we deduce that there exist Qi in choice
normal form and mi ≤ ni such that Pi ⇒ Qi and Γi, s[pi] : Si ⊢mi Qi for

i = 1, . . . , h. We conclude by taking m
def
= 1+

∑h
i=1mi and Q

def
= (s)(Q1 | · · · |

Qh) with one application of [tm-par], observing that m = 1 +
∑h

i=1mi ≤
1 +

∑h
i=1 ni = n and that P ⇒ Q by [rm-par].

Case [tm-cast]. Then P = ⌈u⌉P ′. Analogous to the previous case, just
simpler.

Lemma 5.3.7. If Γ ⊢n P , then there exists Q in choice normal form such
that P ⇒ Q and Γ ⊢m Q for some m ≤ n.

Proof.
Consequence of Lemma 5.3.6 noting that Γ ⊢n P implies Γ ⊢ind P .

Lemma 5.3.8. If Γ ⊨µ P , then there exist Q in choice normal form and
ν ≤ µ such that P ⇒ Q and Γ ⊨ν Q.

Proof. By induction on Γ ⊨µ P and by cases on the last rule applied.

Case [mtm-thread]. Then P is a thread. We deduce that

� µ = (n, 0) for some n

� Γ ⊢n P

From Lemma 5.3.7 we deduce that there exist Q and m ≤ n such that
P ⇒ Q and Γ ⊢m Q. From Lemma 5.3.4 we deduce Γ ⊨ν Q for some
ν ≤ (m, 0). We conclude observing that ν ≤ (m, 0) ≤ (n, 0) = µ.

Case [mtm-cast]. Then P = ⌈u⌉P ′. We deduce that
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� Γ = ∆, u : S

� S ⩽n T

� µ = µ′ + (n, 0)

� Γ′, u : T ⊨µ
′
P ′

Using the induction hypothesis we deduce that there exist Q′ and ν ′ ≤ µ′

such that P ′ ⇒ Q′ and Γ′, u : T ⊨ν
′
Q′. We conclude with an application

of [mtm-cast] taking Q
def
= ⌈u⌉Q′, ν

def
= ν ′ + (n, 0) and observing that P ⇒ Q

using [rm-cast].

Case [mtm-par]. Then P = (s)(P1 | · · · | Ph). We deduce

� Γ = Γ1, . . . ,Γh

� µ =
∑h

i=1 µi + (0, ∥
∏h
i=1 pi ▷ Si∥)

� Γi, s[pi] : Si ⊨µi Pi for i = 1, . . . , h

�

∏h
i=1 pi ▷ Si coherent

Using the induction hypothesis we deduce that there exist Qi in choice
normal form and νi ≤ µi such that Pi ⇒ Qi and Γi, s[pi] : Si ⊨νi Qi for

i = 1, . . . , h. We conclude by taking ν
def
=

∑h
i=1 νi + (0, ∥

∏h
i=1 pi ▷ Si∥) and

Q
def
= (s)(Q1 | · · · | Qh) with one application of [mtm-par], observing that

ν =
∑h

i=1 νi + (0, ∥
∏h
i=1 pi ▷ Si∥) ≤

∑h
i=1 µi + (0, ∥

∏h
i=1 pi ▷ Si∥) = µ and

that P ⇒ Q by [rm-par].

Lemma 5.3.9. If Γ ⊢ind P and P is in choice normal form, then there exists
P nf such that P ≼ P nf .

Proof. By induction on Γ ⊢ind P and by cases on the last rule applied.

Cases [tm-choice] and [com-choice]. These cases are impossible from
the hypothesis that P is in choice normal form.

Cases [tm-done], [tm-wait] and[tm-close]. Then P is a thread and is
already in thread normal form and we conclude by reflexivity of ≼.

[tm-channel-in], [tm-channel-out], [tm-tag] and [com-tag]. Then P is
a thread and is already in thread normal form and we conclude by reflexivity
of ≼.

Case [tm-call]. Then there exist A, Q, u and S such that

� P = A⟨u⟩
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� A(x)
△
= Q

� Γ = u : S

� u : S ⊢ind Q{u/x}

Using the induction hypothesis on u : S ⊢ind Q{u/x} we deduce that there
exists P nf such that Q{u/x} ≼ P nf . We conclude P ≼ P nf using [sm-call]

and the transitivity of ≼.
Case [tm-par]. Then there exist s and Pi,Γi, Si, pi for i = 1, . . . , h such

that

� P = (s)(P1 | · · · | Ph)

� Γ = Γ1, . . . ,Γh

� Γi, s[pi] : Si ⊢ind Pi for i = 1, . . . , h

Using the induction hypothesis on Γi, s[pi] : Si ⊢ind Pi we deduce that there

exist P nf
i such that Pi ≼ P

nf
i for i = 1, . . . , h. By definition of thread normal

form, it must be the case that P nf
i = ⌈ui⌉P par

i for some ui and P
par
i . Let

vi be the same sequence as ui except that occurrences of s[pi] have been

removed. We conclude by taking P nf def
= ⌈v1 . . . vh⌉(s)(P par

1 | · · · | P par
h ) and

using the fact that ≼ is a pre-congruence and observing that

P = (s)(P1 | · · · | Ph) by definition of P

≼ (s)(P nf
1 | · · · | P nf

h ) using the induction hypothesis
= (s)(⌈u1⌉P par

1 | · · · | ⌈uh⌉P par
h ) by Definition 5.3.4

≼ ⌈v1 . . . vh⌉(s)(P par
1 | · · · | P par

h ) by [sm-cast-new],
[sm-cast-swap], [sm-par-comm]

= P nf by definition of P nf

Case [tm-cast]. Then there exist u, Q, Γ′, S and T such that

� P = ⌈u⌉Q

� Γ = Γ′, u : S

� Γ′, u : T ⊢ind Q

� S ⩽ T

Using the induction hypothesis on Γ′, u : T ⊢ind Q we deduce that there
exists Qnf such that Q ≼ Qnf . We conclude by taking P nf def

= ⌈u⌉Qnf using
the fact that ≼ is a pre-congruence.
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Lemma 5.3.10 (Proximity). If s ∈ fn(P ) \ bn(C), then (s)(C[P ] | Q) ≼
D[(s)(P |Q)] for some D.

Proof. By induction on the structure of C and by cases on its shape.

Case C = [ ]. We conclude by taking D def
= [ ] using the reflexivity of ≼.

Case C = (t)(P ′ |C′ |Q′). From the hypothesis s ∈ fn(P )\bn(C) we deduce
s ̸= t and s ∈ fn(P ) \ bn(C′). Using the induction hypothesis and [sm-par-

comm] we deduce that there exists D′ such that (s)(C′[P ]|Q) ≼ D′[(s)(P |Q)].

Take D def
= (t)(D′ | P ′ |Q′). We conclude

(s)(C[P ] |Q) = (s)((t)(P ′ | C′[P ] |Q′) |Q) by definition of C
≼ (s)(Q | (t)(C′[P ] | P ′ |Q′)) by [sm-par-comm]

≼ (t)((s)(Q | C′[P ]) | P ′ |Q′) by [sm-par-assoc]

and s ∈ fn(C′[P ])

≼ (t)((s)(C′[P ] |Q) | P ′ |Q′) by [sm-par-comm]

≼ (t)(D′[(s)(P |Q)] | P ′ |Q′) by induction hypothesis

= D[(s)(P |Q)] by definition of D

Case C = ⌈t[p]⌉C′ and s ̸= t. Using the induction hypothesis we deduce

that there exists D′ such that (s)(C′[P ] | Q) ≼ D′[(s)(P | Q)]. Take D def
=

⌈t[p]⌉D′. We conclude

(s)(C[P ] |Q) = (s)(⌈t[p]⌉C′[P ] |Q) by definition of C
≼ ⌈t[p]⌉(s)(C′[P ] |Q) by [sm-cast-swap] and t ̸= s

≼ ⌈t[p]⌉D′[(s)(P |Q)] using the induction hypothesis

= D[(s)(P |Q)] by definition of D

Case C = ⌈s[p]⌉C′. Using the induction hypothesis we deduce that there
exists D such that (s)(C′[P ] |Q) ≼ D[(s)(P |Q)]. We conclude

(s)(C[P ] |Q) = (s)(⌈s[p]⌉C′[P ] |Q) by definition of C
≼ (s)(C′[P ] |Q) by [sm-cast-new]

≼ D[(s)(P |Q)] using the induction hypothesis

Lemma 5.3.11 (Quasi - Deadlock Freedom). If ∅ ⊨µ P nf , then P nf = done
or P nf ≼ Qnf for some Qnf in proximity normal form.

Proof. By induction on the derivation of ∅ ⊨µ P nf we deduce that P nf

consists of s1, . . . , sh sessions and
∑h

i=1 ki − h + 1 threads where ki is the
number of roles in si. The scenarios in which no communication is possible
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are those in which for each session si there are less than ki si-threads. If we
assume that for each si there are ki − 1 threads, then we obtain

h∑
i=1

ki − h+ 1−
h∑
i=1

(ki − 1) =
h∑
i=1

ki − h+ 1−
h∑
i=1

ki + h = 1

si-thread for some si; hence, there exist ki si-threads. In other words, there
exist D, C1, . . . , Cki and P th

1 , . . . , P th
ki
si-threads such that

P nf = D[(si)(C1[P th
1 ] | · · · | Cki [P

th
ki
])]

We conclude

P nf = D[(si)(C1[P th
1 ] | · · · | Cki [P th

ki
])]

by definition of P nf

≼ D[D1[(si)(P
th
1 | C2[P th

2 ] | · · · | Cki [P th
ki
])]]

by Lemma 5.3.10
≼ D[D1[(si)(C2[P th

2 ] | P th
1 | · · · | Cki [P th

ki
])]]

by [sm-par-comm]

. . .
≼ D[D1[D2[. . .Dki [(si)(P

th
ki

| · · · | P th
2 | P th

1 )] . . . ]]]

for some D2, . . . ,Dki by Lemma 5.3.10
def
= Qnf

The fact that Qnf is in thread normal form follows from the observation that
P nf does not have unguarded casts (it is a closed process in thread normal
form) so the pre-congruence rules applied here and in Lemma 5.3.10 do not
move casts around. We conclude that Qnf is in proximity normal form by
its shape.

As mentioned at the beginning, Lemma 5.3.11 is dubbed “quasi-deadlock
freedom” because it does not say that Qnf reduces. Indeed, a process in
proximity normal form is only ready to communicate thanks to its shape
(see reduction rules). We can prove that a well typed process of such kind
actually reduces by observing that [tm-par] requires that the involved session
is coherent. This result is the key ingredient for proving Lemma 5.3.12.

5.3.4 Soundness

The next key result we prove is inspired by the helpful direction. Given
a well typed process in proximity normal form (see Definition 5.3.5),
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we prove that there exists a reduct that is well typed with a strictly smaller
measure (see Lemma 5.3.12). Notably, this result implies deadlock freedom.
Then, it is easy to prove that a well typed process is either done or it can
reach done in finitely many steps by induction over the measure.

Lemma 5.3.12. If Γ ⊨µ P nf where P nf is in proximity normal form, then
there exist Q and ν < µ such that P nf ⇒+ Q and Γ ⊨ν Q.

Proof. From the hypothesis that P nf is in proximity normal form we know
that P nf = C[(s)(P th

1 | · · · | P th
h )] for some C, s and P th

1 , . . . , P th
h s-threads.

We reason by induction on C and by cases on its shape.
Case C = [ ]. From [mtm-thread] and [mtm-par] we deduce that there

exist Γi, Si, pi, ni for i = 1, . . . , h such that

� Γ = Γ1, . . . ,Γh

�

∏h
i=1 pi ▷ Si coherent

� µ = (
∑h

i=1 ni, ∥
∏h
i=1 pi ▷ Si∥)

� Γi, s[pi] : Si ⊢ni P th
i for i = 1, . . . , h

From the hypothesis that
∏h
i=1 pi ▷ Si coherent we deduce

∏h
i=1 pi ▷ Si

?✓
=⇒.

We now reason on the rank of the session and on the shape of Si. For the
sake of simplicity, we implicitly apply [s-par-comm] at process level.

If ∥
∏h
i=1 pi ▷ Si∥ = 1, then

∏h
i=1 pi ▷ Si

?✓−→ using [lm-terminate].

� Case S1 = ?end and Sj = !end for j = 2, . . . , h. Then

– Γj = ∅ and P th
j = close s[pj ] for j = 2, . . . , h

– P th
1 = wait s[p1].Q

– Γ1 ⊢n1 Q

From Lemma 5.3.4 we deduce that Γ1 ⊨ν Q for some ν ≤ (n1, 0).
We conclude observing that P nf → Q by [rm-signal] and that ν ≤
(n1, 0) < (

∑h
i=1 ni, ∥

∏h
i=1 pi ▷ Si∥) = µ.

If ∥
∏h
i=1 pi ▷ Si∥ > 1, then

∏h
i=1 pi ▷ Si

τ−→ . . .
?✓−→ first using [lm-tau] and

[lm-sync]. Observe that [lm-pick] is never used since we are considering the
minimum reduction sequence; a synchronization through [lm-pick] and [lm-

sync] would lead to a longer reduction. T hen S1
p1▷p2!mk−−−−−−→ and S2

p2▷p1?mk−−−−−−→
for some mk or S1

p1▷p2!S−−−−−→ and S2
p1▷p2?S−−−−−→.
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� Case S1 =
∑

i∈I p2!mi.S
′
i and S2 =

∑
j∈J p1?mj .Tj with k ∈ I. From

the hypothesis that
∏h
i=1 pi ▷ Si coherent we deduce I ⊆ J . From

Definition 2.3.2 we deduce
∏h
i=3 pi ▷ Si | p1 ▷ S′

k | p2 ▷ Tk coherent and
from [tm-tag] we deduce that

– P th
1 = s[p1][p2]!{mi.P

′
i}i∈I

– P th
2 = s[p2][p1]?{mj .Qj}j∈J

– Γ1, s[p1] : S
′
i ⊢n1 P ′

i for all i ∈ I

– Γ2, s[p2] : Tj ⊢n2 Qj for all j ∈ J

Let Q
def
= (s)(P ′

k |Qk |P3 | · · · |Ph) and observe that P nf ⇒+ Q by [rm-

pick] and [rm-tag]. From Lemma 5.3.4 we deduce that there exist
µ1 ≤ (n1, 0), µ2 ≤ (n2, 0) such that

– Γ1, s[p1] : S
′
k ⊨

µ1 P ′
k

– Γ2, s[p2] : Tk ⊨µ2 Qk

Let ν
def
= µ1+µ2+(

∑h
i=3 ni, ∥p1▷S′

k |p2▷Tk |
∏h
i=3 pi▷Si∥). We conclude

with one application of [mtm-par] observing that

ν = µ1 + µ2+

(
∑h

i=3 ni, ∥p1 ▷ S′
k | p2 ▷ Tk |

∏h
i=3 pi ▷ Si∥) by def. of ν

≤ (
∑h

i=1 ni, ∥p1 ▷ S′
k | p2 ▷ Tk |

∏h
i=3 pi ▷ Si∥) by Lemma 5.3.4

< (
∑h

i=1 ni, ∥
∏h
i=1 pi ▷ Si∥) before →

= µ

� Case S1 = p2!S.T1 and S2 = p1?S.T2.

From the hypothesis that
∏h
i=1 pi▷Si coherent and Definition 2.3.2 we deduce

p1 ▷ T1 | p2 ▷ T2 |
∏h
i=3 pi ▷ Si coherent and from [tm-channel-out] and [tm-

channel-in] we deduce that

� P th
1 = s[p1][p2]!u.P

′
1

� P th
2 = s[p2][p1]?(x).P

′
2

� Γ1, s[p1] : T1 ⊢n1 P ′
1

� Γ2, s[p2] : T2, x : S ⊢n2 P ′
2
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Let Q
def
= (s)(P ′

1 |P ′
2{u/x} |P th

3 | · · · |P th
h ) and observe that P nf → Q by [rm-

channel]. Using Lemma 5.3.1 we deduce Γ2, s[p2] : T2, u : S ⊢n2 P ′
2{u/x}

and from Lemma 5.3.4 we deduce that there exist µ1 ≤ (n1, 0), µ2 ≤ (n2, 0)
such that

� Γ1, s[p1] : T1 ⊨µ1 P ′
1

� Γ2, s[p2] : T2, u : S ⊨µ2 P ′
2{u/x}

Let ν
def
= µ1 + µ2 + (

∑h
i=3 ni, ∥p1 ▷ T1 | p2 ▷ T2 |

∏h
i=3 pi ▷ Si∥). We conclude

with one application of [mtm-par] observing that

ν = µ1 + µ2+

(
∑h

i=3 ni, ∥p1 ▷ T1 | p2 ▷ T2 |
∏h
i=3 pi ▷ Si∥) by definition of ν

≤ (
∑h

i=1 ni, ∥p1 ▷ T1 | p2 ▷ T2 |
∏h
i=3 pi ▷ Si∥) by Lemma 5.3.4

< (
∑h

i=1 ni, ∥
∏h
i=1 pi ▷ Si∥) before reductions

= µ

Case C = (t)(P par |D |Qpar ). Let Rnf def
= D[(s)(P th

1 | · · · |P th
h )] and observe

that Rnf is in proximity normal form. From [mtm-par] we deduce that there
exist Γi, Si, µi, pi for i = 1, . . . , h and k ≤ h such that

� Γ = Γ1, . . . ,Γh

� Γ1, t[p1] : S1 ⊨µ1 Rnf

� Γi, t[pi] : Si ⊨µi P
par
i for i = 1, . . . , k

� Γi, t[pi] : Si ⊨µi Q
par
i for i = k + 1, . . . , h

� µ =
∑h

i=1 µi + (0, ∥
∏h
i=1 pi ▷ Si∥)

Using the induction hypothesis on Γ1, t[p1] : S1 ⊨µ1 Rnf we deduce that
there exists Q′ and ν ′ < µ1 such that

� Rnf ⇒+ Q′

� Γ1, t[p1] : S1 ⊨ν
′
Q′

We conclude taking Q
def
= (t)(Q′ | P par |Qpar ) and

ν
def
= ν ′ +

h∑
i=2

µi + (0, ∥
h∏
i=1

pi ▷ Si∥)
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and observing that ν < µ and P nf ⇒+ Q by [rm-par].

Case C = ⌈t[q]⌉D. Observe that t ̸= s. Let Rnf def
= D[(s)(P th

1 | · · · | P th
h )]

and note that Rnf is in proximity normal form. From [mtm-cast] we deduce
that there exists ∆, µ′, S, T,mt such that

� Γ = ∆, t[q] : S

� S ⩽mt T

� µ = µ′ + (mt, 0)

� ∆, t[q] : T ⊨µ
′
Rnf

Using the induction hypothesis on ∆, t[q] : T ⊨µ
′
Rnf we deduce that there

exist Q′ and ν ′ < µ′ such that Rnf ⇒+ Q′ and ∆, t[q] : T ⊨ν
′
Q′. We

conclude taking Q
def
= ⌈t[q]⌉Q′ and ν

def
= ν ′+(mt, 0) and observing that ν < µ

and P nf ⇒+ Q by [rm-cast].

Lemma 5.3.13. If ∅ ⊨µ P , then either P ≼ done or P ⇒+ Q and ∅ ⊨ν Q
for some Q and ν < µ.

Proof. Using Lemma 5.3.8 we deduce that there exist P ′ in choice normal
form such that P ⇒ P ′ and ∅ ⊨µ′ P ′ and µ′ ≤ µ. By Lemma 5.3.4 we
deduce ∅ ⊢ P ′. Using Lemma 5.3.9 we deduce that there exist P nf such
that P ′ ≼ P nf .

If P nf = done there is nothing left to prove.
If P nf ̸= done, by Lemma 5.3.11 we deduce P nf ≼ Qnf for some Qnf in

proximity normal form. From Lemma 5.3.5 we deduce ∅ ⊨µ′′ Qnf for some
µ′′ ≤ µ′. Using Lemma 5.3.12 we conclude that Qnf ⇒+ Q and ∅ ⊨ν Q for
some Q and ν < µ′′ ≤ µ′ ≤ µ.

Lemma 5.3.14. If ∅ ⊢n P , then either P ≼ done or P ⇒+ done.

Proof. From Lemma 5.3.4 we deduce that there exists µ ≤ (n, 0) such that
∅ ⊨µ P . We proceed doing an induction on the lexicographically ordered
pair µ. From Lemma 5.3.13 we deduce either P ≼ done or P ⇒+ Q and
∅ ⊨ν Q for some ν < µ. In the first case there is nothing left to prove. In the
second case we use the induction hypothesis to deduce that either Q ≼ done
or Q ⇒+ done. We conclude using either [rm-struct] or the transitivity of
⇒+, respectively.

Proof of Theorem 5.2.1.
Immediate consequence of Lemmas 5.3.3 and 5.3.14.
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5.4 Related Work

We conclude the chapter by relating the type systems in Chapters 4
and 5 to others that can be found in the literature. In particular, we

mainly recall the references we pointed out in Section 1.4.

Termination of Binary Sessions. Lindley and Morris [2016] define a
type system for a functional language with session primitives and recursive
session types that is strongly normalizing. That is, a well-typed program
along with all the sessions it creates is guaranteed to terminate. This strong
result is due to the fact that the type language is equipped with least and
greatest fixed point operators that are required to match each other by
duality. Notably, strong normalization is stronger than fair termination. As
an example, Examples 4.1.1 and 5.1.1 are fairly terminating but not strongly
terminating as the buyer can add arbitrarily many, possibly infinitely many,
items to the cart.

Liveness Properties in the π-Calculus. Kobayashi [2002a], Padovani
[2014] define a behavioral type system that guarantees lock freedom in the
π-calculus. . These works annotate types with numbers representing finite
upper bounds to the number of interactions needed to unblock a particular
input/output action. For this reason, none of our key examples (Exam-
ples 5.1.1 to 5.1.3) is in the scope of these analysis techniques. Kobayashi
and Sangiorgi [2010] show how to enforce lock freedom by combining dead-
lock freedom and termination. Our work can be seen as a generalization
of this approach whereby we enforce lock freedom by combining deadlock
freedom (through a mostly conventional session type system) and fair ter-
mination. Since fair termination is coarser than termination, the family of
programs for which lock freedom can be proved is larger as well.

Deadlock Freedom. Our type system enforces deadlock freedom essen-
tially thanks to the shape of the rule [tm-par] ([tb-par] in Chapter 4) which
is inspired to the cut rule of linear logic. This rule has been applied to
session type systems for binary sessions [Wadler, 2014, Caires et al., 2016,
Lindley and Morris, 2016] and subsequently extended to multiparty sessions
[Carbone et al., 2016, 2017]. In the latter case, the rule – dubbed multiparty
cut – requires a coherence condition among cut types establishing that the
session types followed by the single participants adhere to a so-called global
type describing the multiparty session as a whole. The rule [tm-par] adopts
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the same schema, except that the coherence condition is stronger to entail
fair session termination. The key principle of these formulations of the cut
rule as a typing rule for parallel processes is to impose a tree-like network
topology, whereby two parallel processes can share at most one channel. In
the multiparty case, cyclic network topologies can be modeled within each
session (Example 5.1.3) since coherence implies deadlock freedom.

Having a single construct that merges session restriction and parallel
composition allows for a simple formulation of the typing rules so that
dealock freedom is easily guaranteed. However, many session calculi sepa-
rate these two forms in line with the original presentation of the π-calculus.
We think that our type system can be easily reformulated to support dis-
tinct session restriction and parallel composition by means of hypersequents
[Kokke et al., 2018, 2019].

A more liberal version of the cut rule, named multi-cut and inspired
to Gentzen’s “mix” rule, is considered by [Abramsky et al., 1996] enabling
processes to share more than one channel. In this setting, deadlock freedom
is lost but can be recovered by means of a richer type structure that keeps
track of the dependencies between different channels. This approach has
been pioneered by Kobayashi [2002a, 2006] for the π-calculus and later on
refined by Padovani [2014]. Other approaches to ensure deadlock freedom
based on dependency/connectivity graphs that capture the network topology
implemented by processes have been studied by Carbone and Debois [2010],
Kobayashi and Laneve [2017], de’Liguoro and Padovani [2018], Jacobs et al.
[2022].

Liveness Properties of Multiparty Sessions. In Scalas and Yoshida
[2019] the authors point out that the coarsest liveness property in the hierar-
chy of liveness properties that they take into account, which is the one more
closely related to fair termination, cannot be enforced by their type system.
In part, this is due to the fact that their type system relies on a standard
subtyping relation for session types [Gay and Hole, 2005] instead of fair
subtyping [Padovani, 2013, 2016]. As we have seen in Chapter 4, even for
single-session programs the mere adoption of fair subtyping is not enough
and it is necessary to meet additional requirements. van Glabbeek et al.
[2021] propose a type system for multiparty sessions that ensures progress
and is not only sound but also complete. The fairness assumption they make
– called justness – is substantially weaker than our own (Definition 2.2.3)
and such that the unfair runs are those in which some interactions between
participants are systematically discriminated in favor of other interactions
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involving a disjoint set of independent participants. For this reason, their
progress property is in between the two more restrictive liveness predicates
of Scalas and Yoshida [2019] and can only be guaranteed when it is inde-
pendent of the behavior of the other participants of the same session.
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Chapter 6

Linear Logic Based Approach

In this chapter we propose a type system for πLIN, a linear π-calculus
with (co)recursive types, such that well-typed processes are fairly ter-

minating. Our type system is a conservative extension of µMALL∞ [Baelde
et al., 2016, Doumane, 2017, Baelde et al., 2022], the infinitary proof system
for the multiplicative additive fragment of linear logic with least and greatest
fixed points. In fact, the modifications we make to µMALL∞ are remarkably
small: we add one (standard) rule to deal with non-deterministic choices,
those performed autonomously by a process, and we relax the validity con-
dition on µMALL∞ proofs so that it only considers the “fair behaviors” of
the program it represents. The fact that there is such a close correspondence
between the typing rules of πLIN and the inference rules of µMALL∞ is not
entirely surprising. After all, there have been plenty of works investigating
the relationship between π-calculus terms and linear logic proofs, from those
of Abramsky [1994], Bellin and Scott [1994] to those on the interpretation
of linear logic formulas as session types [DeYoung et al., 2012, Wadler, 2014,
Caires et al., 2016, Lindley and Morris, 2016, Rocha and Caires, 2021, Qian
et al., 2021].

Nonetheless, we think that the connection between πLIN and µMALL∞

stands out for two reasons. First, πLIN is conceptually simpler and more
general than the session-based calculi that can be encoded in it. In par-
ticular, all the session calculi based on linear logic rely on an asymmetric
interpretation of the multiplicative connectives ⊗ and O so that φ⊗ ψ (re-
spectively, φOψ) is the type of a session endpoint used for sending (respec-
tively, receiving) a message of type φ and then used according to ψ. In our

155
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setting, the connectives ⊗ and O retain their symmetry since we interpret
φ ⊗ ψ and φ O ψ formulas as the output/input of pairs, in the same spirit
of the original encoding of linear logic proofs proposed by Bellin and Scott
[1994]. This interpretation gives πLIN the ability of modeling bifurcating
protocols of which binary sessions are just a special case. The second rea-
son why πLIN and µMALL∞ get along has to do with the cut elimination
result for µMALL∞. In finitary proof systems for linear logic, cut elimina-
tion may proceed by removing topmost cuts. In µMALL∞ there is no such
notion as a topmost cut since µMALL∞ proofs may be infinite. As a con-
sequence, the cut elimination result for µMALL∞ is proved by eliminating
bottom-most cuts [Baelde et al., 2022]. This strategy fits perfectly with the
reduction semantics of πLIN – and that of any other conventional process
calculus, for that matter – whereby reduction rules act only on the exposed
(i.e. unguarded) part of processes but not behind prefixes. As a result, the
reduction semantics of πLIN is completely ordinary, unlike other logically-
inspired process calculi that incorporate commuting conversions [Wadler,
2014, Lindley and Morris, 2016], perform reductions behind prefixes [Qian
et al., 2021] or swap prefixes [Bellin and Scott, 1994].

In Chapters 4 and 5 we have proposed a type system ensuring the fair ter-
mination of binary/multiparty sessions. In the present chapter we achieve
the same objective using a more basic process calculus and exploiting its
strong logical connection with µMALL∞. In fact, the soundness proof of
our type system piggybacks on the cut elimination property of µMALL∞.
Other session typed calculi based on linear logic with fixed points have
been studied by Lindley and Morris [2016] and Derakhshan and Pfenning
[2019], Derakhshan [2021]. The type systems described in these works re-
spectively guarantee termination and strong progress, whereas our type sys-
tem guarantees fair termination which is somewhat in between these prop-
erties. Overall, our type system seems to hit a sweet spot: on the one hand,
it is deeply rooted in linear logic and yet it can deal with common com-
munication patterns (like the buyer/seller interaction described above) that
admit potentially infinite executions and therefore are out of scope of other
logic-inspired type systems; on the other hand, it guarantees lock freedom
[Kobayashi, 2002a, Padovani, 2014], strong progress [Derakhshan and Pfen-
ning, 2019, Theorem 12.3] and also termination, under a suitable fairness
assumption.

The chapter is organized as follows. In Section 6.1 we show the definition
of the types bu relying on the formulas of linear logic. Notably, these contain
least/greatest fixed points. In Section 6.2 we present syntax and semantics of
πLIN. Section 6.3 introduces the type system for πLIN as well as the validity
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conditions. As usual, we dedicate Section 6.4 to detail the soundness proof
of the type system and Section 6.6 to discuss about related works. Finally,
we are now able to make a comparison between the present type system
and those presented in Chapters 4 and 5. We make such comparison by
examples in Section 6.5.

6.1 Types and Formulas

The types of πLIN are built using the multiplicative additive fragment
of linear logic enriched with least and greatest fixed points. In this

section we specify the syntax of types along with all the auxiliary notions
that are needed to present the type system and prove its soundness.

Definition 6.1.1 (Pre-formula). The syntax of pre-formulas relies on an
infinite set of propositional variables ranged over by X and Y and is defined
by the grammar below:

φ,ψ ::= 0 | ⊤ | 1 | ⊥ | φ⊕ ψ | φN ψ | φ⊗ ψ | φO ψ | µX.φ | νX.φ | X

As usual, µ and ν are the binders of propositional variables and the
notions of free and bound variables are defined accordingly. We assume
that the body of fixed points extends as much as possible to the right of
a pre-formula, so µX.X ⊕ 1 means µX.(X ⊕ 1) and not (µX.X) ⊕ 1. We
write {φ/X} for the capture-avoiding substitution of all free occurrences of
X with φ.

Definition 6.1.2 (Dual of a formula). We write φ⊥ for the dual of φ, which
is the involution defined by the equations

0⊥ = ⊤ (φ⊕ ψ)⊥ = φ⊥ N ψ⊥ (µX.φ)⊥ = νX.φ⊥

1⊥ = ⊥ (φ⊗ ψ)⊥ = φ⊥ O ψ⊥ X⊥ = X

Definition 6.1.3 (Formula). A formula is a closed pre-formula.

In the context of πLIN, formulas describe how linear channels are used.
Positive formulas (those built with the constants 0 and 1, the connectives ⊕
and ⊗ and the least fixed point) indicate output operations whereas negative
formulas (the remaining forms) indicate input operations. The formulas
φ ⊕ ψ and φ N ψ describe a linear channel used for sending/receiving a
tagged channel of type φ or ψ. The tag (either in1 or in2) distinguishes
between the two possibilities. The formulas φ ⊗ ψ and φ O ψ describe a



158 CHAPTER 6. LINEAR LOGIC BASED APPROACH

linear channel used for sending/receiving a pair of channels of type φ and
ψ; µX.φ and νX.φ describe a linear channel used for sending/receiving a
channel of type φ{µX.φ/X} or φ{νX.φ/X} respectively. The constants 1
and ⊥ describe a linear channel used for sending/receiving the unit. Finally,
the constants 0 and ⊤ respectively describe channels on which nothing can
be sent and from which nothing can be received.

Example 6.1.1. Looking at the structure of buyer and seller in Exam-
ple 2.1.1, we can make an educated guess on the type of the channel they
use. Indeed, we see that it is used according to φ

def
= µX.X⊕1 by buyer and

according to ψ
def
= νX.X N ⊥ in seller. Note that φ = ψ⊥, suggesting that

seller and seller may interact correctly when connected. ⌟

Definition 6.1.4 (Subformula ordering). We write ⪯ for the subformula
ordering, that is the least partial order such that φ ⪯ ψ if φ is a subformula
of ψ.

For example, consider φ
def
= µX.νY.X ⊕ Y and ψ

def
= νY.φ ⊕ Y . Then we

have φ ⪯ ψ and ψ ̸⪯ φ. When Φ is a set of formulas, we write minΦ for
its ⪯-minimum formula if it is defined. Occasionally we let ⋆ stand for an
arbitrary binary connective ⊕, ⊗, N, or O and σ stand for an arbitrary fixed
point operator µ or ν.

When two πLIN processes interact on some channel x, they may exchange
other channels on which their interaction continues. We can think of these
subsequent interactions stemming from a shared channel x as being part
of the same conversation (the literature on sessions [Honda, 1993, Hüttel
et al., 2016] builds on this idea [Kobayashi, 2002b, Dardha et al., 2017]).
The soundness proof of the type system is heavily based on the proof of the
cut elimination property of µMALL∞, which relies on the ability to uniquely
identify the types of the channels that belong to the same conversation and
to trace conversations within typing derivations. Following the literature
on µMALL∞ [Baelde et al., 2016, Doumane, 2017, Baelde et al., 2022], we
annotate formulas with addresses. We assume an infinite set A of atomic
addresses, A⊥ being the set of their duals such that A∩A⊥ = ∅ and A⊥⊥ =
A. We use a and b to range over elements of A ∪A⊥.

Definition 6.1.5 (Address). An address is a string aw where w ∈ {i, l, r}∗.
The dual of an address is defined as (aw)⊥ = a⊥w.

We use α and β to range over addresses, we write ≤ for the prefix relation
on addresses and we say that α and β are disjoint if α ̸≤ β and β ̸≤ α.
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Definition 6.1.6 (Type). A type is a formula φ paired with an address α
written φα.

We use S and T to range over types and we extend to types several
operations defined on formulas: we use logical connectives to compose types
so that φαl ⋆ ψαr

def
= (φ ⋆ ψ)α and σX.φαi

def
= (σX.φ)α; the dual of a type

is obtained by dualizing both its formula and its address, that is (φα)
⊥ def

=
φ⊥
α⊥ ; type substitution preserves the address in the type within which the

substitution occurs, but forgets the address of the type being substituted,
that is φα{ψβ/X} def

= φ{ψ/X}α.
We often omit the address of constants (which represent terminated con-

versations) and we write S for the formula obtained by forgetting the address
of S. Finally, we write ⇝ for the least reflexive relation on types such that
S1 ⋆ S2 ⇝ Si and σX.S ⇝ S{σX.S/X}.

Example 6.1.2. Consider once again the formula φ
def
= µX.X ⊕ 1 that

describes the behavior of buyer (Example 6.1.1) and let a be an arbitrary
atomic address. We have

φa ⇝ (φ⊕ 1)ai ⇝ φail ⇝ (φ⊕ 1)aili ⇝ 1ailir

where the fact that the types in this sequence all share a common non-empty
prefix ‘a’ indicates that they belong to the same conversation. Note how the
symbols i, l and r composing an address indicate the step taken in the syntax
tree of types for making a move in this sequence: i means “inside”, when
a fixed point operator is unfolded, whereas l and r mean “left” and “right”,
when the corresponding branch of a connective is selected. ⌟

6.2 Calculus

In this section we define syntax and reduction semantics of πLIN, a
variant of the linear π-calculus [Kobayashi et al., 1999] in which all

channels are meant to be used for exactly one communication. The calculus
supports (co)recursive data types built using units, pairs and disjoint sums.
These data types are known to be the essential ingredients for the encoding
of sessions in the linear π-calculus [Kobayashi, 2002b, Dardha et al., 2017,
Scalas et al., 2017].

6.2.1 Syntax of Processes

We assume an infinite set of channels ranged over by x, y and z.
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P,Q ::= x↔ y link
| casex{} empty in
| x().P unit in
| x(z, y).P pair in
| casex(y){P,Q} sum in
| corecx(y).P corec

| (x)(P |Q) comp
| P ⊕Q choice
| x() unit out
| x(z, y)(P |Q) pair out
| ini x(y).P sum out i ∈ {1, 2}
| recx(y).P rec

Figure 6.1: Syntax of πLIN

πLIN processes are coinductively generated by the productions of the
grammar shown in Figure 6.1. A link x ↔ y acts as a linear forwarder
Gardner et al. [2007] that forwards a single message either from x to y or
from y to x. The uncertainty in the direction of the message is resolved
once the term is typed and the polarity of the types of x and y is fixed (as
we will show in Section 6.3). The term casex{} represents a process that
receives an empty message from x and then fails. This form is only useful in
the metatheory: the type system guarantees that well-typed processes never
fail, since it is not possible to send empty messages. The term x() models a
process that sends the unit on x, effectively indicating that the interaction
is terminated, whereas x().P models a process that receives the unit from
x and then continues as P . The term x(y, z)(P | Q) models a process that
creates two new channels y and z, sends them in a pair on channel x and
then forks into two parallel processes P and Q. Dually, x(y, z).P models a
process that receives a pair containing two channels y and z from channel x
and then continues as P . The term ini x(y).P models a process that creates
a new channel y and sends ini(y) (that is, the i-th injection of y in a disjoint
sum) on x. Dually, casex(y){P1, P2} receives a disjoint sum from channel x
and continues as either P1 or P2 depending on the tag ini it has been built
with. For clarity, in some examples we will use more descriptive labels such
as add and pay instead of in1 and in2. The terms recx(y).P and corecx(y).P
model processes that respectively send and receive a new channel y and
then continue as P . They do not contribute operationally to the interaction
being modeled, but they indicate the points in a program where (co)recursive
types are unfolded. A term (x)(P | Q) denotes the parallel composition of
two processes P and Q that interact through the fresh channel x. Finally,
the term P ⊕Q models a non-deterministic choice between two behaviors P
and Q.

πLIN binders are easily recognizable because they enclose channel names
in round parentheses. Note that all outputs are in fact bound outputs. The



6.2. CALCULUS 161

output of free channels can be modeled by combining bound outputs with
links [Lindley and Morris, 2016]. For example, the output x⟨y, z⟩ of a pair of
free channels y and z can be modeled as the term x(y′, z′)(y ↔ y′ | z ↔ z′).
We identify processes modulo renaming of bound names, we write fn(P ) for
the set of channel names occurring free in P and we write {y/x} for the
capture-avoiding substitution of y for the free occurrences of x. We impose
a well-formedness condition on processes so that, in every sub-term of the
form x(y, z)(P |Q), we have y ̸∈ fn(Q) and z ̸∈ fn(P ).

We omit any concrete syntax for representing infinite processes. Instead,
we work directly with infinite trees obtained by corecursively unfolding con-
tractive equations of the form A(x1, . . . , xn) = P . For each such equation,
we assume that fn(P ) ⊆ {x1, . . . , xn} and we write A⟨y1, . . . , yn⟩ for its
unfolding P{yi/xi}1≤i≤n.

Notation 1. To reduce clutter due to the systematic use of bound outputs,
by convention we omit the continuation called y in Figure 6.1 when its name
is chosen to coincide with that of the channel x on which y is sent/received.
For example, with this notation we have x(z).P = x(z, x).P and ini x.P =
ini x(x).P and casex{P,Q} = casex(x){P,Q}. ⌟

A welcome side effect of adopting Notation 1 is that it gives the illusion
of working with a session calculus in which the same channel x may be
used repeatedly for multiple input/output operations, while in fact x is
a linear channel used for exchanging a single message along with a fresh
continuation that turns out to have the same name. If one takes this notation
as native syntax for a session calculus, its linear π-calculus encoding [Dardha
et al., 2017] turns out to be precisely the πLIN term it denotes. Besides, the
idea of rebinding the same name over and over is widespread in session-
based functional languages [Gay and Vasconcelos, 2010, Padovani, 2017] as
it provides a simple way of “updating the type” of a session endpoint after
each use.

Example 6.2.1. Below we model the interaction informally described in
Example 2.1.1 between buyer and seller using the syntactic sugar defined
in Notation 1:

(x)(Buyer⟨x⟩ | Seller⟨x, y⟩)
Buyer(x) = recx.(addx.Buyer⟨x⟩ ⊕ payx.x())

Seller(x, y) = corecx.casex{Seller⟨x, y⟩, x().y()}

At each round of the interaction, the buyer decides whether to add an
item to the shopping cart and repeat the same behavior (left branch of the
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[sp-link] x↔ y ≼ y ↔ x
[sp-comm] (x)(P |Q) ≼ (x)(Q | P )
[sp-assoc] (x)(P | (y)(Q |R)) ≼ (y)((x)(P |Q) |R) if x ∈ fn(Q),

y ̸∈ fn(P ), x ̸∈ fn(R)

Figure 6.2: Structural pre-congruence of πLIN

choice) or to pay the seller and terminate (right branch of the choice). The
seller reacts dually and signals its termination by sending a unit on the
channel y. As we will see in Section 6.3, recx and corecx identify the
points within processes where (co)recursive types are unfolded.

If we were to define Buyer using distinct bound names we would write
an equation like

Buyer(x) = recx(y).(add y(z).Buyer⟨z⟩ ⊕ pay y(z).z())

and similarly for Seller. ⌟

6.2.2 Operational Semantics

The operational semantics of the calculus is given in terms of the
structural precongruence relation ≼ and the reduction relation → de-

fined in Figures 6.2 and 6.3. As usual, structural precongruence relates
processes that are syntactically different but semantically equivalent. In
particular, [sp-link] states that linking x with y is the same as linking y
with x, whereas [sp-comm] and [sp-assoc] state the expected commutativity
and associativity laws for parallel composition. Concerning the latter, the
side condition x ∈ fn(Q) makes sure that Q (the process brought closer to
P when the relation is read from left to right) is indeed connected with P
by means of the channel x. Note that [sp-assoc] only states the right-to-left
associativity of parallel composition and that the left-to-right associativity
law (x)((y)(P | Q) | R) ≼ (y)(P | (x)(Q | R)) is derivable when x ∈ fn(Q).
The reduction relation is mostly unremarkable. Links are reduced with [rp-

link] by effectively merging the linked channels. All the reductions that
involve the interaction between processes except [rp-unit] create new con-
tinuations channels that connect the reducts. The rule [rp-choice] models
the non-deterministic choice between two behaviors. Finally, [rp-cut] and
[rp-struct] close reductions by cuts and structural precongruence. In the
following we write ⇒ for the reflexive, transitive closure of → and we say
that P is stuck if there is no Q such that P → Q.
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rp-link

(x)(x↔ y | P ) → P{y/x}

rp-unit

(x)(x() | x().P ) → P

rp-pair

(x)(x(z, y)(P1 | P2) | x(z, y).Q) → (z)(P1 | (y)(P2 |Q))

rp-sum

(x)(ini x(y).P | casex(y){P1, P2}) → (y)(P | Pi)
i ∈ {1, 2}

rp-rec

(x)(recx(y).P | corecx(y).Q) → (y)(P |Q)

rp-choice

P1 ⊕ P2 → Pi
i ∈ {1, 2}

rp-cut
P → Q

(x)(P |R) → (x)(Q |R)

rp-struct
P ≼ P ′ P ′ → Q′ Q′ ≼ Q

P → Q

Figure 6.3: Reduction of πLIN

6.3 Type System

In this section we present the typing rules for πLIN. As usual we
introduce typing contexts to track the type of the names occurring

free in a process. A typing context is a finite map from names to types
written x1 : S1, . . . , xn : Sn. We use Γ and ∆ to range over contexts, we
write dom(Γ) for the domain of Γ and Γ,∆ for the union of Γ and ∆ when
dom(Γ) ∩ dom(∆) = ∅. Typing judgments have the form P ⊢ Γ and we
say that P is quasi typed in Γ. For the time being we say “quasi typed”
and not “well typed” because some infinite derivations using the rules in
Section 6.3.1 are invalid. Well-typed processes are quasi-typed processes
whose typing derivation satisfies some additional validity conditions that we
detail in Section 6.3.2.

6.3.1 Typing Rules

We say that P is quasi typed in Γ if the judgment P ⊢ Γ is coinduc-
tively derivable using the rules shown in Figure 6.4 Rule [ax] states
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x↔ y ⊢ x : φα, y : φ⊥
β

[ax]
P ⊢ Γ, x : S Q ⊢ ∆, x : S⊥

(x)(P |Q) ⊢ Γ,∆
[cut]

casex{} ⊢ Γ, x : ⊤
[⊤]

P ⊢ Γ

x().P ⊢ Γ, x : ⊥
[⊥]

x() ⊢ x : 1
[1]

P ⊢ Γ, y : S, z : T

x(y, z).P ⊢ Γ, x : S O T
[O]

P ⊢ Γ, y : S Q ⊢ ∆, z : T

x(y, z)(P |Q) ⊢ Γ,∆, x : S ⊗ T
[⊗]

P ⊢ Γ, y : S Q ⊢ Γ, y : T

casex(y){P,Q} ⊢ Γ, x : S N T
[N]

P ⊢ Γ, y : Si

ini x(y).P ⊢ Γ, x : S1 ⊕ S2
[⊕]

P ⊢ Γ, y : S{νX.S/X}
corecx(y).P ⊢ Γ, x : νX.S

[ν]
P ⊢ Γ, y : S{µX.S/X}
recx(y).P ⊢ Γ, x : µX.S

[µ]

P ⊢ Γ Q ⊢ Γ

P ⊕Q ⊢ Γ
[choice]

Figure 6.4: Typing rules for πLIN

that a link x↔ y is quasi typed provided that x and y have dual types, but
not necessarily dual addresses. Rule [cut] states that a process composition
(x)(P |Q) is quasi typed provided that P and Q use the linear channel x in
complementary ways, one according to some type S and the other according
to the dual type S⊥. Note that the context Γ,∆ in the conclusion of the
rule is defined provided that Γ and ∆ have disjoint domains. This condition
entails that P and Q do not share any channel other than x ensuring that
the interation between P and Q may proceed without deadlocks. Rule [⊤]

deals with a process that receives an empty message from channel x. Since
this cannot happen, we allow the process to be quasi typed in any context.
Rules [1] and [⊥] concern the exchange of units. The former rule states that
x() is quasi typed in a context that contains a single association for the x
channel with type 1, whereas the latter rule removes x from the context
(hence from the set of usable channels), requiring the continuation process
to be quasi typed in the remaining context. Rules [⊗] and [O] concern the
exchange of pairs. The former rule requires the two forked processes P and
Q to be quasi typed in the respective contexts enriched with associations for
the continuation channels y and z being created. The latter rule requires
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the continuation process to be quasi typed in a context enriched with the
channels extracted from the received pair. Rules [⊕] and [N] deal with the
exchange of disjoint sums in the expected way. Rules [µ] and [ν] deal with
fixed point operators by unfolding the (co)recursive type of the channel x.
As in µMALL∞, the two rules have exactly the same structure despite the
fact that the two fixed point operators being used are dual to each other.
Clearly, the behavior of least and greatest fixed points must be distinguished
by some other means, as we will see in Section 6.3.2 when discussing the va-
lidity of a typing derivation. Finally, [choice] deals with non-deterministic
choices by requiring that each branch of a choice must be quasi typed in
exactly the same typing context as the conclusion.

Besides the structural constraints imposed by the typing rules, we implic-
itly require that the types in the range of all typing contexts have pairwise
disjoint addresses. This condition ensures that it is possible to uniquely trace
a communication protocol in a typing derivation: if we have two channels x
and y associated with two types φα and ψβ such that α ≤ β, then we know
that y is a continuation resulting from a communication that started from
x. In a sense, x and y represent different moments in the same conversation.

Remark 6.3.1. The typing rules in Figure 6.4 except [choice] are in one-to-
one correspondence with those of the µMALL∞ proof system [Baelde et al.,
2016, Doumane, 2017]. Concerning [choice], it does not alter in any way
the context of the process being typed. This implies that the type system
is a conservative extension of µMALL∞. That is, if P ⊢ x1 : S1, . . . , xn : Sn
is coinductively derivable using the rules in Figure 6.4, then ⊢ S1, . . . , Sn is
coinductively derivable in µMALL∞. The converse is also true, although the
proof term P is not uniquely determined.

Example 6.3.1 (Buyer - Seller). Let us show that the system described in

Example 6.2.1 is quasi typed. To this aim, let φ
def
= µX.X ⊕ 1 and ψ

def
=

νX.X N⊥ respectively be the formulas describing the behavior of Buyer and
Seller on the channel x. Note that ψ = φ⊥ and let a be an arbitrary atomic
address. We derive

...

Buyer⟨x⟩ ⊢ x : φail
[⊕]

addx.Buyer⟨x⟩ ⊢ x : (φ⊕ 1)ai

[1]
x() ⊢ x : 1

[⊕]
payx.x() ⊢ x : (φ⊕ 1)ai

[choice]
addx.Buyer⟨x⟩ ⊕ payx.x() ⊢ x : (φ⊕ 1)ai

[µ]
Buyer⟨x⟩ ⊢ x : φa
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and also

...

Seller⟨x, y⟩ ⊢ x : ψa⊥il, y : 1

[1]
y() ⊢ y : 1

[⊥]
x().y() ⊢ x : ⊥, y : 1

[N]
casex{Seller⟨x, y⟩, x().y()} ⊢ x : (ψ N ⊥)a⊥i, y : 1

[ν]
Seller⟨x, y⟩ ⊢ x : ψa⊥ , y : 1

showing that Buyer and Seller are quasi typed. Note that both derivations
are infinite, but for dual reasons. In Buyer the infinite branch corresponds
to the behavior in which Buyer chooses to add one more item to the shopping
cart. This choice is made independently of the behavior of other processes
in the system. In Seller, the infinite branch corresponds to the behavior in
which Seller receives one more add message from Buyer. By combining these
derivations we obtain

...

Buyer⟨x⟩ ⊢ x : φa

...

Seller⟨x, y⟩ ⊢ x : ψa⊥ , y : 1
[cut]

(x)(Buyer⟨x⟩ | Seller⟨x, y⟩) ⊢ y : 1

showing that the system as a whole is quasi typed. ⌟

6.3.2 From Quasi Typed to Well Typed Processes

As we have anticipated, there exist infinite typing derivations that are
unsound from a logical standpoint, because they allow us to prove 0

or the empty sequent. Hence, the typing rules presented in Figure 6.4 must
be combined with additional validity conditions.

Example 6.3.2. Consider the non-terminating process Ω(x) = Ω⟨x⟩⊕Ω⟨x⟩.
We obtain the following infinite derivation showing that Ω⟨x⟩ is quasi typed.

...

Ω⟨x⟩ ⊢ x : 0

...

Ω⟨x⟩ ⊢ x : 0
[choice]

Ω⟨x⟩ ⊢ x : 0

As illustrated by the next example, there exist non-terminating processes
that are quasi typed also in logically sound contexts.

Example 6.3.3 (Compulsive Buyer). Consider the following variant of the
Buyer process

Buyer(x) = recx.addx.Buyer⟨x⟩
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that models a “compulsive buyer”, namely a buyer that adds infinitely many
items to the shopping cart but never pays. Using φ

def
= µX.X ⊕ 1 and an

arbitrary atomic address a we can build the following infinite derivation
...

Buyer⟨x⟩ ⊢ x : φail
[⊕]

addx.Buyer⟨x⟩ ⊢ x : (φ⊕ 1)ai
[µ]

Buyer⟨x⟩ ⊢ x : φa

showing that this process is quasi typed. By combining this derivation with
the one for Seller in Example 6.3.1 we obtain a derivation establishing that
(x)(Buyer⟨x⟩ | Seller⟨x, y⟩) is quasi typed in the context y : 1, although this
composition cannot terminate. ⌟

To rule out unsound derivations like those in Examples 6.3.2 and 6.3.3 it
is necessary to impose a validity condition on derivations [Baelde et al., 2016,
Doumane, 2017]. Roughly speaking, µMALL∞’s validity condition requires
every infinite branch of a derivation to be supported by the continuous
unfolding of a greatest fixed point. In order to formalize this condition, we
start by defining threads, which are sequences of types describing sequential
interactions at the type level.

Definition 6.3.1 (Thread). A thread of S is a sequence of types (Si)i∈o for
some o ∈ ω + 1 such that S0 = S and Si ⇝ Si+1 whenever i+ 1 ∈ o.

Hereafter we use t to range over threads.

Example 6.3.4. Consider φ
def
= µX.X⊕1 from Example 6.1.1 we have that

t
def
= (φa, (φ⊕ 1)ai, φail, . . . ) is an infinite thread of φa.

A thread is stationary if it has an infinite suffix of equal types. The
thread t from Example 6.3.4 is not stationary. Among all threads, we are
interested in finding those in which a ν-formula is unfolded infinitely often.
These threads, called ν-threads, are precisely defined thus:

Definition 6.3.2 (ν-thread). Let t = (Si)i∈ω be an infinite thread, let t be
the corresponding sequence (Si)i∈ω of formulas and let inf(t) be the set of
elements of t that occur infinitely often in t. We say that t is a ν-thread if
min inf(t) is defined and is a ν-formula.

Example 6.3.5. Consider the infinite thread t from Example 6.3.4. We
have inf(t) = {φ,φ + 1} and min inf(t) = φ, so t is not a ν-thread because
φ is not a ν-formula.
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Example 6.3.6. Consider the following formulas

φ
def
= νX.µY.X + Y ψ

def
= µY.φ+ Y

Observe that ψ is the “unfolding” of φ. Now

t1
def
= (φa, ψai, (φ+ ψ)aii, φaiil, . . . )

is a thread of φa such that inf(t1) = {φ,ψ, φ+ψ} and we have min inf(t1) = φ
because φ ⪯ ψ, so t1 is a ν-thread. If, on the other hand, we consider the
thread

t2
def
= (φa, ψai, (φ+ ψ)aii, ψaiir, (φ+ ψ)aiiri, . . . )

such that inf(t2) = {ψ,φ + ψ} we have min inf(t2) = ψ because ψ ⪯ φ + ψ,
so t2 is not a ν-thread.

Intuitively, the ⪯-minimum formula among those that occur infinitely
often in a thread is the outermost fixed point operator that is being unfolded
infinitely often. It is possible to show that this minimum formula is always
well defined [Doumane, 2017]. If such minimum formula is a greatest fixed
point operator, then the thread is a ν-thread.

Now we proceed by identifying threads along branches of typing deriva-
tions. To this aim, we provide a precise definition of branch.

Definition 6.3.3 (Branch). A branch of a typing derivation is a sequence
(Pi ⊢ Γi)i∈o of judgments for some o ∈ ω+1 such that P0 ⊢ Γ0 occurs some-
where in the derivation and Pi+1 ⊢ Γi+1 is a premise of the rule application
that derives Pi ⊢ Γi whenever i+ 1 ∈ o.

An infinite branch is valid if supported by a ν-thread that originates
somewhere therein.

Definition 6.3.4 (Valid Branch). Let γ = (Pi ⊢ Γi)i∈ω be an infinite branch
in a derivation. We say that γ is valid if there exists j ∈ ω such that (Sk)k≥j
is a non-stationary ν-thread and Sk is in the range of Γk for every k ≥ j.

Example 6.3.7. The infinite branch in the typing derivation for Seller
of Example 6.1.1 is valid since it is supported by the ν-thread (ψa⊥ , (ψ N
⊥)a⊥i, ψa⊥il, . . . ) where ψ

def
= νX.X N ⊥ happens to be the ⪯-minimum for-

mula that is unfolded infinitely often.

Example 6.3.8. The infinite branch in the typing derivation for Buyer of
Example 6.3.3 is invalid, because the only infinite thread in it is (φa, (φ ⊕
1)ai, φail, . . . ) which is not a ν-thread.
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A µMALL∞ derivation is valid if so is every infinite branch in it [Baelde
et al., 2016, Doumane, 2017]. For the purpose of ensuring fair termina-
tion, this condition is too strong because some infinite branches in a typing
derivation may correspond to unfair executions that, by definition, we ne-
glect insofar its termination is concerned. For example, the infinite branch
in the derivation for Buyer of Example 6.1.1 corresponds to an unfair run
in which the buyer insists on adding items to the shopping cart, despite it
periodically has a chance of paying the seller and terminate the interaction.
That typing derivation for Buyer would be considered an invalid proof in
µMALL∞ because the infinite branch is not supported by a ν-thread (in
fact, there is a µ-formula that is unfolded infinitely many times along that
branch, as in Example 6.3.3).

It is generally difficult to understand if a branch corresponds to a fair
or unfair run because the branch describes the evolution of an incomplete
process whose behavior is affected by the interactions it has with processes
found in other branches of the derivation. However, we can detect (some)
unfair branches by looking at the non-deterministic choices they traverse,
since choices are made autonomously by processes. To this aim, we introduce
the notion of rank to estimate the least number of choices a process can
possibly make during its lifetime.

Definition 6.3.5 (Rank). Let r and s range over the elements of N∞ def
=

N ∪ {∞} equipped with the expected total order ≤ and operation + such
that r+∞ = ∞+ r = ∞. The rank of a process P , written |P |, is the least
element of N∞ such that

|x↔ y| = 0
|casex{}| = 0

|x()| = 0
|x().P | = |P |

|x(y, z).P | = |P |
|ini x(y).P | = |P |

|recx(y).P | = |P |
|corecx(y).P | = |P |

|casex(y){P,Q}| = max{|P |, |Q|}
|P ⊕Q| = 1 +min{|P |, |Q|}

|(x)(P |Q)| = |P |+ |Q|
|x(y, z)(P |Q)| = |P |+ |Q|

Roughly, the rank of terminated processes is 0, that of processes with a
single continuation P coincides with the rank of P , and that of processes
spawning two continuations P and Q is the sum of the ranks of P and Q.
Then, the rank of a sum input with continuations P and Q is conservatively
estimated as the maximum of the ranks of P and Q, since we do not know
which one will be taken, whereas the rank of a choice with continuations P
and Q is 1 plus the minimum of the ranks of P and Q.
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Example 6.3.9. Consider Buyer and Seller from Example 6.2.1 and Ω
from Example 6.3.2. Then have |Buyer⟨x⟩| = 1, |Seller⟨x, y⟩| = 0 and
|Ω⟨x⟩| = ∞.

Note that |P | only depends on the structure of P but not on the actual
names occurring in P . As a consequence, when P is defined by means of a
finite system of equations, the value of |P | too can be determined by a finite
system of equations.

Example 6.3.10. Consider the definition of Buyer found in Example 6.2.1.
In order to compute |Buyer⟨x⟩| we consider the system of equations

|Buyer⟨•⟩| = |add •(•).Buyer⟨•⟩ ⊕ pay •(•).•()|
|add •(•).Buyer⟨•⟩ ⊕ pay •(•).•()| = 1 +min{

|add •(•).Buyer⟨•⟩|,
|pay •(•).•()|}

|add •(•).Buyer⟨•⟩| = |Buyer⟨•⟩|
|pay •(•).•()| = |•()|

|•()| = 0

where we have used a placeholder • in place of every channel name occurring
in these terms. ⌟

Every such system of equations can be thought of as a function F :
(N∞)n → (N∞)n on the complete lattice (N∞)n ordered by the pointwise
extension of ≤ in N∞. Note that F is monotone, because all the operators
occurring in the definition of rank (see Definition 6.3.5) are monotone. So,
F has a least fixed point by the Knaster-Tarski theorem and the rank of P
is the component of this fixed point that corresponds to |P |.

Example 6.3.11. For system of equations in Example 6.3.10 we have n = 5
and we have

F(x1, x2, x3, x4, x5) = (x2, 1 + min{x3, x4}, x1, x5, 0)

whose least solution is (1, 1, 1, 0, 0). Now |Buyer⟨x⟩| corresponds to the first
component of this solution, that is 1. ⌟

Definition 6.3.6. A branch is fair if it traverses finitely many, finitely-
ranked choices.

A finitely-ranked choice is at finite distance from a region of the process in
which there are no more choices. An unfair branch gets close to such region
infinitely often, but systematically avoids entering it. Note that every finite
branch is also fair, but there are fair branches that are infinite.
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Example 6.3.12. All the infinite branches inside the derivation of Exam-
ple 6.3.2 and the only infinite branch in the derivation for Seller⟨x, y⟩ of
Example 6.3.1 are fair since they do not traverse any finitely-ranked choice.
On the contrary, the only infinite branch in the derivation for Buyer⟨x⟩ of
the Example 6.3.1 is unfair since it traverses infinitely many finitely-ranked
choices. All fair branches in the same derivation for Buyer are finite.

At last we can define our notion of well-typed process.

Definition 6.3.7 (Well-Typed Process). We say that P is well typed in Γ,
written P ⊩ Γ, if the judgment P ⊢ Γ is derivable and each fair, infinite
branch in its derivation is valid.

Example 6.3.13. Ω is ill typed since the fair, infinite branches in Exam-
ple 6.3.2 are all invalid.

Theorem 6.3.1 (Soundness). If P ⊩ x : 1 and P ⇒ Q then Q⇒ x().

As for the session-based calculi (Chapters 4 and 5) Theorem 6.3.1 en-
tails all the good properties we expect from well-typed processes: failure
freedom (no unguarded sub-process case y{} ever appears), deadlock free-
dom (if the process stops it is terminated), lock freedom [Kobayashi, 2002a,
Padovani, 2014] (every pending action can be completed in finite time) and
junk freedom (every channel can be depleted).

6.3.3 Examples

We dedicate the rest of the section to show some more involved ex-
amples. In Example 6.3.14 we show the implementation of a parallel

programming pattern. Example 6.3.15 models a simple Fwd that has the
peculiarity of unfolds a leas fixed point infinitely many times. At last, in
Example 6.3.16 we model a slot machine.

Example 6.3.14 (Parallel Programming). In this example we see a πLIN
modeling of a parallel programming pattern whereby a Work process cre-
ates an unbounded number of workers each one dedicated to an independent
task and a Gather process collects and combines the partial results from the
workers. The processes Work and Gather are defined as follows:

Work(x) = recx.(complexx.x(y)(y() |Work⟨x⟩)⊕ simplex.x())

Gather(x, z) = corecx.casex{x(y).y().Gather⟨x, z⟩, x().z()}
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At each iteration the Work process non-deterministically decides whether
the task is complex (left hand side of the choice) or simple (right hand side
of the choice). In the first case, it bifurcates into a new worker, which in
the example simply sends a unit on y, and another instance of itself. In
the second case it terminates. The Gather process joins the results from all
the workers before signalling its own termination by sending a unit on z.
Note that the number of actions Gather has to perform before terminating is
unbounded, as it depends on the non-deterministic choices made by Work.

Below is a typing derivation for Work where φ
def
= µX.(1⊗X)⊕ 1 and a

is an arbitrary atomic address:

[1]
y() ⊢ y : 1

...

Work⟨x⟩ ⊢ x : φailr
[⊗]

x(y)(y() |Work⟨x⟩) ⊢ x : (1⊗ φ)ail
[⊕]

complexx . . . ⊢ x : ((1⊗ φ)⊕ 1)ai
[1], [⊕]

simplex.x() ⊢ x : . . .
[choice]

complexx.x(y)(y() |Work⟨x⟩)⊕ simplex.x() ⊢ x : ((1⊗ φ)⊕ 1)ai
[µ]

Work⟨x⟩ ⊢ x : φα

Note that the only infinite branch in this derivation is unfair because it
traverses infinitely many choices with rank 1 = |Work⟨x⟩|. So, Work is well
typed.

Concerning Gather, we obtain the following typing derivation where ψ
def
=

νX.(⊥ OX) N ⊥:
...

Gather⟨x, z⟩ ⊢ x : ψa⊥ilr, z : 1
[⊥]

y().Gather⟨x, z⟩ ⊢ x : ψa⊥ilr, y : ⊥, z : 1
[O]

x(y).y().Gather⟨x, z⟩ ⊢ x : (⊥ O ψ)a⊥il, z : 1 x().z() ⊢ x : ⊥, z : 1
[N]

casex{x(y).y().Gather⟨x, z⟩, x().z()} ⊢ x : ((⊥ O ψ) N ⊥)a⊥i, z : 1
[ν]

Gather⟨x, z⟩ ⊢ x : ψa⊥ , z : 1

Here too there is just one infinite branch, which is fair and supported by
the ν-thread t = (ψa⊥ , ((⊥ O ψ) N ⊥)a⊥i, (⊥ O ψ)a⊥il, ψa⊥ilr, . . . ). Indeed,
all the formulas in t occur infinitely often and min inf(t) = ψ which is a ν-
formula. Hence, Gather is well typed and so is the composition (x)(Work⟨x⟩|
Gather⟨x, z⟩) in the context z : 1. We conclude that the program is fairly
terminating, despite the fact that the composition of Work and Gather may
grow arbitrarily large because Work may spawn an unbounded number of
workers. ⌟
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Example 6.3.15 (Forwarder). In this example we illustrate a deterministic,
well-typed process that unfolds a least fixed point infinitely many times. In
particular, we consider once again the formulas φ

def
= µX.X ⊕ 1 and ψ

def
=

νX.X N ⊥ and the process Fwd defined by the equation

Fwd(x, y) = corecx.rec y.casex{in1 y.Fwd⟨x, y⟩, in2 y.x().y()}

which forwards the sequence of messages received from channel x to channel
y. We derive

...

Fwd⟨x, y⟩ ⊢ x : ψail, y : φbil
[⊕]

in1 y . . . ⊢ x : ψail, y : (φ⊕ 1)bi

[1], [⊥]
x().y() ⊢ x : ⊥, y : 1

[⊕]
in2 y . . . ⊢ x : ⊥, y : (φ⊕ 1)bi

[N]
casex{in1 y.Fwd⟨x, y⟩, in2 y.x().y()} ⊢ x : (ψ N ⊥)ai, y : (φ⊕ 1)bi

[ν], [µ]
Fwd⟨x, y⟩ ⊢ x : ψa, y : φb

and observe that |Fwd⟨x, y⟩| = 0. This typing derivation is valid because the
only infinite branch is fair and supported by the ν-thread of ψa. Note that
φ = ψ⊥ and that the derivation proves an instance of [ax]. In general, the
axiom is admissible in µMALL∞ [Baelde et al., 2016]. ⌟

Example 6.3.16 (Slot Machine). Rank finiteness is not a necessary condi-
tion for well typedness. As an example, consider the system (x)(Player⟨x⟩ |
Machine⟨x, y⟩) where

Player(x) = recx.(playx.casex{Player⟨x⟩, recx.quitx.x()} ⊕ quitx.x())
Machine(x, y) = corecx.

casex{winx.Machine⟨x, y⟩ ⊕ losex.Machine⟨x, y⟩, x().y()}

which models a game between a player and a slot machine. At each round,
the player decides whether to play or to quit. In the first case, the slot ma-
chine answers with either win or lose. If the player wins, it also quits. Oth-
erwise, it repeats the same behavior. It is possible to show that Player⟨x⟩ ⊢
x : φa and Machine⟨x, y⟩ ⊢ x : ψa⊥ , y : 1 are derivable where φ

def
= µX.(X N

X)⊕1 and ψ
def
= νX.(X⊕X)N⊥. For convenience, we define φ′ def

= (φNφ)⊕1
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and we abbreviate Player to P . Note that φ′ is the unfolding of φ.

...

P ⟨x⟩ ⊢ x : φaill

[1]
x() ⊢ x : 1

[⊕]
quitx.x() ⊢ x : φ′

ailri
[µ]

recx . . . ⊢ x : φailr
[N]

casex{P ⟨x⟩, recx . . . } ⊢ x : (φN φ)ail
[⊕]

playx.casex{P ⟨x⟩, recx . . . } ⊢ x : φ′
ai

[1]
x() ⊢ x : 1

[⊕]
quitx.x() ⊢ x : φ′

ai

playx . . .⊕ quitx.x() ⊢ x : φ′
ai

[µ]
P ⟨x⟩ ⊢ x : φa

Note that the only infinite branch in the derivation for Player is unfair since
|Player⟨x⟩| = 1. Hence, Player is well typed.

Below is the typing derivation showing that Machine is quasi typed. For
convenience, we define ψ′ def

= ψ ⊕ ψ, we abbreviate Machine to M and we
show the derivation only for the win branch since the lose is the same.

...

M⟨x, y⟩ ⊢ x : ψbill, y : 1
[⊕]

winx . . . ⊢ x : ψ′
bil, y : 1

...
[⊕]

losex . . . ⊢ . . .
[choice]

winx . . .⊕ losex . . . ⊢ x : ψ′
bil, y : 1

[1]
y() ⊢ y : 1

[⊥]
x().y() ⊢ x : ⊥, y : 1

[N]
casex{winx . . .⊕ losex . . . , x().y()} ⊢ x : (ψ′ N ⊥)bi, y : 1

[ν]
M⟨x, y⟩ ⊢ x : ψb, y : 1

There are infinitely many branches in the derivation for Machine account-
ing for all the sequences of win and lose choices that can be made. Since
|Machine⟨x, y⟩| = ∞, all these branches are fair but also valid. So, the
system as a whole is well typed. ⌟

6.4 Correctness

In this section we present the proof of Theorem 6.3.1. In general, the
proof technique follows again that presented in Sections 4.3 and 5.3.

However, the different scenario implies different design choices. Hence, we
think that it is worth showing a more detailed sketch of the proof of Theo-
rem 6.3.1 by introducing the main intermediate results and by relating them
to µMALL∞. Then, as in Sections 4.3 and 5.3, we present all the detailed
proofs.
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6.4.1 Proof Sketch

Here we informally explain the main results that are needed in order
to prove Theorem 6.3.1. Roughly, the most important lemmas tell

that typing is preserved by reduction (subject reduction) and that a well
typed process can always reach termination (weak termination).

Theorem 6.4.1 (Subject Reduction). If P ⊩ Γ and P → Q then Q ⊩ Γ.

All reductions in Figure 6.3 except those for non-deterministic choices
correspond to cut-elimination steps in a quasi typing derivation. As an illus-
tration, below is a fragment of derivation tree for two processes exchanging
a pair of y and z on channel x.

...

P ⊢ Γ, y : S

...

Q ⊢ ∆, z : T
[⊗]

x(y, z)(P |Q) ⊢ Γ,∆, x : S ⊗ T

...

R ⊢ Γ′, y : S⊥, z : T⊥

[O]
x(y, z).R ⊢ Γ′, x : S⊥ O T⊥

[cut]
(x)(x(y, z)(P |Q) | x(y, z).R) ⊢ Γ,∆,Γ′

As the process reduces, the quasi typing derivation is rearranged so that
the cut on x is replaced by two cuts on y and z. The resulting quasi typing
derivation is shown below.

...

P ⊢ Γ, y : S

...

Q ⊢ ∆, z : T

...

R ⊢ Γ′, y : S⊥, z : T⊥

[cut]
(z)(Q |R) ⊢ ∆,Γ′, y : S⊥

[cut]
(y)(P | (z)(Q |R)) ⊢ Γ,∆,Γ′

It is also interesting to observe that, when P → Q, the reduct Q is well
typed in the same context as P but its rank may be different. In particular,
the rank of Q can be greater than the rank of P . Recalling that the rank of
a process estimates the number of choices that the process must perform to
terminate, the fact that the rank of Q increases means that Q moves away
from termination instead of getting closer to it (we will see an instance where
this phenomenon occurs in Example 6.3.14). What really matters is that a
well-typed process is weakly terminating. This is the second key property
ensured by our type system.

Lemma 6.4.1 (Weak Termination). If P ⊩ x : 1 then P ⇒ x().
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The proof of Lemma 6.4.1 is a refinement of the cut elimination prop-
erty of µMALL∞. Essentially, the only new case we have to handle is when
a choice P1 ⊕ P2 “emerges” towards the bottom of the typing derivation,
meaning that it is no longer guarded by any action. In this case, we re-
duce the choice to the Pi with smaller rank, which is guaranteed to lay
on a fair branch of the derivation. An auxiliary result used in the proof of
Lemma 6.4.1 is that our type system is a conservative extension of µMALL∞.

Lemma 6.4.2 (Conservativity). If P ⊩ x1 : S1, . . . , xn : Sn is derivable
then ⊢ S1, . . . , Sn is derivable in µMALL∞.

Then, the proof of Theorem 6.3.1 is a simple consequence of Theo-
rem 6.4.1 and Lemma 6.4.1. The combination of Theorems 2.2.1 and 6.3.1
also guarantees the termination of every fair run of the process.

Corollary 6.4.1 (Fair Termination). If P ⊩ x : 1 then P is fairly termi-
nating.

Observe that zero-ranked process do not contain any non-deterministic
choice. In that case, every infinite branch in their typing derivation is fair
and our validity condition coincides with that of µMALL∞. As a conse-
quence, we obtain the following strengthening of Corollary 6.4.1:

Proposition 6.4.1. If P ⊩ x : 1 and |P | = 0 then P is terminating.

For regular processes (those consisting of finitely many distinct sub-trees,
up to renaming of bound names) it is possible to adapt the algorithm that
decides the validity of a µMALL∞ proof so that it decides the validity of a
πLIN typing derivation.

6.4.2 Subject Reduction

We detail the proof of the subject reduction theorem (see Theo-
rem 6.4.1). Notably, the presence of [rp-struct] in the reduction

rules implies a subject congruence lemma, stating that typing is preserved
by structural pre-congruence. The same happened in Sections 4.3 and 5.3.

Lemma 6.4.3 (Substitution). If P ⊢ Γ, x : S and y ̸∈ dom(Γ), then
P{y/x} ⊢ Γ, y : S.

Proof. A simple application of the coinduction principle.

Lemma 6.4.4 (Quasi Subject Congruence). If P ⊢ Γ and P ≼ Q, then
Q ⊢ Γ.
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Proof. By induction on the derivation of P ≼ Q and by cases on the last
rule applied. We only discuss the base cases.

Case [sp-link]. Then P = x ↔ y ≼ y ↔ x = Q. From [ax] we deduce
that there exist φ, α and β such that Γ = x : φα, y : φ⊥

β . We conclude with
an application of [ax].

Case [sp-comm]. Then P = (x)(P1 | P2) ≼ (x)(P2 | P1) = Q. From [cut]

we deduce that there exist Γ1, Γ2, and S such that

� Γ = Γ1,Γ2

� P1 ⊢ Γ1, x : S

� P2 ⊢ Γ2, x : S⊥

We conclude with an application of [cut].

Case [sp-assoc]. Then P = (x)(P1 |(y)(P2 |P3)) ≼ (y)((x)(P1 |P2) |P3) =
Q and x ∈ fn(P2). From [cut] we deduce that there exist Γ1, Γ2, Γ3, S, T
such that

� Γ = Γ1,Γ2,Γ3

� P1 ⊢ Γ1, x : S

� P2 ⊢ Γ2, x : S⊥, y : T

� P3 ⊢ Γ3, y : T⊥

We conclude with two applications of [cut].

Lemma 6.4.5 (Quasi Subject Reduction). If P → Q then P ⊢ Γ implies
Q ⊢ Γ.

Proof. By induction on P → Q and by cases on the last rule applied.

Case [rp-link]. Then P = (x)(x ↔ y | R) → R{y/x} = Q. From [cut]

and [ax] we deduce that there exist φα, φβ and ∆ such that Γ = y : φ⊥
β⊥ ,∆

and R ⊢ ∆, x : φ⊥
β⊥ We conclude by applying lemma 6.4.3.

Case [rp-unit]. Then P = (x)(x() |x().Q) → Q. From [cut], [1] and [⊥]

we conclude Q ⊢ Γ.

Case [rp-pair]. Then P = (x)(x(y, z)(P1 | P2) | x(y, z).P3) → (y)(P1 |
(z)(P2 | P3)) = Q. From [cut], [⊗] and [O] we deduce that there exist Γ1,
Γ2, Γ3, S and T such that

� Γ = Γ1,Γ2,Γ3
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� P1 ⊢ Γ1, y : S

� P2 ⊢ Γ2, z : T

� P3 ⊢ Γ3, y : S⊥, z : T⊥

We conclude with two applications of [cut].
Case [rp-sum]. Then P = (x)(ini x(y).R | casex(y){P1, P2}) → (y)(R |

Pi) = Q for some i ∈ {1, 2}. From [cut], [⊕] and [N] we deduce that there
exist Γ1, Γ2, S1 and S2 such that

� Γ = Γ1,∆

� R ⊢ Γ1, y : Si

� P1 ⊢ Γ2, y : S⊥
1

� P2 ⊢ Γ2, y : S⊥
2

We conclude with an application of [cut].
Case [rp-rec]. Then P = (x)(recx(y).P1 |corecx(y).P2) → (y)(P1 |P2) =

Q. From [cut], [µ] and [ν] we deduce that there exist Γ1, Γ2 and S such
that

� Γ = Γ1,Γ2

� P1 ⊢ Γ1, y : S{µX.S/X}

� P2 ⊢ Γ2, y : S⊥{νX.S⊥/X}

We conclude with an application of [cut].
Case [rp-choice]. Then P = P1 ⊕ P2 → Pi = Q for some i ∈ {1, 2}.

From [choice] we conclude that Pi ⊢ Γ.

Case [rp-cut]. Then P = (x)(P ′ |R) → (x)(Q′ |R) = Q and P ′ → Q′. From
[cut] we deduce that there exist Γ1, Γ2 and S such that

� Γ = Γ1,Γ2

� P ′ ⊢ Γ1, x : S

� R ⊢ Γ2, x : S⊥

Using the induction hypothesis on P ′ → Q′ we deduce Q′ ⊢ Γ1, x : S. We
conclude with an application of [cut].

Case [rp-struct]. Then P ≼ P ′, P ′ → Q′ and Q′ ≼ Q for some P ′, Q′.
From Lemma 6.4.4 we deduce P ′ ⊢ Γ. Using the induction hypothesis on
P ′ → Q′ we deduce Q′ ⊢ Γ. We conclude by applying Lemma 6.4.4 once
more.
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Proof of Theorem 6.4.1. From the hypothesis P ⊩ Γ we deduce P ⊢ Γ.
Using Lemma 6.4.5 we deduce Q ⊢ Γ. Now, let γ be an infinite fair branch
in the typing derivation for Q ⊢ Γ. By inspecting the proof of Lemma 6.4.5
we observe that γ can be decomposed as γ = γ1γ2 where γ2 is a branch in
the typing derivation for Q ⊢ Γ. From the fact that γ is fair we deduce that
so is γ2. From the hypothesis P ⊩ Γ we deduce that γ2 is valid, namely
there is a ν-thread t in it. Then t is a ν-thread also of γ, that is γ is also
valid. We conclude Q ⊩ Γ.

6.4.3 Proximity and Multicuts

The cut elimination result of µMALL∞ is proved by introducing a
multicut rule that collapses several unguarded cuts in a single rule

having a variable number of premises. The usefulness of working with mul-
ticuts is that they prevent infinite sequences of reductions where two cuts
are continuously permuted in a non-productive way and no real progress
is made in the cut elimination process. In the type system of πLIN we do
not have a typing rule corresponding to the multicut. At the same time,
the troublesome permutations of cut rules correspond to applications of
the associativity law of parallel composition, namely of the [sp-assoc] pre-
congruence rule. That is, the introduction of the multicut rule in the cut
elimination proof of µMALL∞ corresponds to working with πLIN terms con-
sidered equal up to structural pre-congruence. Nonetheless, since the πLIN
reduction rules require two processes willing to interact on some channel x
to be the children of the same application of [cut], it is not entirely obvious
that not introducing an explicit multicut rule allows us to perform in πLIN
all the principal reductions that are performed during the cut elimination
process in a µMALL∞ proof.

Here we show that this is actually the case by proving a so-called prox-
imity lemma, showing that every well-typed process can be rewritten in a
structurally pre-congruent one where any two processes in which the same
channel x occurs free are the children of a cut on x. To this aim, we intro-
duce process contexts to refer to unguarded sub-terms of a process. Process
contexts are processes with a single unguarded hole [ ] and are generated by
the following grammar:

Process context C,D ::= [ ] | (x)(C | P ) | (x)(P | C)

As usual we write C[P ] for the process obtained by replacing the hole in
C with P . Note that this substitution is not capture-avoiding in general and
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some free names occurring in P may be captured by binders in C. We write
bn(·) for the function inductively defined by

bn([ ]) = ∅ and bn((x)(C | P )) = bn((x)(P | C)) = {x} ∪ bn(C)

The next lemma shows that a cut on x can always be pushed down
towards any process in which x occurs free.

Lemma 6.4.6. If x ∈ fn(P ) \ bn(C), then (x)(C[P ] |Q) ≼ D[(x)(P |Q)] for
some D.

Proof. By induction on the structure of C and by cases on its shape.
Case C = [ ]. We conclude by taking D def

= [ ] using the reflexivity of ≼.
Case C = (y)(C′ | R). From the hypothesis x ∈ fn(P ) \ bn(C) we deduce

x ̸= y and x ∈ fn(P )\bn(C′). Using the induction hypothesis we deduce that

there exists D′ such that (x)(C′[P ]|Q) ≼ D′[(x)(P |Q)]. Take D def
= (y)(D′ |R).

We conclude

(x)(C[P ] |Q) = (x)((y)(C′[P ] |R) |Q) by definition of C
≼ (x)(Q | (y)(C′[P ] |R)) by [sp-comm]

≼ (y)((x)(Q | C′[P ]) |R) from x ∈ fn(P ) \ bn(C)
and [sp-assoc]

≼ (y)((x)(C′[P ] |Q) |R) by [sp-comm]

≼ (y)(D′[(x)(P |Q)] |R) by induction hypothesis
= D[(x)(P |Q)] by definition of D

Case C = (y)(R | C′). Analogous to the previous case.

The proximity lemma is then proved by applying Lemma 6.4.6 twice.

Lemma 6.4.7 (Proximity).
If x ∈ fn(Pi) \ bn(Ci) for i = 1, 2, then C[(x)(C1[P1] | C2[P2]) ≼ D[(x)(P1 |P2)]
for some D.

Proof. It suffices to apply Lemma 6.4.6 twice, thus:

C[(x)(C1[P1] | C2[P2]) ≼ C[D1[(x)(P1 | C2[P2])]] using the hypothesis
and Lemma 6.4.6

≼ C[D1[(x)(C2[P2] | P1)]] by [sp-assoc]

≼ C[D1[D2[(x)(P2 | P1)]]] using the hypothesis
and Lemma 6.4.6

≼ C[D1[D2[(x)(P1 | P2)]]] by [sp-assoc]

and we conclude by taking D def
= C[D1[D2]].

Notably, Lemma 6.4.7 corresponds to Lemmas 4.3.9 and 5.3.10 that we
proved in the session based scenarios.
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6.4.4 Additional Properties

Most of the soundness proof of the type system relies on the cut elim-
ination result of µMALL∞. Here we gather some auxiliary definitions

and properties of well-typed processes. First of all, we define a function that
makes a “fair choice” among two processes P and Q, by selecting the one
with smaller rank. If P and Q happen to have the same rank, we choose P
by convention.

Definition 6.4.1. The fair choice among P and Q, written fc(P,Q), is
defined by

fc(P,Q)
def
=

{
P if |P | ≤ |Q|
Q otherwise

From its definition we have |fc(P,Q)| = min{|P |, |Q|}. Next, we show
that in a well-typed process there cannot be an infinite sequence of choices if
we follow the fair ones. To this aim, we define a total function on processes
that computes the length of the longest chain of subsequent fair choices.

Definition 6.4.2. Let depth(·) be the function from processes to N∞ such
that

depth(P ) =

{
1 + depth(fc(P1, P2)) if P = P1 ⊕ P2

0 otherwise

Note that depth(fc(P,Q)) < 1 + depth(fc(P,Q)) = depth(P ⊕ Q). We
prove that, for well-typed processes, depth(·) always yields a natural number.
That is, in a well-typed process there is no infinite chain of fair choices.

Lemma 6.4.8. If P ⊩ Γ then depth(P ) ∈ N.

Proof. Suppose that depth(P ) = ∞. Then the derivation for P ⊢ Γ has
an infinite branch γ = (Pi ⊢ Γ)i∈ω solely consisting of choices such that
|Pi+1| < |Pi| for every i ∈ ω. Therefore, |Pi| = ∞ for every i ∈ ω and γ
is fair. From the hypothesis that P is well typed we deduce that γ is also
valid (see Definition 6.3.4), namely it has a non-stationary ν-thread. This
contradicts the fact that the contexts in γ are all equal to Γ. We conclude
that depth(P ) ∈ N.

Now we define a function ⌊·⌋ on well-typed processes to statically and
fairly resolve all the choices of a process.

Definition 6.4.3. Let ⌊·⌋ be the function on well-typed processes such that
⌊P⊕Q⌋ = ⌊fc(P,Q)⌋ and extended homomorphically to all the other process
forms.
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The fact that ⌊P ⌋ is uniquely defined when P is well typed is a conse-
quence of Lemma 6.4.8. Indeed, any branch of P that contains infinitely
many choices also contains infinitely many forms other than choices. Note
that the range of ⌊·⌋ only contains zero-ranked processes.

The next two results prove that ⌊P ⌋ is well typed if so is P .

Lemma 6.4.9. If P ⊩ Γ then ⌊P ⌋ ⊢ Γ.

Proof. We apply the coinduction principle to show that every judgment in
the set

R def
= {⌊P ⌋ ⊢ Γ | P ⊩ Γ}

is the conclusion of a rule in Figure 6.4 whose premises are also in R. Let
Q ⊢ Γ ∈ R. Then Q = ⌊P ⌋ for some P such that P ⊩ Γ. From Lemma 6.4.8
we deduce that depth(P ) ∈ N. We reason by induction on depth(P ) and by
cases on the shape of P to show that Q ⊢ Γ is the conclusion of a rule in
Figure 6.4 whose premises are also in R. We only discuss a few cases, the
others being similar or simpler.

Case P = (x)(P1 | P2). Then Q = ⌊P ⌋ = (x)(⌊P1⌋ | ⌊P2⌋). From [cut]

we deduce that there exists Γ1, Γ2, S1 and S2 such that Pi ⊩ Γi, x : Si
for i = 1, 2 and Γ = Γ1,Γ2 and S1 = S⊥

2 . Then ⌊Pi⌋ ⊢ Γi, x : Si ∈ R by
definition of R and we conclude observing that Q ⊢ Γ ∈ R is the conclusion
of [cut].

Case P = !{P1}P2. Then Q = ⌊P ⌋ = ⌊fc(P1, P2)⌋. From [choice] we
deduce fc(P1, P2) ⊩ Γ. Since depth(fc(P1, P2)) < depth(P ) ∈ N, we conclude
using the induction hypothesis.

Lemma 6.4.10. If P ⊩ Γ then ⌊P ⌋ ⊩ Γ.

Proof. Using Lemma 6.4.9 we deduce ⌊P ⌋ ⊢ Γ. Now, consider an infinite
branch γ in the derivation for ⌊P ⌋ ⊢ Γ and observe that γ is necessarily
fair, since it does not traverse any choice. The branch γ corresponds to
another infinite branch γ′ in the derivation for P ⊢ Γ which always makes
fair choices whenever it traverses a process of the form P1 ⊕ P2. The only
differences between γ and γ′ are the judgments for the choices in P that
have been resolved. Nonetheless, all of the contexts that occur in γ′ also
occur in γ because [choice] does not affect typing contexts. If γ′ traverses
infinitely many choices, then γ′ traverses infinitely many processes with
strictly decreasing ranks, which must all be ∞. Therefore, γ′ is fair. Since
P is well typed we know that γ′ is valid. Then, the ν-thread that witnesses
the validity of γ′ corresponds to a ν-thread that witnesses the validity of γ.
We conclude that ⌊P ⌋ is well typed.
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Proof of Lemma 6.4.2. By Lemma 6.4.10 we deduce ⌊P ⌋ ⊩ x1 : S1, . . . , xn :
Sn. Since |⌊P ⌋| = 0, there are no applications of [choice] in the derivation
for ⌊P ⌋ ⊢ x1 : S1, . . . , xn : Sn. That is, this derivation corresponds to a
µMALL∞ derivation and every infinite branch in it is fair. Since ⌊P ⌋ is well
typed, we deduce that every infinite branch in this derivation is valid. That
is, ⊢ S1, . . . , Sn is derivable in µMALL∞.

The key property of zero-ranked processes that are well typed in a con-
text x : 1 is that they are weakly terminating and they eventually reduce to
x().

Lemma 6.4.11. If P ⊩ x : 1 and |P | = 0 then P ⇒ closex.

Proof. Without loss of generality we may assume that P does not contain
links. Indeed, the axiom [ax] is admissible in µMALL∞ [Baelde et al., 2016,
Proposition 10], so we may assume that links have been expanded into equiv-
alent (choice-free) processes. We just note that, if the statement holds for
link-free processes, then it holds also in the case P does contain links, the
only difference being that the sequence of reductions that are needed to
fully eliminate all the cuts resulting from an expanded link are replaced by
a single occurrence of [rp-link].

From the hypothesis that P has rank 0 we deduce that P does not
contain non-determimnistic choices and the derivation of P ⊢ x : 1 does not
contain applications of the [choice] rule. So, every infinite branch of this
derivation is fair. From the hypothesis that every infinite fair branch of this
derivation is valid we deduce that every infinite branch of this derivation
is valid. Then this derivation corresponds to a µMALL∞ proof of ⊢ 1.
Observe that every principal reduction rule of µMALL∞ [Doumane, 2017,
Figure 3.2] corresponds to a reduction rule of πLIN (see Figure 6.3). Also,
Lemma 6.4.7 guarantees that, whenever there are two processes in which the
same channel name x occurs free we are always able to rewrite the process
using structural precongruence so that the two sub-processes are the children
of a cut on x. Finally, the cut elimination result for µMALL∞ is proved by
reducing bottom-most cuts, meaning that principal reductions (also called
internal reductions [Doumane, 2017]) are only applied at the bottom of
a µMALL∞ proof. Therefore, each step in which a principal reduction is
applied in the cut elimination result of µMALL∞ can be mimicked by a
reduction of πLIN. From the cut elimination result for µMALL∞ [Doumane,
2017, Proposition 3.5] we deduce that there exists no (fair) infinite sequence
of principal reductions. That is, there exists a stuck Q such that P ⇒ Q.
From Lemma 6.4.5 we deduce Q ⊢ x : 1. Since the only cut-free µMALL∞
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proof of ⊢ 1 consists of a single application of [1], and since this proof
corresponds to the proof that Q is quasi typed, we conclude that Q =
closex.

6.4.5 Soundness

The last auxiliary result for proving Lemma 6.4.1 is to show that P
weakly simulates ⌊P ⌋, namely that every reduction of a process ⌊P ⌋

can be mimicked by one or more reductions of P .

Lemma 6.4.12. If P ⊩ Γ and ⌊P ⌋ → Q then P ⇒ R for some R such that
Q = ⌊R⌋.

Proof. From Lemma 6.4.8 we deduce depth(P ) ∈ N. We proceed by double
induction on depth(P ) and on the derivation of ⌊P ⌋ → Q and by cases on the
last rule applied in the derivation of P ⊢ Γ. Most cases are straightforward
since the structure of ⌊P ⌋ and that of P only differ for non-deterministic
choices, so we only discuss the case [choice] in which P = !{P1}P2. Then
fc(P1, P2) ⊢ Γ and ⌊P ⌋ = ⌊fc(P1, P2)⌋ → Q. Recall that depth(fc(P1, P2)) <
depth(P ) ∈ N. Using the induction hypothesis we deduce fc(P1, P2) ⇒ R
for some R such that Q = ⌊R⌋. We conclude by observing that P →
fc(P1, P2) ⇒ R.

Lemma 6.4.12 can be easily generalized to arbitrary sequences of reduc-
tions.

Lemma 6.4.13. If P ⊩ Γ and ⌊P ⌋ ⇒ Q then P ⇒ R for some R such that
Q = ⌊R⌋.

Proof. A simple induction on the number of reductions in ⌊P ⌋ ⇒ Q using
Lemma 6.4.12.

Proof of Lemma 6.4.1. Using Lemma 6.4.10 we deduce ⌊P ⌋ ⊩ x : 1. Us-
ing Lemma 6.4.11 we deduce ⌊P ⌋ ⇒ closex. Using Lemma 6.4.13 and
Lemma 6.4.5 we conclude P ⇒ closex.

Finally, we can prove Theorem 6.3.1 and corollary 6.4.1.

Proof of Theorem 6.3.1. By induction on the number of reductions in P ⇒
Q, from the hypothesis P ⊩ x : 1 and Theorem 6.4.1 we deduce Q ⊩ x : 1.
We conclude using Lemma 6.4.1.

Proof of Corollary 6.4.1.
Immediate consequence of Theorems 2.2.1 and 6.3.1.
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6.5 Comparing the Type Systems

This last section concludes Part II so we dedicate it to a comparison
between the two approaches to fair termination that we presented,

that is, the session based one (see Chapters 4 and 5) and that about linear
logic (in the present chapter). The most important result is that the two
approaches cannot be actually compared since there exist examples that are
accepted in the former and rejected in the other and viceversa. Here we pro-
vide two examples of this fact (see Examples 6.5.1 and 6.5.2). Then, such
result leaves an open problem, that is establishing the meaning of fair sub-
typing in the linear logic scenario. Indeed, the type system in Section 6.3.1
does not use subtyping. What makes this research line interesting is how
infinite behaviors are dealt with in the two approaches; the former relies
on fair subtyping and the second on validity conditions. To conclude, in
Example 6.5.3 we encode Example 4.2.11 in the linear logic context and we
see how it is rejected by the type system in Section 6.3.1.

Example 6.5.1 (Forwarder). Here we recall the forwarder that we proved
to be well typed in πLIN in Example 6.3.15. We model the same process
using binary sessions and we try to prove that it is well typed using the type
system in Chapter 4.

Fwd(x, y) = x?{ok.y!ok.Fwd⟨x, y⟩, stop.y!stop.waitx.close y}

where x and y are used according to Sx and Sy defined below

Sx = ?{ok.Sx, stop.?end} Sy = !{ok.Sy, stop.!end}

It is clear that, if we try to provide a typing derivation for Fwd, then we
have to apply rule [tb-tag] that we report here for the sake of clarity.

∀i ∈ I : Γ, x : Si ⊢n Pi
Γ, x : π{mi : Si}i∈I ⊢n xπ{mi : Pi}i∈I

In order to apply such rule the branches must be typed in some contexts that
differ only with respect to x. Hence, we cannot apply [tb-tag] by taking into
account Sx and Sy because the behavior of y changes as well. We can try to
solve the problem by placing casts in the right positions

Fwd(x, y) = x?{ok.⌈y⌉y!ok.Fwd⟨x, y⟩, stop.⌈y⌉y!stop.waitx.close y}

Indeed y is used according to !ok.Sy and !stop.!end in the left and right
branches, respectively. Moreover, the two applications of fair subtyping are
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correct and we can easily derive Sy ⩽1 !ok.Sy and Sy ⩽1 !stop.!end. Note
that the weights are 1 because the types differ only on the topmost output,
which means that the contravariant rule [fsb-tag-out-2] for output must be
applied. Now we can try to provide a typing derivation (we omit the rule
names).

...

x : Sx, y : Sy ⊢n Fwd⟨x, y⟩

x : Sx, y : Sy ⊢n y!ok.Fwd⟨x, y⟩

x : Sx, y : !ok.Sy ⊢n+1 ⌈y⌉y!ok.Fwd⟨x, y⟩

y : !end ⊢n close y

x : ?end : y : !end ⊢n waitx.close y

x : ?end, y : !stop.!end ⊢n !stop . . .

x : ?end, y : Sy ⊢n+1 ⌈y⌉ . . .

x : Sx, y : Sy ⊢n+1 Fwd⟨x, y⟩

where the right branch ends with an application of [tb-end] which assigns
rank n. Indeed, [tb-tag] requires that the rank is an upper bound to the rank
of the branches so we assign it in order to match that of the left one. Note
that it is not possible to assign a finite rank to the process because it requires
n = n+ 1, hence the process if cast unbounded (Section 4.2.1). ⌟

Example 6.5.2 (A Hopeful Player). The slot machine was a recurring
example in Part II (see Examples 5.2.3 and 6.3.16). In Example 3.2.2 we
described the behaviors of a fair and an unfair machine. The second one
simply never lets the player win. Let S, T be the types from Example 3.2.2
such that

S = ?play.(!win.S + !lose.S) + ?quit.!end
T = ?play.!lose.T + ?quit.!end

Now we can model the two implementations of the machines. For the sake
of simplicity, we adapt the one in Example 5.2.3 to the binary case. We dub
SlotF the fair machine and SlotU the unfair one.

SlotF (x)
△
= x?{play.x!{win.SlotF ⟨x⟩, lose.SlotF ⟨x⟩}, quit.closex}

SlotU(x)
△
= x?{play.x!lose.SlotU⟨x⟩, quit.closex}

It is easy to see that x : S ⊢0 SlotF ⟨x⟩ and that x : S ̸⊢ SlotU⟨x⟩ since the
win branch is missing. We can try to rewrite SlotU in order to be well-typed
with x : S. First, we can place a cast in the lose branch.

SlotU(x)
△
= x?{play.⌈x⌉x!lose.SlotU⟨x⟩, quit.closex}

where the cast is correct since we can derive (!win.S + !lose.S) ⩽1 !lose.S.
The 1 weight is due to the fact that the two types differ only for the topmost
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output, which requires an application of [fsb-tag-out-2]. Let us try to derive
a typing judgment.

...

x : S ⊢n SlotU⟨x⟩

x : !lose.S ⊢n x!lose.SlotU⟨x⟩

x : !win.S + !lose.S ⊢n+1 ⌈x⌉x!lose.SlotU⟨x⟩ x : !end ⊢n+1 closex

x : S ⊢n+1 SlotU⟨x⟩

Hence, we cannot find a finite rank; the process is cast unbounded (see Sec-
tion 4.2.1). Alternatively we can try to place a cast before the first invocation
of the process since it is clear that SlotU uses x according to T . Such cast
would be invalid since in Example 3.2.2 we proved that S ̸⩽ T . Hence, the
only typing judgment that we can derive is x : T ⊢0 SlotU⟨x⟩.

Now we can apply the same reasoning from the πLIN point of view. Let
us model the fair (Example 6.3.16) and the unfair machines. We dub MF
the fair machine and MU the unfair one.

MF (x, y)
△
= corecx.

casex{winx.MF ⟨x, y⟩ ⊕ losex.MF ⟨x, y⟩, x().y()}
MU(x, y)

△
= corecx.casex{losex.MU⟨x, y⟩, x().y()}

In Example 6.3.16 we proved that MF ⟨x, y⟩ ⊢ x : ψb, y : 1 and that MF is

well-typed where ψ
def
= νX.(X ⊕X)N⊥. At the same time we can prove that

MU⟨x, y⟩ ⊢ x : ψb, y : 1

...

MU⟨x, y⟩ ⊢ x : ψbilr, y : 1
[⊕]

losex.MU⟨x, y⟩ ⊢ x : ψ′
bil, y : 1

[1]
y() ⊢ y : 1

[⊥]
x().y() ⊢ x : ⊥, y : 1

[N]
casex{losex.MU⟨x, y⟩, x().y()} ⊢ x : (ψ′ N ⊥)bi, y : 1

[ν]
MU⟨x, y⟩ ⊢ x : ψb, y : 1

Moreover the process is well-typed since no choices are met. This example
points out that we can type two different processes with the same type while
in the session scenario we the correspondence between types and processes
is tighter.

Now we can focus on the player side and we can try to model a hopeful
player that plays until it receives win. In that case, it stops playing. We first
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write it in the binary session scenario and then we encode it in πLIN.

Player(x)
△
= x!play.x?{win.closex, lose.P layer⟨x⟩}

where x is used according to Tp = !play.?{win.!end, lose.Tp}. It can be derived
that x : Tp ⊢0 Player⟨x⟩. Note that the system consisting ofMF and Player
is fairly terminating. Indeed S ∼ Tp.

Now we model the same process in πLIN. In particular, we slightly modify
the player in Example 6.3.16.

P (x) = recx.playx.casex{P ⟨x⟩, recx.quitx.x()}

Let us look at the typing derivation with φ
def
= µX.(X NX)⊕ 1.

...

P ⟨x⟩ ⊢ x : φaill

[1]
x() ⊢ x : 1

[⊕]
quitx.x() ⊢ x : φ′

ailri
[µ]

recx.quitx.x() ⊢ x : φailr
[N]

casex{P ⟨x⟩, recx. quitx.x()} ⊢ x : (φN φ)ail
[⊕]

playx.casex{P ⟨x⟩, recx.quitx.x()} ⊢ x : φ′
ai

[µ]
P ⟨x⟩ ⊢ x : φa

Note that now |P ⟨x⟩| = 0 since there are no choices. Hence, the infinite
branch is fair because it traverses no choices. We can conclude that the P ⟨x⟩
is not well typed because because the infinite, fair branch is not valid. We
recall that the player in Example 6.3.16 was well typed because the infinite
branch was unfair as it contained infinitely many finitely ranked choices. ⌟

Examples 6.5.1 and 6.5.2 show that the type systems in Chapters 4 and 5
cannot be compared to that in Chapter 6. Example 6.5.1 illustrates a process
that can be only typed in πLIN while Example 6.5.2 show a process that can
be typed only in the session based calculi. Moreover Example 6.5.2 shows a
peculiar difference between the type systems. In Chapters 4 and 5 the tight
correspondence between types and processes allows us to use a fair type to
prove that a fair process is well-typed. Such correspondence does not hold
in πLIN as we proved that both the fair and the unfair slot machines can
be typed with the same formula. We conclude this section showing how
to encode delegation in πLIN and trying to encode Example 4.2.11 to see
whether it is accepted or rejected in πLIN.



6.5. COMPARING THE TYPE SYSTEMS 189

Definition 6.5.1 (Delegation in πLIN). We show delegation how can be
encoded in πLIN. Lindley and Morris [2015] provide an encoding from GV
(a session typed functional language) to CP (a process calculus based on
classical linear logic). Hence, they encode (binary) session types to the types
of CP, that is, linear logic formulas. Concerning delegation, the encoding is
provided as

⌊!T.S⌋ = ⌊T ⌋ ⊗ ⌊S⌋ ⌊?T.S⌋ = ⌊T ⌋ O ⌊S⌋

(see [Lindley and Morris, 2015, Fig.9]). Following the encoding of types we
extend the encoding to the processes in Section 4.1.

⌊x!(y).P ⌋ = x(z)(y ↔ z | ⌊P ⌋) ⌊x?(y)⌋ = x(y)⌊P ⌋

Example 6.5.3 (Delegation). In this example we encode Example 4.2.11
in πLIN and we see if we obtain a well-typed process or not. To encode
delegation we refer to Definition 6.5.1. Let us first recall the process and the
main types.

(y)((x)(A⟨x, y⟩ |B⟨x⟩) |B⟨y⟩)
A(x, y)

△
= x!more.x!y.B⟨x⟩

B(x)
△
= x?{more : x?(y).A⟨y, x⟩, stop : waitx.done}

where x and y are used according to SA and TA in A(x, y) and x is used
according to SB in B(x).

SA = !more.!TA.SB
SB = ?more.?SA.TA + ?stop.?end
TA = !more.!TA.SB + !stop.!end

Now we can look at the encoding of processes.

⌊A(x, y)⌋ = recx.morex.x(z)(y ↔ z | ⌊B(x)⌋)
⌊B(x)⌋ = corecx.casex{x(y)⌊A(y, x)⌋, x()}

The encoding of types is more involved. Since we do not have subtyping
in πLIN, we can encode Sb and TA. Moreover, if we replace ?SA.TA with
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?TA.TA in SB, we obtain that SB = TA. Let ⌊TA⌋ = φA and ⌊SB⌋ = φB.

φA = µY.(φ⊥
A ⊗ φB)⊕ 1

by definition of ⌊TA⌋
= µY.(φ⊥

A ⊗ ((Y O Y ) N ⊥))⊕ 1
by replacing φB

= µY.((νX.(Y O ((X ⊗X)⊕ 1)) N ⊥)⊗ ((Y O Y ) N ⊥))⊕ 1
by replacing φ⊥

A

φB = νX.(φA O φA) N ⊥
by definition of ⌊SB⌋

= νX.(φA O ((X ⊗X)⊕ 1)) N ⊥
by replacing φA

= νX.((µY.(X ⊗ ((Y O Y ) N ⊥))⊕ 1) O ((X ⊗X)⊕ 1)) N ⊥
by replacing φA

From these definition it can be noted that it the encoding is not straightfor-
ward since we do not know how/when actually unfold the formulas. Indeed
we are not able to find the right types to prove that the process is quasi-typed.

Furthermore, assuming that we could find such types, it would turn out
that B is well-typed while A is not as its infinite thread in not a ν one. ⌟

6.6 Related Work

On account of the known encodings of sessions into the linear π-
calculus [Kobayashi, 2002b, Dardha et al., 2017, Scalas et al., 2017],

πLIN belongs to the family of process calculi providing logical foundations
to sessions and session types. Some representatives of this family are πDILL
[Caires et al., 2016] and its variant equipped with a circular proof theory
[Derakhshan and Pfenning, 2019, Derakhshan, 2021], CP [Wadler, 2014] and
µCP [Lindley and Morris, 2016], among others. There are two main aspects
distinguishing πLIN from these calculi. The first one is that these calculi take
sessions as a native feature. This fact can be appreciated both at the level
of processes, where session endpoints are linearized resources that can be
used multiple times albeit in a sequential way, and also at the level of types,
where the interpretation of the φ⊗ψ and φOψ formulas is skewed so as to
distinguish the type φ of the message being sent/received on a channel from
the type ψ of the channel after the exchange has taken place. In contrast,
πLIN adopts a more fundamental communication model based on linear
channels, and is thus closer to the spirit of the encoding of linear logic proofs
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into the π-calculus proposed by Bellin and Scott [1994] while retaining the
same expressiveness of the aforementioned calculi. To some extent, πLIN is
also more general than those calculi, since a formula φ⊗ψ may be interpreted
as a protocol that bifurcates into two independent sub-protocols φ and ψ (we
have seen an instance of this pattern in Example 6.3.14). So, πLIN is natively
equipped with the capability of modeling some multiparty interactions, in
addition to all of the binary ones. A session-based communication model
identical to πLIN, but whose type system is based on intuitionistic rather
than classical linear logic, has been presented by DeYoung et al. [2012]. In
that work, the authors advocate the use of explicit continuations with the
purpose of modeling an asynchronous communication semantics and they
prove the equivalence between such model and a buffered session semantics.
However, they do not draw a connection between the proposed calculus and
the linear π-calculus [Kobayashi et al., 1999] through the encoding of binary
sessions [Kobayashi, 2002b, Dardha et al., 2017] and, in the type system, the
multiplicative connectives are still interpreted asymmetrically. The second
aspect that distinguishes πLIN from the other calculi is its type system,
which is still deeply rooted into linear logic and yet it ensures fair termination
instead of progress [Caires et al., 2016, Wadler, 2014, Qian et al., 2021],
termination [Lindley and Morris, 2016] or strong progress [Derakhshan and
Pfenning, 2019, Derakhshan, 2021]. Fair termination entails progress, strong
progress and lock freedom [Kobayashi, 2002a, Padovani, 2014], but at the
same time it does not always rule out processes admitting infinite executions.
Simply, infinite executions are deemed unrealistic because they are unfair.

Another difference between πLIN and other calculi based on linear logic
is that its operational semantics is completely ordinary, in the sense that it
does not include commuting conversions, reductions under prefixes, or the
swapping of communication prefixes. The cut elimination result of µMALL∞,
on which the proof of Theorem 6.3.1 is based, works by reducing cuts from
the bottom of the derivation instead of from the top [Baelde et al., 2016,
Doumane, 2017, Baelde et al., 2022]. As a consequence, it is not necessary
to reduce cuts guarded by prefixes or to push cuts deep into the derivation
tree to enable key reductions in πLIN processes.

The extension of calculi based on linear logic with non-deterministic fea-
tures has recently received quite a lot of attention. Rocha and Caires [2021]
have proposed a session calculus with shared cells and non-deterministic
choices that can model mutable state. Their typing rule for non-deterministic
choices is the same as our own, but in their calculus choices do not reduce.
Rather, they keep track of every possible evolution of a process to be able
to prove a confluence result. Qian et al. [2021] introduce coexponentials, a
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new pair of modalities that enable the modeling of concurrent clients that
compete in order to interact with a shared server that processes requests
sequentially. In this setting, non-determinism arises from the unpredictable
order in which different clients are served. Interestingly, the coexponentials
are derived by resorting to their semantics in terms of least and greatest
fixed points. For this reason, the cut elimination result of µMALL∞ might
be useful to attack the termination proof in their setting.
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Chapter 7

A Library For (Generalized)
Inference Systems

In this chapter we present a library for supporting generalized in-
ference systems (see Section 1.2) in Agda [The Agda Team, 2022].

Summarizing from Section 1.2, an inference system [Aczel, 1977, Leroy and
Grall, 2009, Sangiorgi, 2011], that is, a set of (meta-)rules stating that a
consequence can be derived from a set of premises, is a simple, general and
widely-used way to express and reason about a recursive definition. In most
cases such recursive definition is seen as inductive, that is, the denoted set
consists of the elements with a finite derivation. This enables inductive rea-
soning, that is, to prove that the elements an inductively defined set satisfy
a property, it is enough to show that, for each (meta-)rule, the property
holds for the consequence assuming that it holds for the premises. In other
cases, the recursive definition is seen as coinductive, that is, the denoted
set consists of the elements with a possibly infinite derivation. This enables
coinductive reasoning, that is, to prove that all the elements satisfying a
property belong to the coinductively defined set, it is enough to show that,
when the property holds for an element, it can be derived from premises
for which the property holds as well. Recently, a generalization of infer-
ence systems has been proposed [Ancona et al., 2017b, Dagnino, 2019, 2021]
which handles cases where neither the inductive, nor the purely coinductive
intepretation provides the desired meaning. This approach is called flexible
coinduction, and, correspondingly, coinductive reasoning is generalized as
well by a principle which is called bounded coinduction.

195
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The Agda proof assistant [The Agda Team, 2022] offers language con-
structs to inductively/coinductively define predicates, and correspondingly
built-in proof principles. However, in this way the recursive definition is
monolithic, and hard-wired with its chosen interpretation.

Remark 7.0.1. In Ciccone [2020] we deeply investigated the built-in features
of Agda by inspecting all the different ways a (co)inductive predicate can be
defined. We found out that, while pure (co)inductive definitions are easily
supported, a predicate mixing both approaches led to complex codes with
many duplicated notions due to the lack of modularity (see Remark 7.1.3).

Our aim, instead, is to provide an Agda library allowing the user to
express a recursive definition as an instance of a parametric type of inference
systems. In this way, the user is not committed from the beginning to a
given interpretation but, rather, gets for free a bunch of properties which
have been proved once and for all, including the inductive and coinductive
intepretation and the corresponding proof principles. Moreover, it is possible
to define composition operators on inference systems, for instance union and
restriction. Finally, flexible coinduction is modularly obtained as well, by
composing in a certain way the interpretations of two inference systems.

Indexed containers [Altenkirch et al., 2015] provide a way to specify
possibly recursive definitions of predicates independently from their inter-
pretation and are supported in the Agda standard library. An Agda imple-
mentation of inference systems can be provided by seeing them as indexed
containers. However, this approach requires to structure definitions in an
unusual way. Indeed, inference systems are usually presented through a
(finite) set of meta-rules, denoting all the rules which can be obtained by in-
stantiating meta-variables with values satisfying the side condition. Hence,
we provide a different implementation following this schema, to allow users
to write their own inference system in an Agda format which closely re-
sembles that “on paper”. We then prove that the two implementations are
equivalent, showing that every indexed container can be encoded in terms
of meta-rules and viceversa.

Remark 7.0.2 (Agda Version & Reference). It is important to point out
that the material presented in Chapters 7 and 8 holds as long as Agda is
consistent. During the development of the notions we are going to present,
Agda received many updates. As an example, an inconsistency in mixing
sized types and coinductive records has been found. The library is available
on GitHub (see Ciccone et al. [2021b]) and has been tested with the Agda
2.6.2.2. In case of future Agda updates, we will try to keep the material
updated. ⌟
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The chapter is structured as follows. In Section 7.1 we show the mech-
anization of the meta theory of (generalized) inference systems (see Sec-
tion 1.2). In particular, we present the main datatypes to encode inference
systems in Agda, how to obtain their interpretations and, most important,
the proof principles. We provide the formalization of the examples that we
introduce in Section 1.2 since they give an overview of all the features of the
library. Then, in Section 7.2 we show a more involved example, that is, a
lambda calculus with divergence and we prove soundness and completeness
of its big-step semantics. At last, in Section 7.3 we investigate the relation
between inference systems and indexed containers [Altenkirch et al., 2015]
that are supported by the standard library.

7.1 Meta Theory

In this section we describe the main definitions of the library. Con-
cerning the meta-theory, the reader can refer to Section 1.2. Notably,

we first present an approach mimicking meta-rules. Then we introduce the
notions of interpretations and we prove the principles. At last, we formalize
the examples we presented in Section 1.2.

7.1.1 (Meta-)Rules/Inference System

As anticipated, the aim of the Agda library is to allow a user to write
meta-rules as “on paper”. To illustrate this format, let us consider,

e.g., the allPos example from Section 1.2:

allPos xs

allPos x:xs
x > 0

In a meta-rule, we have meta-variables, which range over certain sets, in
a way possibly restricted by a side condition. We call context the set of
the instantiations of meta-variables which satisfy the side-condition, hence
produce a rule of the inference system. In the example, there are two meta-
variables, x and xs, which range over N and N∞, respectively, with the
restriction that x should be positive. Hence the context is {⟨x, l⟩ ∈ N ×
N∞ | x > 0}, see Section 7.1.3 for the Agda version of this meta-rule.
Correspondingly, the Agda declaration in Figure 7.1 defines a meta-rule as
a record, parametric on the universe U. The first two components are the
context and a set of positions for premises. For each element of the context
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record MetaRule {ℓc ℓp : Level} (U : Set ℓu) : Set where
f i e l d

Ctx : Set ℓc
Pos : Set ℓp
prems : Ctx → Pos → U
conclu : Ctx → U

RF[ ] : ∀{ℓ} → (U → Set ℓ) → (U → Set )
RF[ ] P u =

Σ [ c ∈ Ctx ] (u ≡ conclu c × (∀ p → P (prems c p )) )

RClosed : ∀{ℓ} → (U → Set ℓ) → Set
RClosed P = ∀ c → (∀ p → P (prems c p)) → P ( conclu c )

record IS {ℓc ℓp ℓn : Level} (U : Set ℓu) : Set where
f i e l d
Names : Set ℓn
ru l e s : Names → MetaRule {ℓc} {ℓp} U

ISF [ ] : ∀{ℓ} → (U → Set ℓ) → (U → Set )
ISF [ ] P u = Σ [ rn ∈ Names ] RF[ r u l e s rn ] P u

ISClosed : ∀{ℓ} → (U → Set ℓ) → Set
ISClosed P = ∀ rn → RClosed ( r u l e s rn ) P

Figure 7.1: MetaRule datatype

(instantiation of meta-variables satisfying the side condition), the last two
components produce the premises, one for each position, and the conclusion
of the rule obtained by this instantiation.

Recall that in Agda the declaration U : Set introduces the type (set) U,
and P : U → Set the dependent type (predicate on U) P. For each element
u of U, P u is the type of the proofs that u satifies P, hence P u inhabited
means that u satisfies P. To avoid paradoxes, not every Agda type is in
Set ; there is an infinite sequence Set 0, Set 1, . . . , Set ℓ, . . . such that
Set ℓ : Set ( suc ℓ), where ℓ is a level, and Set is an abbreviation for
Set 0. The programmer can write a wildcard for a level which can be
inferred; to make the Agda code reported in the paper lighter, we sometimes
use a wildcard even for a level which is explicit in the real code.

Remark 7.1.1. In the Agda code in this section, predicates P : U → Set

encode subsets of the universe, so we speak of subsets and membership,
rather than of predicates and satisfaction, to closely follow the previous
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record FinMetaRule {ℓc n} (U : Set ℓu) : Set where
f i e l d

Ctx : Set ℓc
comp : Ctx → Vec U n × U

from : MetaRule {ℓc} {zero} U
from .MetaRule . Ctx = Ctx
from .MetaRule . Pos = Fin n
from .MetaRule . prems c i = get ( pro j1 (comp c )) i
from .MetaRule . conclu c = pro j2 (comp c)

Figure 7.2: Finitary meta-rule

formulation. ⌟

The function RF [ ] encodes the inference operator associated with the
meta-rule. Given a subset P of the universe, u belongs to the resulting
subset if we can find an instantiation c of meta-variables satisfying the side
condition, producing u as conclusion, and, for each position, a premise in P.
Note the use of existential quantification Σ[ x ∈ A ] B where B depends on x.
The predicate RClosed encodes the property of being closed with respect to
the meta-rule. A subset P of the universe is closed if, for each instantiation c

of the meta-variables satisfying the side-condition, if all the premises are in P

then the conclusion is in P as well. Note the use of universal quantification
∀ ( x : A) → B, where B depends on x. Finally, an inference system is
defined in Figure 7.1 as a record, parametric on the universe U, consisting of
a set of meta-rule names and a family of meta-rules. The function ISF [ ]

and the predicate ISClosed are defined composing those given for a single
meta-rule.

Since in practical cases metarules are very often finitary, that is, premises
are a finite set, the library also offers an interface to write a ( finitary) meta-
rule (see Figure 7.2), by providing, besides the context, two components
which are the vector of premises, with fixed length n, and the conclusion.
The injection from transforms this more concrete format in the generic one
for meta-rules, by specifying that the set of positions is Fin n (the set of
indexes from 0 to n− 1).
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data IndJ K {ℓc ℓp ℓn : Level}
( i s : IS {ℓc} {ℓp} {ℓn} U) : U → Set where

f o l d : ∀ {u} → ISF [ i s ] IndJ i s K u → IndJ i s K u

record CoIndJ K {ℓc ℓp ℓn : Level}
( i s : IS {ℓc} {ℓp} {ℓn} U) (u : U) : Set where
coinductive
constructor co fo ld
f i e l d

unfold : ISF [ i s ] CoIndJ i s K u

data SCoIndJ K {ℓc ℓp ℓn : Level}
( i s : IS {ℓc} {ℓp} {ℓn} U) : U → Size → Set where

s f o l d : ∀ {u i } → ISF [ i s ] (λ u → Thunk (SCoIndJ i s K u) i ) u
→ SCoIndJ i s K u i

Figure 7.3: (Co)inductive interpretations - datatype

7.1.2 Interpretations and Principles

Recall that the inductive interpretation IndJIK of an inference system
I is the set of elements of the universe which have a finite proof tree,

and finite proof trees are, in turn, inductively defined, that is, by a least fixed
point operator. In Agda, inductive structures are encoded as datatypes (see
Figure 7.3), which specify their constructors. For each u, Ind J is K u is the
type of the proofs that u satisfies Ind J is K, which are essentially the finite
proof trees 1 for u. Indeed, the fold constructor, given a proof that u can
be derived by applying a rule from premises belonging to Ind J is K, which
essentially consists of a rule with conclusion u and finite proof trees for its
premises, builds a finite proof tree for u.

The coinductive interpretation CoIndJIK (see Figure 7.3), instead, is the
set of elements of the universe which have a possibly infinite proof tree, and
possibly infinite proof trees are, in turn, coinductively defined, that is, by a
greatest fixed point operator. For each u, CoInd J is K u is the type of the
proofs that u satisfies CoInd J is K, which are essentially the possibly infinite
proof trees for u, and analogously for SCoInd J is K.

Remark 7.1.2. In Agda, coinductive structures can be encoded in two dif-
ferent ways: either as coinductive records [Abel et al., 2013], or as datatypes
by using the mechanism of thunks (suspended computations) together with

1With some more structure, since the Agda proofs keep trace of the applied meta-rules.
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⊓ : ∀ {ℓc ℓp ℓn ℓ}{U : Set ℓu} → IS {ℓc} {ℓp} {ℓn} U
→ (U → Set ℓ) → IS {ℓc ⊔ ℓ} { } { } U

( i s ⊓ P) .Names = i s .Names
( i s ⊓ P) . r u l e s rn = addSideCond ( i s . r u l e s rn ) P

∪ : ∀{ℓc ℓp ℓn ℓn’}{U : Set ℓ} → IS {ℓc} {ℓp} {ℓn} U
→ IS { } { } {ℓn ’} U → IS { } { } {ℓn ⊔ ℓn ’} U

( i s1 ∪ i s 2 ) .Names = ( i s 1 .Names) ⊎ ( i s 2 .Names)
( i s 1 ∪ i s 2 ) . r u l e s = [ i s 1 . r u l e s , i s 2 . r u l e s ]

FCoIndJ , K : ∀{ℓc ℓp ℓn ℓn ’} → ( I : IS {ℓc} {ℓp} {ℓn} U)
→ (C : IS {ℓc} {ℓp} {ℓn ’} U) → U → Set

FCoIndJ I , C K = CoIndJ I ⊓ IndJ I ∪ C K K

SFCoIndJ , K : ∀{ℓc ℓp ℓn ℓn ’} → ( I : IS {ℓc} {ℓp} {ℓn} U)
→ (C : IS {ℓc} {ℓp} {ℓn ’} U) → U → Size → Set

SFCoIndJ I , C K = SCoIndJ I ⊓ IndJ I ∪ C K K

Figure 7.4: Interpretation generated by corules - datatype

sized types [Abel, 2012, Abel and Pientka, 2016, Abel et al., 2017] to ensure
termination.

To allow compatibility with existing code implemented in either way,
both versions in Remark 7.1.2 are supported by the library. In the first ver-
sion, a possibly infinite proof tree for u is a record with only one field unfold

containing an element of ISF [ is ] CoInd J is K u, that is, a proof that u

can be derived by applying a rule from premises belonging to CoInd J is K,
which essentially consists of a rule with conclusion u and possibly infinite
proof trees for its premises. In the second version, a possibly infinite proof
tree is obtained by a data constructor, analogously to a finite one in the
inductive interpretation; however, since proof trees are encoded as thunks,
hence evaluated lazily, this encoding represents infinite trees as well. In
other words, coinduction is “hidden” in the library type Thunk , which is a
coinductive record with only one field force , intuitively representing the
suspended computation.

The interpretation of a generalized inference system (see Figure 7.4) can
then be encoded following exactly the definition in Section 1.2: it is the
coinductive interpretation of I , restricted to rules whose conclusion is in
the inductive interpretation of the (standard) inference system consisting
of both rules I and corules C. The definition is provided in two flavours
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ind [ ] : ∀{ℓc ℓp ℓn ℓ}
→ ( i s : IS {ℓc} {ℓp} {ℓn} U) == IS
→ (S : U → Set ℓ) == s p e c i f i c a t i o n
→ ISClosed i s S == S i s c losed
→ IndJ i s K ⊆ S

coind [ ] : ∀{ℓc ℓp ℓn ℓ}
→ ( i s : IS {ℓc} {ℓp} {ℓn} U)
→ (S : U → Set ℓ)
→ (S ⊆ ISF [ i s ] S) == S i s cons i s t ent
→ S ⊆ CoIndJ i s K

bounded=coind [ , ] : ∀{ℓc ℓp ℓn ℓn ’ ℓ}
→ ( I : IS {ℓc} {ℓp} {ℓn} U)
→ (C : IS {ℓc} {ℓp} {ℓn ’} U)
→ (S : U → Set ℓ)
→ S ⊆ IndJ I ∪ C K == S i s bounded w. r . t . I ∪ C
→ S ⊆ ISF [ I ] S == S i s cons i s t ent w. r . t . I
→ S ⊆ FCoIndJ I , C K

Figure 7.5: Proof principles

where the coinductive interpretation is encoded by coinductive records and
thunks, respectively, and uses two operators on inference systems, restriction
⊓ and union ∪. We report the codes in Figure 7.4. The former adds to each
rule the side condition that the conclusion should satisfy P, as specified by
the function addSideCond (here omitted). On the other hand, ∪ joins two
inference systems.

The library also provides the proofs of relevant properties, e.g., that
closed sets coincide with pre-fixed points, and consistent sets coincide with
post-fixed points. Moreover, it is shown that the two versions of encoding
of the coinductive interpretation (by coinductive records and thunks) are
equivalent. Finally, the library provides the induction, coinduction, and
bounded coinduction principles (see Propositions 1.2.1 to 1.2.3). We only
report the statements in Figure 7.5 and we briefly recall their meaning.

� If S is closed, then each element of the inductively defined set Ind J is K
satisfies S.

� If S is consistent, then each element satisfying S is in the coinductively
defined set CoInd J is K.
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fcoind=to=ind : ∀{ℓc ℓp ℓn ℓn ’}
{ i s : IS {ℓc} {ℓp} {ℓn} U}{ co i s : IS {ℓc} {ℓp} {ℓn ’} U}
→ FCoIndJ i s , co i s K ⊆ IndJ i s ∪ co i s K

Figure 7.6: Extract inductive proof

� If S is bounded, and consistent with respect to I , then each element
which satisfies S belongs to the set FCoInd J I , C K defined by flexible
coinduction.

Another useful theorem is that GenJI, IcoK ⊆ indI ∪ Ico (see Figure 7.6).

7.1.3 Basic Examples

We continue this section by showing how to use the library to define
specific inference systems and prove their properties. In particular,

we consider the basic examples in Section 1.2 that allow us to cover all the
cases that we investigated before.

Example 7.1.1. Consider the predicate member. We first recall its infer-
ence system and we give names to the (meta-)rules.

mem-h

member(x, x :: xs)

mem-t
member(x, xs)

member(x, y :: xs)

The universe consists of pairs of elements and possibly infinite lists, imple-
mented by the Agda library Colist which uses thunks.

U = A × Co l i s t A ∞
data memberRN : Set where mem-h mem-t : memberRN

mem-h- r : FinMetaRule U
mem-h- r . Ctx = A × Thunk ( Co l i s t A) ∞
mem-h- r . comp (x , xs ) =

[ ] ,
================

(x , x : : xs )

mem-t- r : FinMetaRule U
mem-t- r . Ctx = A × A × Thunk ( Co l i s t A) ∞
mem-t- r . comp (x , y , xs ) =
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(( x , xs . fo rce ) : : [ ] ) ,
================

(x , y : : xs )

memberIS : IS U
memberIS .Names = memberRN
memberIS . r u l e s mem-h = from mem-h- r
memberIS . r u l e s mem-t = from mem-t- r

Here memberRN are the rule names, and each rule name has an associ-
ated element of FinMetaRule U, which exactly encodes the meta-rule in the
inference system at the beginning. Note, in mem-t-r, the use of the force

field of Thunk to actually obtain the tail colist. This inference system is
expected to define exactly the pairs ( x , xs ) such that x belongs to xs , that
is, those satisfying the following specification

memSpec : U → Set
memSpec (x , xs ) = Σ [ i ∈ N ] ( Co l i s t . lookup i xs = ju s t x )

where lookup : N → Colist A ∞ → Maybe A is the (standard) library func-
tion that returns the i -th element of xs , if any. As said in Section 1.2, to
obtain the desired meaning this inference system has to be interpreted in-
ductively, and soundness can be proved by the induction principle, that is,
by providing a proof that the specification is closed with respect to the two
meta-rules, as shown below.

member : A → Co l i s t A ∞ → Set
x member xs = IndJ memberIS K (x , xs )

memSpecClosed : ISClosed memberIS memSpec
memSpecClosed mem-h = zero , r e f l
memSpecClosed mem-t pr =

l e t ( i , proof ) = pr Fin . zero in ( suc i ) , proof

memberSound : ∀ {x xs} → x member xs → memSpec (x , xs )
memberSound = ind [memberIS ] memSpec memSpecClosed

For completeness there is no canonical technique; in this example, it can
be proved by induction on the position (the index i in the specification). For
the complete proof see Ciccone [2020]. ⌟

Example 7.1.2. Consider the predicate allPos from Section 1.2. We first
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recall its inference system and we give names to the (meta-)rules.

allP-Λ

allPos []

allP-t
allPos xs

allPos x :: xs
x > 0

Then the universe consists of possibly infinite lists.

U : Set
U = Co l i s t N ∞
data allPosRN : Set where a l lP -Λ a l lP -t : allPosRN

a l lP -Λ- r : FinMetaRule U
a l lP -Λ- r . Ctx = ⊤
a l lP -Λ- r . comp c =

[ ] ,
=================

[ ]

a l lP -t- r : FinMetaRule U
a l lP -t- r . Ctx = Σ [ ( x , ) ∈ N × Thunk ( Co l i s t N) ∞ ] x > 0
a l lP -t- r . comp (( x , xs ) , ) =

(( xs . fo rce ) : : [ ] ) ,
=================

(x : : xs )

a l lPos IS : IS U
a l lPos IS .Names = allPosRN
a l lPos IS . r u l e s a l lP -Λ = from a l lP -Λ- r
a l lPos IS . r u l e s a l lP -t = from a l lP -t- r

This inference system is expected to define exactly the lists such that
all elements are positive, that is, those satisfying the following specification
(where for simplicity, we use the predicate ∈, omitted, directly defined in-
ductively). Notably, we could use member instead of ∈.

al lPosSpec : U → Set
al lPosSpec xs = ∀ {x} → x ∈ xs → x > 0

As said in Section 1.2, to obtain the desired meaning this inference sys-
tem has to be interpreted coinductively, and completeness can be proved by
the coinduction principle, that is, by providing a proof that the specification
is consistent with respect to the inference system, as shown below.
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a l lPos : U → Set
a l lPos = CoIndJ a l lPos IS K

allPosSpecCons : ∀ {xs}
→ al lPosSpec xs → ISF [ a l lPos IS ] al lPosSpec xs

allPosSpecCons { [ ]} = al lP -Λ , ( t t , ( r e f l , t t , λ ( ) ) )
allPosSpecCons {(x : : xs )} Sxs =

a l lP -t ,
(( x , xs ) , ( r e f l ,

( Sxs here ,
λ {Fin . zero → λ mem → Sxs ( there mem)})))

allPosComplete : al lPosSpec ⊆ a l lPos
allPosComplete = coind [ a l lPos IS ] al lPosSpec allPosSpecCons

For what concerns the soundness, there is no canonical technique; in
this example, when the colist is empty the proof that the specification holds
is trivial. If the colist is not empty, then the proof proceeds by induction
on the position of the element to be proved to be positive. For the complete
proof see Ciccone [2020]. ⌟

Example 7.1.3. Consider the predicate maxElem from Section 1.2. We
recall once again its meta-(co)rules.

max-h

maxElem(x, x :: [])

max-t
maxElem(x, xs)

maxElem(max(x, y), y :: xs)

co-max-h

maxElem(x, x :: xs)

Then the universe consists of pairs of natural numbers and possibly infinite
lists.

U : Set
U = N × Co l i s t N ∞
data maxElemRN : Set where max-h max-t : maxElemRN
data maxElemCoRN : Set where co-max-h : maxElemCoRN

max-h- r : FinMetaRule U
max-h- r . Ctx =

Σ [ ( , xs ) ∈ N × Thunk ( Co l i s t N) ∞ ] xs . fo rce ≡ [ ]
max-h- r . comp (( x , xs ) , ) =

[ ] ,
==============

x , x : : xs

max-t- r : FinMetaRule U
max-t- r . Ctx =
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Σ [ ( x , y , z , ) ∈
N × N × N × Thunk ( Co l i s t N) ∞ ] z ≡ max x y

max-t- r . comp (( x , y , z , xs ) , ) =
(x , xs . fo rce ) : : [ ] ,
==============

z , y : : xs

co-max-h- r : FinMetaRule U
co-max-h- r . Ctx = N × Thunk ( Co l i s t N) ∞
co-max-h- r . comp (x , xs ) =

[ ] ,
==============

(x , x : : xs )

maxElemIS : IS U
maxElemIS .Names = maxElemRN
maxElemIS . r u l e s max-h = from max-h- r
maxElemIS . r u l e s max-t = from max-t- r

maxElemCoIS : IS U
maxElemCoIS .Names = maxElemCoRN
maxElemCoIS . r u l e s co-max-h = from co-max-h- r

Note that in this example we have defined two inference systems, the
rules and the corules. This generalized inference system is expected to define
exactly the pairs ( x , xs ) such that x is the maximal element of xs , that is,
those satisfying the following specification, where to be the maximal element
x should belong to xs , and be greater or equal than any n in xs .

maxSpec inSpec geqSpec : U → Set
inSpec (x , xs ) = x ∈ xs
geqSpec (x , xs ) = ∀{n} → n ∈ xs → x ≡ max x n
maxSpec u = inSpec u × geqSpec u

As said in Section 1.2, the desired meaning is provided by the interpre-
tation of the generalized inference system.

maxElem : N → Co l i s t N ∞ → Set
x maxElem xs = FCoIndJ maxElemIS , maxElemCoIS K (x , xs )

and the completeness can be proved by the bounded coinduction principle.

maxElemComplete : ∀{x xs} → maxSpec (x , xs ) → x maxElem xs
maxElemComplete =
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bounded-coind [ maxElemIS , maxElemCoIS ] maxSpec
(λ{(x , xs ) → maxSpecBounded x xs })
λ{(x , xs ) → maxSpecCons x xs}

Notably, we have to prove that the specification is:

� bounded, that is, contained in maxElem i , the inductive interpre-
tation of the standard inference system consisting of both rules and
corules, as shown below:

maxElemi : N → Co l i s t N ∞ → Set
x maxElemi xs = IndJ maxElemIS ∪ maxElemCoIS K (x , xs )

maxSpecBounded : ∀{x xs} → inSpec (x , xs )
→ geqSpec (x , xs ) → x maxElemi xs

� consistent with respect to the inference system consisting of only rules,
as shown below:

maxSpecCons : ∀{x xs} → inSpec (x , xs ) →
geqSpec (x , xs ) → ISF [ maxElemIS ] maxSpec (x , xs )

These proofs are omitted for the sake of brevity. See Ciccone [2020] for more
details. Concerning the soundness there is no canonical technique. The proof
can be split for the two components of the specification. It is worth noting
that, for the soundness with respect to inSpec , we first use fcoind -to- ind

(see Figure 7.6), and then define maxElemSound -in- ind, omitted, by induc-
tion on the inference system consisting of rules and corules. The use of
fcoind -to- ind in the proof corresponds to the fact that without corules un-
sound judgments could be derived.

maxElemSound- i n : ∀ {x xs} → x maxElem xs → inSpec (x , xs )
maxElem-sound- i n max = maxElemSound- i n - ind ( fco ind -to- ind max)

Soundness with respect to geqSpec is proved by induction on the posi-
tion, that is, the proof of membership, of the element that must be proved
to be less or equal. In this case, soundness would hold even in the purely
coinductive case. ⌟
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Remark 7.1.3 (Code Duplication). Of course, as Agda supports both induc-
tive and coinductive dependent types, one could directly write Agda code for
inductive, coinductive and even flexible coinductive definitions of concrete
examples. We have explored this possibility in Ciccone [2020]. However,
in this way, the definition is hard-wired with its semantics, and, for flexible
coinduction, one has to manually construct the interpretation by combin-
ing in the correct way an inductive and a coinductive type and to prove the
bounded coinduction principle for each example. For instance, the definition
of maxElem will look as follows:

data maxElem : N → CoList N ∞ → Size → Set where
max-h : ∀ {x xs i } → fo rce xs ≡ [ ] → x maxElem (x : : xs ) i
max-t : ∀ {x y xs i } → Thunk (x maxElem ( fo rce xs )) i

→ z ≡ max x y
→ z maxElemi (y : : xs )
→ z maxElem (y : : xs ) i

data maxElemi : N → CoList N ∞ → Set where
imax-h : ∀ {x xs} → fo rce xs ≡ [ ] → x maxElemi (x : : xs )
imax-t : ∀ {x y xs} → x maxElemi ( fo rce xs )) → z ≡ max x y

→ z maxElemi (y : : xs )
co-max-h : ∀ {x xs} → x maxElemi (x : : xs )

Clearly, this approach causes duplication of rules and code, as rules of
the coinductive type have to be duplicated in the inductive one, making
things rather complex. Our library instead hides all these details, exposing
interfaces for interpretations and proof principles, so that the user only has
to write code describing rules. ⌟

7.2 Divergence In The Lambda-Calculus

In Section 7.1.3 we formalized some basic examples to explain how
the library can be used. In this section we describe a more significant

example of instantiation: an inference system with corules providing a big-
step semantics of lambda-calculus including divergence among the possible
results Ancona et al. [2017a], reported in Figure 7.7. In this example, corules
play a key role: indeed , considering, e.g., the divergent term Ω = (λx.x
x) (λx.x x), in the standard inductive big-step semantics no result can be
derived (an infinite proof tree is needed), as for a stuck term; in the purely
coinductive interpretation, any judgment Ω⇓ v∞ would be obtained Leroy
and Grall [2009]. Since each node of the infinite proof tree for a judgment
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t ::= v | x | t1 t2 | . . . term
v ::= λx.t | . . . value

v∞ ::= v | ∞ result

coa

e⇓∞

val

v ⇓ v

app
t1 ⇓ λx.t t2 ⇓ v t [x/v ]⇓ v∞

t1 t2 ⇓ v∞

l-div
t1 ⇓∞

t1 t2 ⇓∞

r-div
t1 ⇓ v t2 ⇓∞

t1 t2 ⇓∞

Figure 7.7: λ-calculus: syntax and big-step semantics

should also have a finite proof tree using the corules, the coaxiom [coa]

forces to obtain only ∞ as result, see Ancona et al. [2017a] for a more
detailed explanation. 2

In rule [app], v∞ is used for the result, so the rule also covers the case
when the evaluation of the body of the lambda abstraction diverges. As
usual, t [x/v ] denotes capture-avoiding substitution. Rules [l-div] and [r-

div] cover the cases when either t1 or t2 diverges, assuming a left-to-right
evaluation strategy. Terms, values, and results are inductively defined, hence
encoded by Agda datatypes. As customary in implementations of lambda-
calculus, we use the De Bruijn notation: notably, Term n is the set of terms
with n free variables.

data Term (n : N) : Set where
var : Fin n → Term n
lambda : Term ( suc n) → Term n
app : Term n → Term n → Term n

data Value : Set where
lambda : Term 1 → Value

term : Value → Term 0
term ( lambda x) = lambda x

data Value∞ : Set where
r e s : Value → Value∞

∞ : Value∞

The universe consists of big-step judgments (pairs consisting of a term
and a result). The two inference systems of rules and corules are encoded

2Other examples of big-step semantic definitions with more sophisticated corules are
given in Ancona et al. [2018, 2020].



7.2. DIVERGENCE IN THE LAMBDA-CALCULUS 211

below.

U : Set
U = Term 0 × Value∞

data BigStepRN : Set where va l app l=div r=div : BigStepRN
data BigStepCoRN : Set where COA : BigStepCoRN

BigStepIS : IS U
BigStepIS .Names = BigStepRN
BigStepIS . r u l e s va l = from va l - r
BigStepIS . r u l e s app = from app- r
BigStepIS . r u l e s L-DIV = from l -div - r
BigStepIS . r u l e s R-DIV = from r -div - r

BigStepCoIS : IS U
BigStepCoIS .Names = BigStepCoRN
BigStepCoIS . r u l e s COA = from coa- r

where BigStepRN are the rule names, and each rule name has an asso-
ciated element of FinMetaRule U. For instance, app -r is given below. The
auxiliary function subst , omitted, implements capture-avoiding substitu-
tion.

app- r : FinMetaRule U
app- r . Ctx = Term 0 × Term 1 × Term 0 × Value × Value∞

app- r . comp ( t1 , t , t2 , v , v∞ ) =
( t1 , re s ( lambda t )) : : ( t2 , r e s v ) : :
( subst t ( term v) , v∞ ) : : [ ] ,
=========================

(app t1 t2 , v∞ )

The big-step semantics can be obtained as the interpretation of the gen-
eralized inference system, as shown below. We use the flavour with thunks.

⇓ : Term 0 → Value∞ → Size → Set
( t ⇓ v∞ ) i = SFCoIndJ BigStepIS , BigStepCoIS K ( t , v∞ ) i

⇓i : Term 0 → Value∞ → Set
t ⇓i v∞ = IndJ BigStepIS ∪ BigStepCoIS K ( t , v∞ )

The second predicate (i stands for “inductive”) models that a judgment
has a finite proof tree in the inference system consisting of rules and coaxiom,
and will be used in proofs.
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β

(λx.t) v ⇒ t [x/v ]

l-app
t1 ⇒ t ′1

t1 t2 ⇒ t ′1 t2

r-app
t2 ⇒ t ′2

v t2 ⇒ v t ′2

Figure 7.8: λ-calculus: small-step semantics

Small-step semantics, reported in Figure 7.8, can also be obtained ap-
propriately instantiating the library. In this case, the universe consists of
small-step judgments, which are pairs of terms. There is only one inference
system, where SmallStepRN are the rule names, and each rule name has an
associated element of FinMetaRule U.

U : Set
U = Term 0 × Term 0

data SmallStepRN : Set where β L-app R-app : SmallStepRN

SmallStepIS : IS U
SmallStepIS .Names = SmallStepRN
SmallStepIS . r u l e s β = from β- r
SmallStepIS . r u l e s L-app = from l -app- r
SmallStepIS . r u l e s R-app = from r -app- r

For instance, β-r is given below.

β- r : FinMetaRule U
β- r . Ctx = Term 1 × Value
β- r . comp ( t , v ) =

[ ] ,
=========================

(app ( lambda t ) ( term v) , subst t ( term v ))

The one-step relation ⇒ is obtained as the inductive interpretation of
the (standard) inference system. Then, finite computations are modeled
by its reflexive and transitive closure ⇒⋆, defined using Star in the Agda
library, as shown below.

⇒ : Term 0 → Term 0 → Set
t ⇒ t ’ = IndJ SmallStepIS K ( t , t ’ )

⇒⋆ : Term 0 → Term 0 → Set
⇒⋆ = Star ⇒
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Infinite computations, instead, are modeled by the relation ⇒∞, coin-
ductively defined by the meta-rule

t ′ ⇒∞

t ⇒∞ t ⇒ t ′

that we encoded in Agda by using thunks.

data ⇒∞ : Term 0 → Size → Set where
step : ∀ { t t ’ i } → t ⇒ t ’ → Thunk ( t ’ ⇒∞ ) i → t ⇒∞ i

The proof of equivalence between big-step and small-step semantics is
structured as follows, where S = {⟨t , v⟩ | t ⇒⋆ v} ∪ {⟨t ,∞⟩ | t ⇒∞}.

Soundness

t ⇓ v implies t ⇒⋆ v We use fcoind -to-ind (see Figure 7.6), and then
reason by induction on the judgment t⇓iv . That is, we show that
t ⇒⋆ v is closed w.r.t. the inference system consisting of rules
and corules. As already pointed out for the maxElem example,
the use of fcoind -to- ind in the proof corresponds to the fact that,
without the coaxiom [coa], unsound judgments would be derived,
e.g., Ω⇓ v for v ∈ Val.

t ⇓∞ implies t ⇒∞ This implication, instead, would hold even in
the purely coinductive case. It can be proved from progress and
subject reduction properties:

Progress t ⇓∞ implies that there exists t ′ such that t ⇒ t ′.

Subject reduction t ⇓∞ and t ⇒ t ′ implies t ′ ⇓∞.

Completeness By bounded coinduction (see Proposition 1.2.3).

Boundedness

t ⇒⋆ v implies t⇓iv By induction on the number of steps.

t ⇒∞ implies t⇓i∞ Trivial, since the coaxiom coa can be ap-
plied.

Consistency We have to show that, for each ⟨t , v∞⟩ ∈ S, ⟨t , v∞⟩ is
the consequence of a big-step rule where the premises are in S as
well. We distinguish two cases.
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t ⇒⋆ v By induction on the number of steps. If it is 0, then t
is a value, hence we can use rule [val]. Otherwise, t is an
application, and we can use rule [app].

t ⇒∞ The term t is an application t1 t2. We distinguish the fol-
lowing cases:

� t1 diverges, hence we can use rule [l-div]

� t1 converges and t2 diverges, hence we can use rule [r-div]

� both t1 and t2 converge, hence we can use rule [app].

Note that in this proof by cases we need to use the excluded
middle principle, which is defined in the standard library,
and postulated in our proof.

7.3 Indexed (Endo) Containers

We conclude this section by investigating the analogies and the dif-
ferences of generalized inference systems with respect to index con-

tainers. Indexed containers [Altenkirch et al., 2015] are a rather general
notion, meant to capture families of datatypes with some form of indexing.
They are part of the Agda standard library. We report below the definition,
simplified and adapted a little for presentation purpose. Notably, we use
ad-hoc field names, chosen to reflect the explanation provided below.

record Container {ℓ i ℓo}
( I : Set ℓ i ) (O : Set ℓo) (ℓc ℓp : Level ) : Set where
constructor ◁ /
f i e l d
Cons : (o : O) → Set ℓc
Pos : ∀ {o} → Cons o → Set ℓp
input : ∀ {o} ( c : Cons o) → Pos c → I

J K : ∀ {ℓ i ℓo ℓc ℓp ℓ} { I : Set ℓ i } {O : Set ℓo} →
Container I O ℓc ℓp →
( I → Set ℓ) → (O → Set )

J Cons ◁ Pos / input K X o =
Σ [ c ∈ C o ] ((p : P c ) → X ( inp c p))

To explain the view of an inference system as an indexed container, we
can think of the latter as describing a family of datatype constructors where
I and O are input and output sorts, respectively. Then, Cons specifies, for
each output sort o, the set of its constructors; for each constructor for o, Pos
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specifies a set of positions to store inputs to the constructor; finally, input

specifies the input sort for each position in a constructor. The function J K
models the “semantics” of an indexed container, that is, given a family of
inputs X indexed by I , it returns the family of outputs indexed by O which
can be constructed by providing to some constructor inputs from P of correct
sorts.

Then, inference systems can be defined as indexed containers where input
and output sorts coincide, and are the elements of the universe, as follows.

ISCont : {ℓc ℓp : Level} → (U : Set ℓu) → Set
ISCont {ℓc} {ℓp} U = Container U U ℓc ℓp

In this way, for each u : U:

� Cons u is the set of (indexes for) all the rules which have consequence
u

� Pos c is the set of (indexes for) the premises of the c-th rule

� input c p is the p-th premise of the c-th rule

This view comes out quite naturally observing that an inference system
is an element of ℘(℘(U)×U); equivalently, a function which, for each j ∈ U ,
returns the set of the sets of premises of all the rules with consequence j . In a
constructive setting such as Agda, the powerset construction is not available,
hence we have to use functions. So, for each element u, we need a type to
index all rules with consequence u, and, for each rule, a type to index its
premises, which are exactly the data of an indexed container. In other words,
this view of inference systems as indexed containers explicitly interprets
rules as constructors for proofs. Moreover, definitions in Section 1.2 can be
easily obtained as instances of analogous definitions for indexed containers,
building on the fact that the inference operator associated with an inference
system turns out to be the semantics J K of the corresponding container.

Whereas this encoding allows reuse of notions and code, a drawback
is that information is structured in a rather different way from that “on
paper”; notably, we group together rules with the same consequence, rather
than those obtained as instances of the same “schema”, that is, meta-rule.
For this reason we developed the Agda library mimicking meta-rules. For
instance, the inference system for allPos would be as follows:

al lPosCont : ISCont ( Co l i s t N ∞)
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al lPosCont . Cons [ ] = ⊤
al lPosCont . Cons (x : : xs ) = x > 0
al lPosCont . Pos { [ ]} c = ⊥
al lPosCont . Pos {x : : xs} c = Fin 1
al lPosCont . input {x : : xs} c zero = xs . fo rce

However, we can prove that the two notions are equivalent, as shown
below. To this end, we define a translation C[ ] from inference systems
to indexed containers and a converse translation IS [ ] . Note that in the
translation C[ ] each meta-rule is transformed in all its instantiations; more
precisely, for each u : C, Cons u gives all the instantiations of meta-rules
having u as consequence. Conversely, in the translation IS [ ] , each rule is
transformed in a meta-rule with trivial context.

C[ ] : ∀{ℓc ℓp ℓn} → IS {ℓc} {ℓp} {ℓn} U → Container U U ℓp
C[ i s ] . Cons u = Σ [ rn ∈ i s .Names ] Σ [ c ∈ i s . r u l e s rn . Ctx ]

u ≡ i s . r u l e s rn . conclu c
C[ i s ] . Pos ( rn , , r e f l ) = i s . r u l e s rn . Pos
C[ i s ] . input ( rn , c , r e f l ) p = i s . r u l e s rn . prems c p

IS [ ] : ∀{ℓc ℓp} →
Container U U ℓc ℓp → IS {zero} {ℓp} { l ⊔ ℓc} U

IS [ C ] .Names = Σ [ u ∈ U ] C . Cons u
IS [ C ] . r u l e s (u , c ) =

record {
Ctx = ⊤ ;
Pos = C . Pos c ;
prems = λ r → C . input c r ;
conclu = λ → u }

i s f=to=c : ∀{ℓc ℓp ℓn ℓp} { i s : IS {ℓc} {ℓp} {ℓn} U}
{P : U → Set ℓp} → ISF [ i s ] P ⊆ J C[ i s ] K P

i s f=to=c ( rn , c , r e f l , pr ) = ( rn , c , r e f l ) , pr

c=to=i s f : ∀{ l ’ ℓp ℓp} {C : Container U U l ’ ℓp}
{P : U → Set ℓp} → J C K P ⊆ ISF [ IS [ C ] ] P

c=to=i s f ( c , pr ) = ( , c ) , t t , r e f l , pr



Chapter 8

Properties Of Session Types

In this chapter we take into account three interesting properties of
binary session types. All the properties under analysis mix safety

and liveness. Hence, we use GISs (Section 1.2) as a reference framework
for their definitions and proofs. Furthermore, for each property we first
investigate its safety counterpart and we show how to obtain the desired
one by using corules. Notably, all the results have been formalized in Agda
[Ciccone and Padovani, 2021a,c, 2022a]. We chose to restrict to the binary
case to simplify the mechanizations as much as possible.

The properties that we study are the following:

� Fair Termination of a session type. A fairly terminating session can
always eventually reach termination

� Fair Compliance of two session types. Compliant sessions can always
eventually interact to reach termination (asymmetric variant of Defi-
nition 2.3.1)

� Fair Subtyping between session types. This property is a compliance-
preserving subtyping relation (see Definition 3.2.1)

We begin the chapter by mechanizing in Section 8.1 the notions pre-
sented in Section 2.2 and that will be used later. Then, in Section 8.2 we
introduce an alternative definition of (binary) session types and its formal-
ization. Then the chapter is split according to the property under analysis
(Sections 8.3 to 8.5). Furthermore, for each property we show its Agda defi-
nition and we explain how the proof principles (see Section 1.2) can be used

217
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open import Re lat ion . Nul lary using (¬ )
open import Re lat ion . Unary using ( S a t i s f i a b l e ; ∪ )
open import Re lat ion . Binary . Core using ( Rel )
open import Re lat ion . Binary . Construct . Closure . Re f l e x i v eTran s i t i v e

using ( Star )
open import Function . Base using ( ◦ )

Figure 8.1: Imported modules

to prove the correctness. At last, in Section 8.6 we detail the soundness and
completeness proof of fair compliance. The formalization of all the results
is available on GitHub [Ciccone and Padovani, 2021c].

Remark 8.0.1. In this chapter we refer to binary session types but we rely on
a syntax different from the more conventional one presented in Section 1.3.
This choice is mainly motivated by the fact we aimed at simplifying the
mechanization as much as possible. In Section 8.2 we describe all the ad-
vantages of using such representation.

8.1 Fair Termination

In this section we mechanize fair termination in its general form,
that is, considering an arbitrary labeled transition system. In par-

ticular, we mechanize the definitions and the notions that we presented in
Section 2.2. We will instanciate such property in Sections 8.3 and 8.4 in ses-
sion based scenarios. Notably, the entire development is available on GitHub
(see Padovani [2022]).

Remark 8.1.1 (Imports). The codes that we present takes advantage of many
features from the standard library. Figure 8.1 illustrates the modules that
are imported and used in the formalization in this section. Satisfiable P

holds when a proof of P can be exhibited whereas Star is used to obtain
the reflexive transitive closure of the reference relation. ¬ P is equivalent to
P → ⊥. For more details see Padovani [2022]. ⌟

First, we have to consider an arbitrary labelled transition system. Hence
the Agda module is parametric on

( State : Set ) ( ∼> : State → State → Set)
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that is, a set of states and a transition relation. Then, we define the reflexive
transitive closure of the transition relation and the set of predicates over
states. The predicates Reduces and Stuck hold when a state can reduce to
another one and when no reductions are allowed, respectively.

StateProp : Set1
StateProp = State → Set

∼>∗ : Rel State
∼>∗ = Star ∼>

Reduces : StateProp
Reduces S = Sa t i s f i a b l e (S ∼> )

Stuck : StateProp
Stuck S = ¬ (Reduces S)

A run is a maximal sequence of states S ∼> S1 ∼> S2 ∼> . . ., that is a
sequence of reductions that is either infinite or it ends with a stuck state.

data Run (S : State ) : Set
record ∞Run (S : State ) : Set where

coinductive
f i e l d fo rce : Run S

data Run S where
stop : ( stuck : Stuck S) → Run S
: : : ∀{S’} ( red : S ∼> S ’ ) (ρ : ∞Run S ’ ) → Run S

RunProp : Set1
RunProp = ∀{S} → Run S → Set

Note that runs are defined using a coinductive record. RunProp identifies
predicates over runs. Now we model the fact that each property of states
induces a corresponding property of runs in which there is a state that
satisfies such property. A run is finite if it contains a stuck state.

data Eventua l ly (P : StateProp ) : RunProp where
here : ∀{S} {ρ : Run S} ( proof : P S) → Eventua l ly P ρ
next : ∀{S S’} ( red : S ∼> S ’ ) {ρ : ∞Run S’}

( ev : Eventua l ly P (ρ . f o rce )) → Eventua l ly P ( red : : ρ)

F i n i t e : RunProp
F in i t e = Eventua l ly Stuck
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A fairness assumption is a proposition over runs such that every par-
tial run S ∼>∗ S’ can be extended to a fair run. This condition is called
feasibility or machine closure (see Lemma 2.2.1).

record FairnessAssumption : Set1 where
f i e l d

Fai r : RunProp
f e a s i b l e : ∀{S S’} ( reds : S ∼>∗ S ’ ) →

Σ [ ρ ∈ Run S ’ ] Fa i r ( reds ++ ρ)

StuckFairness : FairnessAssumption
StuckFairness = record { Fai r = Fair ’ ; f e a s i b l e = f ea s i b l e ’ }

where
Fair ’ : RunProp
Fair ’ = Eventua l ly ( Stuck ∪ NonTerminating )

where ++ is used to concatenate runs and StuckFairness denotes our
fairness assumption (see Definition 2.2.3). For the sake of clarity we omit
the definition of feasible ’ . We recall that a run is fair if it contains finitely
many weakly terminating states. This means that the run is either finite or
divergent. Now we can define fair termination (see Definition 2.2.4). We
recall that a state S is fairly terminating if the fair runs of S are finite.

WeaklyTerminating : StateProp
WeaklyTerminating S = Σ [ ρ ∈ Run S ] F in i t e ρ

Fair lyTerminat ing : FairnessAssumption → StateProp
Fair lyTerminat ing ϕ S = ∀{ρ : Run S} → Fai r ϕ ρ → F in i t e ρ

Spec i f i c a t i on : StateProp
Spec i f i c a t i on S = ∀{S’} → S ∼>∗ S ’ → WeaklyTerminating S ’

Specification is the alternative characterization of fair termination
that does not use fair runs. A state S satisfies the specification if any S’ that
is reachable from S is weakly terminating. A state is weakly terminating if
it has a finite run. Now we can state Theorem 2.2.1 (proofs are omitted).
In particular, we prove that the specification is a necessary condition for
fair termination, regardless of the fairness assumption being made and that
the specification is a sufficient condition for the notion of fair termination
induced by our assumption.
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f t→spec : (ϕ : FairnessAssumption ) → ∀{S} →
Fair lyTerminat ing ϕ S → Spec i f i c a t i on S

spec→ f t : ∀{S} →
Spec i f i c a t i on S → Fair lyTerminat ing StuckFairness S

At last, as a consequence we can prove that our assumption is the fairness
assumption that induces the largest family of fairly terminating states.

f t→ f t : (ϕ : FairnessAssumption ) →
∀{S} → Fair lyTerminat ing ϕ S →
Fair lyTerminat ing StuckFairness S

f t→ f t ϕ = spec→ f t ◦ f t→spec ϕ

8.2 Session Types

As noted in Remark 8.0.1, we rely on a different definition of (binary)
session types with respect to that presented in Section 1.3. Although

such choice has been originally motivated by the fact that we tried to simplify
as much as possible the Agda mechanization of the properties (Sections 8.3
to 8.5), it also has the capability of encoding dependent session types, that is,
types that depend on previously exchanged messages. We give more details
later. We first introduce the new formulation of (binary) session types and
then we detail the technical aspects of their formalization.

8.2.1 Session Types: An Alternative Formulation

We assume a set V of message tags that can be exchanged in commu-
nications. This set may include booleans, natural numbers, strings,

and so forth. Hereafter, we assume that V contains at least two elements,
otherwise branching protocols cannot be described and the theoretical de-
velopment that follows becomes trivial. We use x, y, z to range over the
elements of V. We define the set S of session types over V using coinduc-
tion, to account for the possibility that session types (and the protocols they
describe) may be infinite.
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Definition 8.2.1 (Session Types). Session types T , S are the possibly in-
finite trees coinductively generated by the productions

Polarity π ∈ {?, !}
Session type T, S ::= nil | π{x : Tx}x∈V

Hereafter, we write π for the opposite or dual polarity of π, that is ? = !
and ! = ?. Note that input and output session types specify continuations
for all possible values in the set V. The session type nil, which describes an
unusable session channel, can be used as continuation for those values that
cannot be received or sent. As we will see shortly, the presence of nil breaks
the symmetry between inputs and outputs.

It is convenient to introduce some notation for presenting session types
in a more readable and familiar form. Given a polarity π, a set X ⊆ V of
values and a family Tx∈X of session types, we let

π{x : Tx}x∈X
def
= π

(
{x : Tx}x∈X ∪ {x : nil}x∈V\X

)
so that we can omit explicit nil continuations. As a special case when all
the continuations are nil, we write πend instead of π∅. Both ?end and !end
describe session channels on which no further communications may occur,
although they differ slightly with respect to the session types they can be
safely combined with. Describing terminated protocols as degenerate cases
of input/output session types reduces the amount of constructors needed
for their Agda representation (see Section 8.2.2). Another common case
for which we introduce a convenient notation is when the continuations
are the same, regardless of the value being exchanged: in these cases, we
write πX.T instead of π{x : T}x∈X . For example, !B.T describes a channel
used for sending a boolean and then according to T and ?N.S describes a
channel used for receiving a natural number and then according to S. We
abbreviate {x} with x when no confusion may arise. So we write !true.T
instead of !{true}.T .

Finally, we define a partial operation + on session types such that

π{x : Tx}x∈X + π{x : Tx}x∈Y
def
= π{x : Tx}x∈X∪Y

when X ∩ Y = ∅. For example, !true.S1 + !false.S2 describes a channel used
first for sending a boolean value and then according to S1 or S2 depending
on the boolean value. It it easy to see that + is commutative and associative
and that πend is the unit of + when used for combining session types with
polarity π. Note that T + S is undefined if the topmost polarities of T and
S differ. We assume that + binds less tightly than the ‘.’ in continuations.
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input

?x.S + T
?x−→ S

output

!x.S + T
!x−→ S

S ̸= nil

Figure 8.2: Labeled transition system

We do not introduce any concrete syntax for specifying infinite session
types. Rather, we specify possibly infinite session types as solutions of equa-
tions of the form S = · · · where the metavariable S may also occur (guarded)
on the right-hand side of ‘=’. Guardedness guarantees that the session type
S satisfying such equation does exist and is unique [Courcelle, 1983].

Example 8.2.1. The session types T1 and S1 that satisfy the equations

T1 = !true.!N.T1 + !false.?end S1 = !true.!N+.S1 + !false.?end

both describe a channel used for sending a boolean. If the boolean is false,
the communication stops immediately (?end). If it is true, the channel is
used for sending a natural number (a strictly positive one in S1) and then
according to T1 or S1 again. Notice how the structure of the protocol after
the output of the boolean depends on the value of the boolean.

The session types T2 and S2 that satisfy the equations

T2 = ?true.!N.T2 + ?false.?end S2 = ?true.!N+.S2 + ?false.?end

differ from T1 and S1 in that the channel they describe is used initially for
receiving a boolean. ⌟

We define the operational semantics of session types by means of a labeled
transition system. Labels, ranged over by α, β, γ, have either the form ?x
(input of message x) or the form !x (output of message x). Transitions
T

α−→ S are defined in Figure 8.2
There is a fundamental asymmetry between send and receive operations:

the act of sending a message is active – the sender may choose the message to
send – while the act of receiving a message is passive – the receiver cannot
cherry-pick the message being received. We model this asymmetry with
the side condition S ̸= nil in [output] and the lack thereof in [input]: a
process that uses a session channel according to !{x : Tx}x∈V refrains from
sending a message x if Tx = nil, namely if the channel becomes unusable
by sending that particular message, whereas a process that uses a session
channel according to ?{x : Tx}x∈V cannot decide which message x it will
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sync

S # T → S′ # T ′ S
α−→ S′, T

α−→ T ′

Figure 8.3: Reduction of session

receive, but the session channel becomes unusable if an unexpected message
arrives. The technical reason for modeling this asymmetry is that it allows
us to capture a realistic communication semantics. For the time being, these
transition rules allow us to appreciate a little more the difference between
!end and ?end. While both describe a session endpoint on which no further
communications may occur, !end is “more robust” than ?end since it has
no transitions, whereas ?end is “more fragile” than !end since it performs
transitions, all of which lead to nil. For this reason, we use !end to flag
successful session termination, whereas ?end only means that the protocol
has ended.

To describe sequences of consecutive transitions performed by a session
type we use another relation

φ
=⇒ where φ and ψ range over strings of la-

bels. As usual, ε denotes the empty string and juxtaposition denotes string
concatenation. The relation

φ
=⇒ is the least one such that T

ε
=⇒ T and if

T
α−→ S and S

φ
=⇒ R, then T

αφ
=⇒ R.

At last, we need to model the evolution of a session as client and server
interact. To this aim, we represent a session as a pair R # T where R
describes the behavior of the client and T that of the server. Sessions reduce
according to the rule in Figure 8.3 where α is the complementary action of
α defined by πx = πx. We extend · to traces in the obvious way and we
write ⇒ for the reflexive, transitive closure of →. We write R # T → if
R # T → R′ # T ′ for some R′ and T ′ and R # T X→ if not R # T →.

8.2.2 Agda Mechanization of Types

We postulate the existence of V, representing the set of values that
can be exchanged in communications. The actual Agda formalization

is parametric on an arbitrary set V, the only requirement being that V
must be equipped with a decidable notion of equality. We will make some
assumptions on the nature of V when we present specific examples. To
begin the formalization, we declare the two data types we use to represent
session types. Because these types are mutually recursive, we declare them
in advance so that we can later refer to them from within the definition of
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each.

data SessionType : Set
record ∞SessionType : Set

data SessionType where
n i l : SessionType
inp out : Continuation → SessionType

record ∞SessionType where
coinductive
f i e l d fo rce : SessionType

The SessionType data type provides three constructors corresponding
to the three forms of a session type (see Definition 8.2.1). The ∞ SessionType

wraps a session type within a coinductive record, so as to make it possible
to represent infinite session types. The record has just one field force that
can be used to access the wrapped session type. By opening the record, we
make the force field publicly accessible without qualifiers.

Remark 8.2.1. Coinductive records are the built-in technique for dealing
with infinite datatypes. It has been already used in Chapter 7 and Sec-
tion 8.3 for implementing the coinductive interpretations of an inference
system and possibly infinite runs in a labeled transitions system. Although
the sized types approach leads to syntactically easier datatypes, a recent
Agda update highlighted an inconsistency when using both approaches to-
gether. Since thunks, on which sized types are based on, are defined as a
coinductive record, we decided to mainly rely on the former approach for
the sake of simplicity. ⌟

A key design choice of our formalization is the representation of continu-
ations {x : Sx}x∈V, which may have infinitely many branches if V is infinite.
We represent continuations in Agda as total functions from V to session
types, thus:

Continuation : Set
Continuation = V → ∞SessionType

Example 8.2.2. Consider once again the session type T1 discussed in Ex-
ample 8.2.1:

T1 = !true.!N.T1 + !false.?end
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In this case we assume that V is the disjoint sum of N (the set of natural
numbers) and B (the set of boolean values) with constructors nat and bool .
It is useful to also define once and for all the continuation empty , which
maps every message to nil:

empty : Continuation
empty . fo rce = n i l

Now, the Agda encoding of T1 is shown below:

T1 : SessionType
T1 = out f

where
f g : Continuation
f ( nat ) . fo rce = n i l
f ( bool t rue ) . fo rce = out g
f ( bool f a l s e ) . fo rce = inp empty
g ( nat ) . fo rce = out f
g ( bool ) . fo rce = n i l

The continuations f and g are defined using pattern matching on the
message argument and using copattern matching to specify the value of the
force field of the resulting coinductive record. They represent the two stages
of the protocol: f allows sending a boolean (but no natural number) and,
depending on the boolean, it continues as g or it terminates; g allows sending
a natural number (but no boolean) and continues as f . ⌟

Example 8.2.2 illustrates a simple form of dependency whereby the struc-
ture of a communication protocol may depend on the content of previously
exchanged messages. The fact that we use Agda to write continuations
means that we can model sophisticated forms of dependencies that are found
only in the most advanced theories of dependent session types [Toninho
et al., 2011, Toninho and Yoshida, 2018, Thiemann and Vasconcelos, 2020,
Ciccone and Padovani, 2020].

Example 8.2.3. Consider the Agda encoding of a session type

!(n : N). !B . . . !B︸ ︷︷ ︸
n

.!end

describing a channel used for sending a natural number n followed by n
boolean values:
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BoolVector : SessionType
BoolVector = out g

where
f : N → Continuation
f zero . fo rce = n i l
f ( suc n) ( bool ) . fo rce = out ( f n)
f ( suc n) ( nat ) . fo rce = n i l
g : Continuation
g ( nat n) . fo rce = out ( f n)
g ( bool ) . fo rce = n i l

We will not discuss further examples of dependent session types. How-
ever, note that the possibility of encoding protocols such as BoolVector has
important implications on the scope of our study: it means that the results
we have presented and formally proved in Agda hold for a large family of
session types that includes dependent ones. ⌟

We now provide a few auxiliary predicates on session types and contin-
uations. First of all, we say that a session type is defined if it is different
from nil:

data Defined : SessionType → Set where
inp : ∀{ f} → Defined ( inp f )
out : ∀{ f} → Defined ( out f )

Concerning continuations, we define the domain of a continuation func-
tion f to be the subset of V such that f x is defined, that is dom f = {x ∈
V | f x ̸= nil}. We say that a continuation is empty if so is its domain. On
the contrary, a non-empty continuation is said to have a witness. We define
a Witness predicate to characterize this condition.

dom : Continuation → Pred V Level . zero
dom f x = Defined ( f x . fo rce )

EmptyContinuation : Continuation → Set
EmptyContinuation f = Relat ion . Unary .Empty (dom f )

Witness : Continuation → Set
Witness f = Relat ion . Unary . S a t i s f i a b l e (dom f )

where Satisfiable P and Empty P mean that at least an element sat-
isfies P and no elements satisfy P, respectively.
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Example 8.2.4. Consider the empty continuation defined in Example 8.2.2.
We can prove that it is indeed an empty one.

empty=i s=empty : EmptyContinuation empty
empty=i s=empty ()

⌟

We now define a predicate Win to characterize the session type !end and
End to characterize πend:

data Win : SessionType → Set where
out : ∀{ f} → EmptyContinuation f → Win ( out f )

data End : SessionType → Set where
inp : ∀{ f} (U : EmptyContinuation f ) → End ( inp f )
out : ∀{ f} (U : EmptyContinuation f ) → End ( out f )

At last, we need a representation of sessions as pairs R # S of session
types. To this aim, we introduce the Session data type as an alias for pairs
of session types.

Sess ion : Set
Sess ion = SessionType × SessionType

8.2.3 Agda Mechanization of LTS

Let us move onto the definition of transitions for session types. We
begin by defining an Action data type to represent input/output

actions, which consist of a polarity and a value. The complementary action
of α, denoted by α in the previous sections, is computed by the function
co= action .

data Action : Set where
I O : V → Action

co=act ion : Action → Action
co=act ion ( I x ) = O x
co=act ion (O x) = I x
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A transition is a ternary relation among two session types and an action.
A value of type Transition S α T represents the transition S

α−→ T . Note
that the premise x ∈ dom f in the constructor out corresponds to the side
condition S ̸= nil of rule [output].

data Trans i t ion : SessionType → Action → SessionType → Set
where

inp : ∀{ f x} → Trans i t ion ( inp f ) ( I x ) ( f x . fo rce )
out : ∀{ f x} →

x ∈ dom f → Trans i t ion ( out f ) (O x) ( f x . fo rce )

A session reduces when client and server synchronize, by performing
actions with opposite polarities and referring to the same message. We
formalize the reduction relation in Figure 8.2 as the Reduction data type,
so that a value of type Reduction (R # S) (R′ # S′) witnesses the reduction
R # S → R′ # S′. At last, the weak reduction relation is called Reductions

and is defined as the reflexive, transitive closure of Reduction , just like ⇒
is the reflexive, transitive closure of →. We make use of the Star data type
from Agda’s standard library to define such closure.

data Reduction : Sess ion → Sess ion → Set where
sync : ∀{α R R’ S S’} → Trans i t ion R (co=act ion α) R’ →

Trans i t ion S α S ’ → Reduction (R , S) (R’ , S ’ )

Reductions : Sess ion → Sess ion → Set
Reductions = Star Reduction

8.3 Fair Termination

In this section we characterize fair termination of a session type ac-
cording to its general formulation in Theorem 2.2.1. We say that a

session type is fairly terminating if it preserves the possibility of reaching
!end or ?end along all of its transitions that do not lead to nil. Fair termina-
tion of S does not necessarily imply that there exists an upper bound to the
length of communications that follow the protocol S, but it guarantees the
absence of “infinite loops” whereby the communication is forced to continue
forever.
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8.3.1 Definition

To formalize fair termination we need the notion of trace, which is
a finite sequence of actions performed on a session channel while

preserving usability of the channel.

Definition 8.3.1 ((Maximal) traces). The traces of a session S are defined

as tr(S)
def
= {φ | ∃T : S

φ
=⇒ T ̸= nil}. We say that φ ∈ tr(S) is maximal if

φψ ∈ tr(S) implies ψ = ε.

Remark 8.3.1. Definition 8.3.1 differs from the paths() of a session type
(Definition 3.2.7) since we require that the involved session type does not
reduce to nil. This difference is motivated by the different definition of
session types. ⌟

Example 8.3.1. We have tr(nil) = ∅ and tr(!end) = tr(?end) = {ε}.
Note that !end and ?end have the same traces but different transitions (hence
different behaviors). ⌟

A maximal trace is a trace that cannot be extended any further.

Definition 8.3.2 (Fair Termination). We say that S is fairly terminating
if, for every φ ∈ tr(S), there exists ψ such that φψ ∈ tr(S) and φψ is
maximal.

Example 8.3.2. ε is a maximal trace of both !end and ?end but not of
!B.?end whereas !true and !false are maximal traces of !B.?end. ⌟

Example 8.3.3. All of the session types presented in Example 8.2.1 are
fairly terminating. The session type R = !B.R, which describes a channel
used for sending an infinite stream of boolean values, is not fairly terminating
because no trace of R can be extended to a maximal one. Note that also
R′ def

= !true.R + !false.!end is not fairly terminating, even though there is a
path leading to !end, because fair termination must be preserved along all

possible transitions of the session type, whereas R′ !true−−→ R and R is not
fairly terminating. Finally, nil is trivially fairly terminating because it has
no trace. ⌟

To find an inference system for fair termination observe that the set F of
fairly terminating session types is the largest one that satifies the following
two properties:

1. it must be possible to reach either !end or ?end from every S ∈ F\{nil};
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t-nil

nil⇓

t-all
∀x ∈ V : Tx⇓
π{x : Tx}x∈V⇓

t-any
S⇓

πx.S + T
S ̸= nil

Figure 8.4: Generalized inference system ⟨T , Tco⟩ for fair termination

2. the set F must be closed by transitions, namely if S ∈ F and S
α−→ T

then T ∈ F.

Neither of these two properties, taken in isolation, suffices to define F: the
session type R′ in Example 8.3.3 enjoys property (1) but is not fairly ter-
minating; the set S is obviously the largest one with property (2), but not
every session type in it is fairly terminating. This suggests the definition of
F as the largest subset of S satisfying (2) and whose elements are bounded
by property (1), which is precisely what corules allow us to specify.

Figure 8.4 shows a GIS ⟨T , Tco⟩ for fair termination with the usual no-
tation for single-lined rules and doubly-lined corules. The axiom [t-nil] in-
dicates that nil is fairly terminating in a trivial way (it has no trace), while
[t-all] indicates that fair termination is closed by all transitions. Note that
these two rules, interpreted coinductively, are satisfied by all session types,
hence {S | S⇓ ∈ CoIndJSK} = S.

Theorem 8.3.1. T is fairly terminating if and only if S⇓ ∈ GenJS,ScoK.

Proof sketch. For the “if” part, suppose S⇓ ∈ GenJS,ScoK and consider

a trace φ ∈ tr(S). That is, S
φ

=⇒ T for some T ̸= nil. Using [t-all]

we deduce T⇓ ∈ GenJS,ScoK by means of a simple induction on φ. Now
T⇓ ∈ GenJS,ScoK implies T⇓ ∈ IndJS ∪ ScoK. Another induction on the
(well-founded) derivation of this judgment, along with the witness message
x of [t-any], allows us to find ψ such that φψ is a maximal trace of S.

For the “only if” part, we apply the bounded coinduction principle (see
Proposition 1.2.3). Since we have already argued that the coinductive in-
terpretation of the GIS in Figure 8.4 includes all session types, it suffices to
show that S fairly terminating implies S⇓ ∈ IndJS∪ScoK. From the assump-
tion that S is fairly terminating we deduce that there exists a maximal trace
φ ∈ tr(S). An induction on φ allows us to derive S⇓ using repeated appli-
cations of [t-any], one for each action in φ, topped by a single application
of [t-nil].



232 CHAPTER 8. PROPERTIES OF SESSION TYPES

8.3.2 Agda Formalization

We now use the Agda library for GIS (see Chapter 7) to formally
define the inference system for fair termination shown in Figure 8.4.

First, we encode the universe on which the predicate is defined. In this case,
it consists of session types, that is, S.

U : Set
U = SessionType

Now we define the sets containing the names of the (co)rules. Although
we try to be as consistent as possible with respect to the GIS in Figure 8.4,
we need to split both [t-all] and [t-any] according to the polarity of the
involved session type. Hence, we obtain three rules and two corules.

data RuleNames : Set where
n i l inp out : RuleNames

data CoRuleNames : Set where
inp out : CoRuleNames

We can look at the definitions of the five metarules. Notably, as we pre-
sented in Chapter 7, the library offers a simpler way for defining a metarule
with a finite number of premises (see FinMetaRule datatype). We take ad-
vantage of such feature to define the axiom as well as the corules that differ
from the rules since they have a single premise. We show rules and corules
separately.

n i l=r : FinMetaRule U
n i l=r . Ctx = ⊤
n i l=r . comp =

[ ] ,
====

n i l

inp=r : MetaRule U
inp=r . Ctx = Continuation
inp=r . Pos = V
inp=r . prems f p = f p . fo rce
inp=r . conclu f = inp f

out=r : MetaRule U
out=r . Ctx = Continuation
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out=r . Pos = V
out=r . prems f p = f p . fo rce
out=r . conclu f = out f

The axiom simply states that nil is trivially fairly terminating. Concern-
ing the context, we use the datatype ⊤ from the standard library which can
be always instantiated with the constructor tt . The two rules have have the
Pos field set to V since they have a premise for each element in V. Note also
that each session type is unfolded in the premises by accessing the force

filed of the coinductive record ∞ SessionType .

inp=co=r : FinMetaRule U
inp=co=r . Ctx = Σ [ ( f , x ) ∈ Continuation × V ] x ∈ dom f
inp=co=r . comp (( f , x ) , ) =

f x . fo rce : : [ ] ,
====================

inp f

out=co=r : FinMetaRule U
out=co=r . Ctx = Σ [ ( f , x ) ∈ Continuation × V ] x ∈ dom f
out=co=r . comp (( f , x ) , ) =

f x . fo rce : : [ ] ,
====================

out f

As mentioned before, the corules differ from the rules because they have a
single premise. This is represented by the existential quantifier in the context
which informally asks that the must be a continuation of the involved ses-
sion type which is fairly terminating. Now we can compose the two inference
systems FairTerminationIS and FairTerminationCOIS consisting of the
rules and the corules, respectively. The desired predicate FairTermination

is obtained through the generalized interpretation of the whole inference sys-
tem. FairTerminationI is the inductive predicate obtained by inductively
interpreting all the rules.

FairTerminationIS : IS U
Names FairTerminationIS = RuleNames
ru l e s FairTerminationIS n i l = from n i l=r
r u l e s FairTerminationIS inp = inp=r
r u l e s FairTerminationIS out = out=r

FairTerminationCOIS : IS U
FairTerminationCOIS .Names = CoRuleNames
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FairTerminationCOIS . r u l e s inp = from inp=co=r
FairTerminationCOIS . r u l e s out = from out=co=r

FairTermination : SessionType → Set
FairTermination =

FCoIndJ FairTerminationIS , FairTerminationCOIS K

FairTerminat ionI : SessionType → Set
FairTerminat ionI =

IndJ FairTerminationIS ∪ FairTerminationCOIS K

where we recall that the function from turns a FinMetaRule into a
MetaRule (see Figure 7.2).

In order to prove the correctness of FairTermination we need to encode
the specification, that is, Definition 8.3.2.

FairTerminationS : SessionType → Set
FairTerminationS S = ∀{ϕ} →
ϕ ∈ J S K → ∃ [ ψ ] (ϕ ++ ψ ∈ Maximal J S K)

where ϕ,ψ : Trace and traces are defined as List Action . Hence ++

is the library function for computing the concatenation of two lists. J K
denotes the set of all the possible traces of a session type. Finally, Maximal

is a predicate on sets of traces and denotes all those traces that cannot be
extended (see Definition 8.3.1).

The correctness of FairTermination is expressed in terms of soundness
and completeness with respect to FairTerminationS . We are not going to
detail the proofs. Instead we report the declarations of the main lemmas.
Concerning the soundness, GISs do not provide a canonical technique to
prove it.

sound : FairTermination ⊆ FairTerminationS

where P ⊆ Q is equivalent to ∀{x} → P x → Q x with P ,Q predicates over
some A : Set and x : A. For what concerns the completeness, it is by
bounded coinduction (Proposition 1.2.3, Figure 7.5); hence we have to prove
that FairTerminationS is bounded and consistent with respect to the GIS.

bounded : FairTerminationS ⊆ FairTerminat ionI

cons i s t ent :
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FairTerminationS ⊆ ISF [ FairTerminationIS ] FairTerminationS

complete : FairTerminationS ⊆ FairTermination
complete =

bounded=coind [ FairTerminationIS , FairTerminationCOIS ]
FairTerminationS bounded cons i s t ent

Remark 8.3.2. Assume that we instanciate Specification from Section 8.1
using SessionType (see Section 8.2.2) as set of states and Transition (see
Section 8.2.3) as transition system. Such instance of Specification will
not be equivalent to FairTerminationS as, for example, a client sending al-
ways true would be fairly terminating since the false branch would always
lead to nil. To make the two specifications equivalent we need to instanciate

Specification by using the following transition system

S
α−→ T

S
α−→

′
T
T ̸= nil

⌟

8.4 Fair Compliance

In this section we define and characterize two compliance relations for
session types, which formalize the “successful” interaction between

a client and a server connected by a session. The notion of “successful
interaction” that we consider is biased towards client satisfaction, but see
Remark 8.4.1 for a discussion about alternative notions.

8.4.1 Definition

The first compliance relation that we consider requires that, if the
interaction in a session stops, it is because the client “is satisfied”

and the server “has not failed” (recall that a session type can turn into nil
only if an unexpected message is received). Formally:

Definition 8.4.1 (Compliance). We say that R is compliant with T if
R # T ⇒ R′ # T ′ X→ implies R′ = !end and T ′ ̸= nil.

This notion of compliance is an instance of safety property in which the
invariant being preserved at any stage of the interaction is that either client
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and server are able to synchronize further, or the client is satisfied and the
server has not failed.

The second compliance relation that we consider adds a liveness re-
quirement namely that, no matter how long client and server have been
interacting with each other, it is always possible to reach a configuration in
which the client is satisfied and the server has not failed.

Definition 8.4.2 (Fair Compliance). We say that R is fairly compliant with
T if R # T ⇒ R′ # T ′ implies R′ # T ′ ⇒ !end # T ′′ with T ′′ ̸= nil.

Notably, fair compliance corresponds to a successful form of fair termi-
nation. It is easy to show that fair compliance implies compliance, but there
exist compliant session types that are not fairly compliant, as illustrated in
the following example.

Example 8.4.1. Recall Example 8.2.1 and consider the session types R1

and R2 such that

R1 = ?true.?N.R1 + ?false.!end R2 = !true.(?0.!end+ ?N+.R2)

Then R1 is fairly compliant with both T1 and S1 and R2 is compliant
with both T2 and S2. Even if S1 exhibits fewer behaviors compared to T1 (it
never sends 0 to the client), at the beginning of a new iteration it can always
send false and steer the interaction along a path that leads R1 to success. On
the other hand, R2 is fairly compliant with T2 but not with S2. In this case,
the client insists on sending true to the server in hope to receive 0, but while
this is possible with the server T2, the server S2 only sends strictly positive
numbers.

This example also shows that fair termination of both client and server is
not sufficient, in general, to guarantee fair compliance. Indeed, both R2 and
S2 are fairly terminating, but they are not fairly compliant. The reason is
that the sequences of actions leading to !end on the client side are not neces-
sarily the same (complemented) traces that lead to πend on the server side.
Fair compliance takes into account the synchronizations that can actually
occur between client and server. ⌟

Remark 8.4.1. With the above notions of compliance we can now better
motivate the asymmetric modeling of (passive) inputs and (active) outputs
in the labeled transition system of session types (Figure 8.2). Consider the
session types R = !true.!end + !false.!false.!end and S = ?true.?end. Note
that R describes a client that succeeds by either sending a single true value
or by sending two false values in sequence, whereas S describes a server



8.4. FAIR COMPLIANCE 237

c-success

!end ⊣ T
T ̸= nil

c-inp-out
∀x ∈ X : Sx ⊣ Tx

?{x : Sx}x∈V ⊣ !{x : Tx}x∈X
X ̸= ∅

c-sync
S ⊣ T

πx.S + S′ ⊣ πx.T + T ′

c-out-inp
∀x ∈ X : Sx ⊣ Tx

!{x : Sx}x∈X ⊣ ?{x : Tx}x∈V
X ̸= ∅

Figure 8.5: Generalized inference system ⟨C, Cco⟩ for fair compliance

that can only receive a single true value. If we add the same side condition
S ̸= nil also for [input] then R would be compliant with S. Indeed, the
server would be unable to perform the ?false-labeled transition, so that the
only synchronization possible between R and S would be the one in which
true is exchanged. In a sense, with the S ̸= nil side condition in [input] we
would be modeling a communication semantics in which client and server
negotiate the message to be exchanged depending on their respective capa-
bilities. Without the side condition, the message to be exchanged is always
chosen by the active part (the sender) and, if the passive part (the receiver)
is unable to handle it, the receiver fails. The chosen asymmetric commu-
nication semantics is also key to induce a notion of (fair) subtyping that is
covariant with respect to inputs (see Section 8.4). ⌟

Figure 8.5 presents the GIS ⟨C, Cco⟩ for fair compliance. Intuitively, a
derivable judgment S ⊣ T means that the client S is (fairly) compliant with
the server T . Rule [c-success] relates a satisfied client with a non-failed
server. Rules [c-inp-out] and [c-out-inp] require that, no matter which
message is exchanged between client and server, the respective continuations
are still fairly compliant. The side condition X ̸= ∅ guarantees progress by
making sure that the sender is capable of sending at least one message.
As we will see, the coinductive interpretation of C, which consists of these
three rules, completely characterizes compliance (Definition 8.4.1). However,
these rules do not guarantee that the interaction between client and server
can always reach a successful configuration as required by Definition 8.4.2.
For this, the corule [c-sync] is essential. Indeed, a judgment S ⊣ T that is
derivable according to the generalized interpretation of the GIS ⟨C, Cco⟩must
admit a well-founded derivation tree also in the inference system C ∪ Cco.
Since [c-success] is the only axiom in this inference system, finding a well-
founded derivation tree in C ∪ Cco boils down to finding a (finite) path of
synchronizations from S # T to a successful configuration in which S has
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reduced to !end and T has reduced to a session type other than nil. Rule
[c-sync] allows us to find such a path by choosing the appropriate messages
exchanged between client and server. In general, one can observe a dicotomy
between the rules [c-inp-out] and [c-out-inp] having a universal flavor (they
have many premises corresponding to every possible interaction between
client and server) and the corule [c-sync] having an existential flavor (it
has one premise corresponding to a particular interaction between client
and server). This is consistent with the fact that we use rules to express a
safety property (which is meant to be invariant hence preserved by all the
possible interactions) and we use the corule to help us expressing a liveness
property. This pattern in the usage of rules and corules is quite common
in GISs because of their interpretation and it can also be observed in the
GIS for fair termination (see Figure 8.4) and, to some extent, in that for fair
subtyping as well (see Section 8.5).

Example 8.4.2. Consider again R2 = !true.(?0.!end+?N+.R2) from Exam-
ple 8.4.1 and T2 = ?true.!N.T2+?false.?end from Example 8.2.1. In order to
show that R2 ⊣ T2 ∈ GenJC, CcoK we have to find a possibly infinite derivation
for R2 ⊣ T2 using the rules in C as well as finite derivations for all of the
judgments occurring in this derivation in C ∪ Cco.

For the former we have

[c-success]
!end ⊣ T2

...

R2 ⊣ T2
[c-inp-out]

?0.!end+ ?N+.R2 ⊣ !N.T2
[c-out-inp]

R2 ⊣ T2
where, in the application of [c-inp-out], we have collapsed all of the premises
corresponding to the N+ messages into a single premise. Thus, we have
proved R2 ⊣ T2 ∈ CoIndJCK. Note the three judgments occurring in the above
derivation tree. The finite derivation

[c-success]
!end ⊣ T2

[c-sync]
?0.!end+ ?N+.R2 ⊣ !N.T2

[c-sync]
R2 ⊣ T2

shows that R2 ⊣ T2 ∈ IndJC ∪ CcoK. We conclude R2 ⊣ T2 ∈ GenJC, CcoK. ⌟

Observe that the corule [c-sync] is at once essential and unsound. For
example in Example 8.4.2, without it we would be able to derive the judg-
ment R2 ⊣ S2 despite the fact that R2 is not fair compliant with S2 (see
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Example 8.4.1). At the same time, if we treated [c-sync] as a plain rule, we
would be able to derive the judgment !N.!end ⊣ ?0.?end despite the reduc-
tion !N.!end # ?0.?end → !end # nil since there exists an interaction that
leads to the successful configuration !end # ?end (if the client sends 0) but
none of the others does.

Theorem 8.4.1 (Compliance). For every R, T ∈ S, the following properties
hold:

1. R is compliant with T if and only if R ⊣ T ∈ CoIndJCK;

2. R is fairly compliant with T if and only if R ⊣ T ∈ GenJC, CcoK.

Proof sketch. We sketch the proof of item (2), which is the most interesting
one. In Section 8.6 we will describe the full proof formalized in Agda. For
the “if” part, suppose that R ⊣ T ∈ GenJC, CcoK and consider a reduction
R # T ⇒ R′ # T ′. An induction on the length of this reduction, along
with [c-inp-out] and [c-out-inp], allows us to deduce R′ ⊣ T ′ ∈ GenJC, CcoK.
Then we have R′ ⊣ T ′ ∈ IndJC∪CcoK by Definition 1.2.5. An induction on this
(well-founded) derivation allows us to find a reduction R′ # T ′ ⇒ !end # T ′′

such that T ′′ ̸= nil.

For the left to right implication part we apply the bounded coinduction
principle (Proposition 1.2.3). Concerning consistency, we show that when-
ever R is fairly compliant with T we have that R ⊣ T is the conclusion of a
rule in Figure 8.5 whose premises are pairs of fairly compliant session types.
Indeed, from the hypothesis that R is fairly compliant with T we deduce
that there exists a derivation R # T ⇒ !end # T ′ for some T ′ ̸= nil. A case
analysis on the shape of R and T allows us to deduce that either R = !end
and T = T ′ ̸= nil, in which case the axiom [c-success] applies, or that R
and T must be input/output session types with opposite polarities such that
the sender has at least one non-nil continuation and whose reducts are still
fairly compliant (because fair compliance is preserved by reductions). Then
either [c-inp-out] or [c-out-inp] applies. Concerning boundedness, we do
an induction on the reduction R # T ⇒ !end # T ′ to build a well-founded
tree made of a suitable number of applications of [c-sync] topped by a single
application of [c-success].

8.4.2 Agda Formalization

We now use the Agda library for GIS (see Chapter 7) to formally
define the inference system for fair compliance shown in Figure 8.5.
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As we did in Section 8.3, the first thing to do is to define the universe U

of judgments that we want to derive with the inference system. We can
equivalently think of fair compliance as of a binary relation on session types
or as a predicate over sessions. We take the second point of view, as it allows
us to write more compact code later on.

U : Set
U = Sess ion

Next, we define two data types to represent the unique names with
which we identify the rules and corules of the GIS. We use the same labels
of Figure 8.5 except for the corule [c-sync] which we split into two symmetric
corules to avoid reasoning on opposite polarities.

data RuleNames : Set where
success inp=out out=inp : RuleNames

data CoRuleNames : Set where
inp=out out=inp : CoRuleNames

Again, we recall that there are two different ways of defining rules and
corules, depending on whether these have a finite or a possibly infinite num-
ber of premises. Clearly, (co)rules with finitely many premises are just a spe-
cial case of those with possibly infinite ones, but the GIS library provides
some syntactic sugar to specify (co)rules of the former kind in a slightly
easier way (see Chapter 7). We use a finite rule to specify [c-success].

success=r u l e : FinMetaRule U
success=r u l e . Ctx = Σ [ Se ∈ Sess ion ] Success Se
success=r u l e . comp (Se , ) = [ ] , Se

Concerning [c-out-inp] and [c-inp-out], these rules have a possibly infi-
nite set of premises if V is infinite. Therefore, we specify the rules using the
most general form allowed by the GIS Agda library.

out=inp=r u l e : MetaRule U
out=inp=r u l e . Ctx =

Σ [ ( f , ) ∈ Continuation × Continuation ] Witness f
out=inp=r u l e . Pos (( f , ) , ) = Σ [ x ∈ V ] x ∈ dom f
out=inp=r u l e . prems (( f , g) , ) =

λ (x , ) → f x . fo rce , g x . fo rce
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out=inp=r u l e . conclu (( f , g) , ) = out f , inp g

inp=out=r u l e : MetaRule U
inp=out=r u l e . Ctx =

Σ [ ( , g) ∈ Continuation × Continuation ] Witness g
inp=out=r u l e . Pos (( , g) , ) = Σ [ x ∈ V ] x ∈ dom g
inp=out=r u l e . prems (( f , g) , ) =

λ (x , ) → f x . fo rce , g x . fo rce
inp=out=r u l e . conclu (( f , g) , ) = inp f , out g

In the above rules, the Pos field, which is the domain of the function
that generates the premises, coincides with that of the continuation function
corresponding to the output session type, since we want to specify a fair
compliance premise for every message that can be sent. The specification of
corules is no different from that of plain rules. As we have anticipated, we
split [c-sync] into two corules, each having exactly one premise.

out=inp=coru le : FinMetaRule U
out=inp=coru le . Ctx =

Σ [ ( f , ) ∈ Continuation × Continuation ] Witness f
out=inp=coru le . comp (( f , g) , x , ) =

( f x . fo rce , g x . fo rce ) : : [ ] , ( out f , inp g)

inp=out=coru le : FinMetaRule U
inp=out=coru le . Ctx =

Σ [ ( , g) ∈ Continuation × Continuation ] Witness g
inp=out=coru le . comp (( f , g) , x , ) =

( f x . fo rce , g x . fo rce ) : : [ ] , ( inp f , out g)

We can now define two inference systems, FCompIS that consists of the
plain rules only and FCompCOIS that consists of the corules only. These are
called C and Cco in Section 8.4.1.

FCompIS : IS U
FCompIS .Names = RuleNames
FCompIS . r u l e s success = from success=r u l e
FCompIS . r u l e s out=inp = out=inp=r u l e
FCompIS . r u l e s inp=out = inp=out=r u l e

FCompCOIS : IS U
FCompCOIS .Names = CoRuleNames
FCompCOIS . r u l e s out=inp = from out=inp=coru le
FCompCOIS . r u l e s inp=out = from inp=out=coru le
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where the Agda function from converts a finite rule into its more general
form on-the-fly, so that the internal representation of all rules is uniform.

We obtain the generalized interpretation of ⟨C, Cco⟩, named FCompG,
through the library function Gen. We also define a predicate FCompI as
the inductive interpretation of the union of FCompIS and FCompCOIS , which
is useful in the soundness and boundedness proofs of the GIS.

FCompG : Sess ion → Set
FCompG = GenJ FCompIS , FCompCOIS K

FCompI : Sess ion → Set
FCompI = IndJ FCompIS ∪ FCompCOIS K

The relation ⊣ defined by the GIS in Figure 8.5 is now just a curried
version of FCompG.

⊣ : SessionType → SessionType → Set
R ⊣ S = FCompG (R , S)

We conclude this section without showing correctness results as they will
be detailed separately in Section 8.6.

8.5 Fair Subtyping

The notions of compliance given in Section 8.4 induce corresponding
semantic notions of subtyping that can be used to define a safe sub-

stitution principle for session types [Liskov and Wing, 1994]. Intuitively, S
is a subtype of T if any client that successfully interacts with S does so with
T as well. The reader may look at Chapter 3 for more details about fair
subtyping.

8.5.1 Definition

As we noted at the beginning, the aim of this chapter is to show how
to obtain a refined, liveness enforcing, property by adding corules to

the inference systems that alone characterize well known safety properties.
Hence, for what concerns subtyping, we refer to the GIS that we presented
in Section 3.2.3. However, we have to take into account that the compliance
relation the we illustrated in Section 8.4 is asymmetric. Thus, we first
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s-nil

nil ⩽ T

s-end

πend ⩽ T
T ̸= nil

s-inp
∀x ∈ X : Sx ⩽ Tx

?{x : Sx}x∈X ⩽ ?{x : Tx}x∈X∪Y

s-out
∀x ∈ X : Sx ⩽ Tx

!{x : Sx}x∈X∪Y ⩽ !{x : Tx}x∈X

∀φ ∈ tr(S) \ tr(T ) : ∃ψ ≤ φ, x ∈ V : S(ψ!x) ⩽ T (ψ!x)

S ⩽ T

Figure 8.6: Generalized inference system ⟨F ,Fco⟩ for fair subtyping

recall the semantic definitions of (un)fair subtyping and then we show the
asymmetric variant of the GIS in Figure 3.4.

Definition 8.5.1 (Subtyping). We say that S is a subtype of T if R com-
pliant with S implies R compliant with T for every R.

Definition 8.5.2 (Fair Subtyping). We say that S is a fair subtype of T if
R fairly compliant with S implies R fairly compliant with T for every R.

The GIS in Figure 8.6 corresponds to that in Figure 3.4 where the two
axioms [s-nil] and [s-end] model the asymmetry. The corule is defined
exactly as [fs-converge] in Figure 3.4. The explanation of the convergence
is given in Section 3.2.3.

Example 8.5.1. Consider once again the session types Ti and Si from
Example 8.2.1. The (infinite) derivation

...

T1 ⩽ S1
[s-out]

!N.T1 ⩽ !N+.S1
[s-end]

?end ⩽ ?end
[s-out]

T1 ⩽ S1

proves that T1 ⩽ S1 ∈ CoIndJFK and the (infinite) derivation

...

T2 ⩽ S2
[s-out]

!N.T2 ⩽ !N+.S2
[s-end]

?end ⩽ ?end
[s-inp]

T2 ⩽ S2
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proves that T2 ⩽ S2 ∈ CoIndJFK. In order to derive Ti ⩽ Si in the GIS
⟨F ,Fco⟩ we must find a well-founded proof tree in F ∪ Fco and the only
hope to do so is by means of [fs-converge], since Ti and Si share traces of
arbitrary length. Observe that every trace φ of T1 that is not a trace of S1
has the form (!true!pk)

k!true!0 . . . where pk ∈ N+. Thus, it suffices to take
ψ = ε and x = 0, noted that T1(!0) = S1(!0) = πend, to derive

[fs-converge]
?end ⩽ ?end

[fs-converge]
T1 ⩽ S1

On the other hand, traces φ ∈ tr(T2)\tr(S2) = (?true!pk)
k?true!0 . . . where

pk ∈ N+. All the prefixes of such traces that are followed by an output and
are shared by both T2 and S2 have the form (?true!pk)

k?true where pk ∈ N+,
and T2(ψ!p) = T2 and S2(ψ!p) = S2 for all such prefixes and p ∈ N+. It
follows that we are unable to derive T2 ⩽ S2 with a well-founded proof tree
in F ∪Fco. This is consistent with the fact that, in Example 8.4.1, we have
found a client R2 that is fairly compliant with T2 but not with S2. Intuitively,
R2 insists on poking the server waiting to receive 0. This may happen with
T2, but not with S2. In the case of T1 and S1 no such client can exist, since
the server may decide to interrupt the interaction at any time by sending a
false message to the client. ⌟

Remark 8.5.1. Part of the reason why rule [fs-converge] is so contrived
and hard to understand is that the property it enforces is fundamentally
non-local and therefore difficult to express in terms of immediate subtrees
of a session type as we saw for the purely coinductive formulation of fair
subtyping (see Section 3.2). To better illustrate the point, consider the
following alternative set of corules meant to replace [fs-converge]:

co-inc

S ⩽ T
tr(S) ⊆ tr(T )

co-inp
∀x ∈ VSx ⩽ Tx

?{x : Sx}x∈V ⩽ ?{x : Tx}x∈V

co-out
S ⩽ T

!x.S + S′ ⩽ !x.T + T ′

It is easy to see that these rules provide a sound approximation of
[s-converge], but they are not complete. Indeed, consider the session
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types S = ?true.S + ?false.(!true.?end + !false.?end) and T = ?true.T +
?false.!true.?end. We have S ⩽ T and yet S ⩽ind T cannot be proved with
the above corules: it is not possible to prove S ⩽ind T using [co-inc] because
tr(S) ̸⊆ tr(T ). If, on the other hand, we insist on visiting both branches
of the topmost input as required by [co-inp], we end up requiring a proof of
S ⩽ind T in order to derive S ⩽ind T . ⌟

Theorem 8.5.1. For every S, T ∈ S the following properties hold:

1. S is a subtype of T if and only if S ⩽ T ∈ CoIndJFK;

2. S is a fair subtype of T if and only if S ⩽ T ∈ GenJF ,FcoK.

Proof sketch. As usual we focus on item (2), which is the most interesting
property. We have already presented the correctness proofs for the purely
coinductive formulation of fair subtyping in Sections 3.2.1 and 3.2.2. So
we just sketch the proofs for the GIS one. For the “if” part, we consider
an arbitrary R that fairly complies with S and show that it fairly complies
with T as well. More specifically, we consider a reduction R # T ⇒ R′ # T ′

and show that it can be extended so as to achieve client satisfaction. The
first step is to “unzip” this reduction into R

φ
=⇒ R′ and T

φ
=⇒ T ′ for some

string φ of actions. Then, we show by induction on φ that there exists
S′ such that S′ ⩽ T ′ ∈ GenJF ,FcoK and S

φ
=⇒ S′, using the hypothesis

S ⩽ T ∈ CoIndJFK and the hypothesis that R complies with S. This means
that R and S may synchronize just like R and T , obtaining a reduction
R # S ⇒ R′ # S′. At this point the existence of the reduction R′ #
T ′ ⇒ !end # T ′′ is proved using the arguments in the discussion of rule
[fs-converge] given earlier.

For the “only if” part we use once again the bounded coinduction prin-
ciple. In particular, we use the hypothesis that S is a fair subtype of T to
show that S and T must have one of the forms in the conclusions of the rules
in Figure 8.6. This proof is done by cases on the shape of S, constructing
a canonical client of S that must succeed with T as well. Then, the coin-
duction principle allows us to conclude that S ⩽ T ∈ CoIndJFK. The fact
that S ⩽ T ∈ IndJF ∪FcoK also holds is by far the most intricate step of the
proof. First of all, we establish that IndJF ∪ FcoK = IndJFcoK. That is, we
establish that rule [fs-converge] subsumes all the rules in F when they are
inductively interpreted. Then, we provide a characterization of the negation
of [fs-converge], which we call divergence. At this point we proceed by
contradiction: under the hypothesis that S ⩽ T ∈ CoIndJFK and that S
and T “diverge”, we are able to corecursively define a discriminating (see
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Definition 3.2.6) client R that fairly complies with S but not with T . This
contradicts the hypothesis that S is a fair subtype of T and proves, albeit
in a non-constructive way, that S ⩽ T ∈ IndJFcoK as requested.

Remark 8.5.2. Most session type theories adopt a symmetric form of session
type compatibility whereby client and server are required to terminate the
interaction at the same time. It is easy to define a notion of symmetric com-
pliance by turning T ′ ̸= nil into T ′ = ?end in Definition 8.4.1. The subtyping
relation induced by symmetric compliance has essentially the same charac-
terization of Definition 8.5.1, except that the axiom [s-end] is replaced by
the more familiar [fs-end] [Gay and Hole, 2005]. On the other hand, the
analogous change in Definition 8.4.2 has much deeper consequences: the
requirement that client and server must end the interaction at the same
time induces a large family of session types that are syntactically very dif-
ferent, but semantically equivalent. For example, the session types S and
T such that S = ?N.S and T = !B.T , which describe completely unrelated
protocols, would be equivalent for the simple reason that no client success-
fully interacts with them (they are not fairly terminating, since they do not
contain any occurrence of end). ⌟

8.5.2 Agda Formalization

Now we show the mechanization of the GIS in Figure 8.6. We still
start defining the right universe and then we move to the definition

of the (co)rules. At last, we show the key lemmas that are needed to prove
the correctness of the predicate. The universe is clearly made of pairs of
session types.

U : Set
U = SessionType × SessionType

Then we have to define names of the rules and the corules. For the sake
of clarity, we try to be consistent with the names in Figure 8.6.

data FSubIS=RN : Set where
s=n i l s=end : FSubIS=RN
s=inp s=out : FSubIS=RN

data FSubCOIS=RN : Set where
converge : FSubCOIS=RN
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where the corules involve only [fs-converge]. We start looking at the
definitions of the axioms. In this case we can use the finitary formulation
by using FinMetaRule .

s=n i l=r : FinMetaRule U
s=n i l=r . Ctx = SessionType
s=n i l=r . comp T =

[ ] ,
==================

( n i l , T)

s=end=r : FinMetaRule U
s=end=r . Ctx =

Σ [ (S , T) ∈ SessionType × SessionType ] End S × Defined T
s=end=r . comp ((S , T) , ) =

[ ] ,
==================

(S , T)

Note that the definitions are consistent with [s-nil] and [s-end]- Indeed
s=end=r requires that the first session type has the form πend and that
the second is different from nil by using the predicates End and Defined ,
respectively (see Section 8.2 for more details). Next, we show the rules for
modeling covariance of input and contravariance of output.

s=inp=r : MetaRule U
s=inp=r . Ctx =

Σ [ ( f , g) ∈ Continuation × Continuation ] dom f ⊆ dom g
s=inp=r . Pos (( f , ) , ) = Σ [ t ∈ V ] t ∈ dom f
s=inp=r . prems (( f , g) , ) ( t , ) = f t . fo rce , g t . fo rce
s=inp=r . conclu (( f , g) , ) = inp f , inp g

s=out=r : MetaRule U
s=out=r . Ctx = Σ [ ( f , g) ∈ Continuation × Continuation ]

dom g ⊆ dom f × Witness g
s=out=r . Pos (( , g) , ) = Σ [ t ∈ V ] t ∈ dom g
s=out=r . prems (( f , g) , ) ( t , ) = f t . fo rce , g t . fo rce
s=out=r . conclu (( f , g) , ) = out f , out g

We can point out a couple of things. First, both rules have a premise
for each element in the domain of the first/second Continuation . Then,
co/contra-variance is encoded through the domain inclusion as side condi-
tion. We recall that Witness g means that the domain of g is not empty.
Now we can move to the [fs-converge] corule.
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converge=r : FinMetaRule U
converge=r . Ctx =

Σ [ (S , T) ∈ SessionType × SessionType ] S ↓ T
converge=r . comp ((S , T) , ) =

[ ] ,
==================

(S , T)

where S ↓ T is the predicate obtained by inductively encoding the corule
[fs-converge] alone. Although this approach might seem inconsistent with
the other mechanizations for it does not use the actual corule, it can be
proved that it is equivalent in this example. We will give more details in
Section 8.5.3.

For the sake of simplicity, we omit its definition. As usual, we proceed
by defining the inference systems.

FSubIS : IS U
FSubIS .Names = FSubIS=RN
FSubIS . r u l e s s=n i l = from s=n i l=r
FSubIS . r u l e s s=end = from s=end=r
FSubIS . r u l e s s=inp = s=inp=r
FSubIS . r u l e s s=out = s=out=r

FSubCOIS : IS U
FSubCOIS .Names = FSubCOIS=RN
FSubCOIS . r u l e s converge = from converge=r

At last, we can encode the desired predicate by the generalized interpre-
tation. We also consider the inductive interpretation of the whole inference
system which will be used later.

⩽F : SessionType → SessionType → Set
S ⩽F T = FCoIndJ FSubIS , FSubCOIS K (S , T)

⩽Fi : SessionType → SessionType → Set
S ⩽Fi T = IndJ FSubIS ∪ FSubCOIS K (S , T)

Concerning the specification against which we prove the correctness of
⩽F it is important to highlight that it can be defined both by using ground

notions and by ⊣ (fair compliance) defined in Section 8.4.2. In the mech-
anization we proved that they are equivalent and we used them differently
according to our needs. Here, show only that using the compliance predicate.
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FSSpec : U → Set
FSSpec (S , T) = ∀{R} → R ⊣ S → R ⊣ T

To see the advantage of relying on such specification based on ⊣ , we
just need to think that the conclusion R ⊣ T is defined using a GIS. Hence,
for what concerns the soundness, we can formulate an ad-hoc specification
and use the bounded coinduction principle (Proposition 1.2.3). We omit
some details.

SpecAux : U → Set
SpecAux (R , T) = Σ [ S ∈ SessionType ] S ⩽F T × R ⊣ S

spec=aux=sound : SpecAux ⊆ λ (R , S) → R ⊣ S
spec=aux=sound =

bounded=coind [ FCompIS , FCompCOIS ]
SpecAux spec=bounded spec=cons

sound : ∀{S T} → S ⩽F T → FSSpec (S , T)
sound {S} f s f c = spec=aux=sound (S , f s , f c )

where spec = bounded and spec = cons are boundedness and consistency
proofs of SpecAux with respect to the GIS in Figure 8.5. For what concerns
the completeness, the proof is clearly by bounded coinduction (Proposi-
tion 1.2.3).

bounded : ∀{S T} → FSSpec (S , T) → S ⩽Fi T

cons i s t ent : FSSpec ⊆ ISF [ FSubIS ] FSSpec

complete : ∀{S T} → FSSpec (S , T) → S ⩽F T
complete =

bounded=coind [ FSubIS , FSubCOIS ] FSSpec bounded cons i s t ent

8.5.3 On the Corule

We dedicate this last part of the section answering a couple of ques-
tions about the corule [fs-converge] and its mechanization. First,

the reader might be confused about whether [fs-converge] is actually a
(meta)rule for it contains an existential quantifier. Hence, [fs-converge] is
not a proper metarule written in that form. Indeed, in the premise both a
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universal and an existential quantifier are mixed. The issue can be solved
by turning such premise in Skolem normal form, that is, without existential
quantifiers. The drawback of this approach is that quantifiers are replaced
by functions making the defined predicate hard to understand. Although
for the sake of clarity we could present [fs-converge] in a wrong format,
in the Agda mechanization we should have followed the Skolemization ap-
proach because the MetaRule datatype requires a precise formulation of
all the components. For the sake of simplicity, we decided to opt for the
more convenient approach that we presented in Section 8.5.2 and that we
comment here.

The second question that we try to answer is whether the approach that
we adopted in Section 8.5.2 for defining [fs-converge], that is by using a
coaxiom with a side condition, is equivalent to defining the actual corule.
Notably, the side condition S ↓ T is obtained by considering [fs-converge]

as a stand-alone predicate. Let us show such rule forgetting about subtyping.
We use the notation with message tags that we adopted in Section 1.3.

∀φ ∈ tr(S) \ tr(T ) : ∃ψ ≤ φ,m : S(ψ!m) ↓ T (ψ!m)

S ↓ T

The Agda predicate ↓ is defined analogously. Now we can prove that
the predicate obtained by inductively interpreting such rule is equivalent to
the inductive interpretation of the whole inference system in Figure 8.6.

Lemma 8.5.1. S ⩽ind T if and only if S ↓ T .

Proof. The “if” part is trivial since the sole rule defining ↓ is the same as
[fs-converge]. We prove the “only if” part by induction on the derivation
of S ⩽ind T and by cases on the last rule applied.

Case [s-nil]. Then S = nil and T ̸= nil. We conclude S ↓ T observing
that ∅ \ tr(T ) = ∅.

Case [s-end]. Then S = πend for some π and T ̸= nil. Notably,
tr(πend) = ∅ by Definition 8.3.1. Hence, we conclude S ↓ T observing
that ∅ \ tr(T ) = ∅.

Case [s-inp]. Then S = ?{mi : Si}i∈I and T = ?{mj : Tj}j∈J and I ⊆ J
and Si ⩽ind Ti for every i ∈ I. Using the induction hypothesis we deduce that
Si ↓ Ti for every i ∈ I. We conclude S ↓ T observing that φ ∈ tr(S) \tr(T )
implies φ = ?mkψ for some k ∈ I and ψ ∈ tr(Sk) \ tr(Tk).

Case [s-out]. Then S = !{mi : Si}i∈I and T = !{mj : Tj}j∈J and J ⊆ I
and Sj ⩽ind Tj for every j ∈ J . Using the induction hypothesis we deduce
that Sj ↓ Tj for every j ∈ J . In order to conclude S ↓ T we have to show
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that, for every φ ∈ tr(S)\tr(T ), we are able to find ψ ≤ φ and m ∈ V such
that S(ψ!m) ↓ T (ψ!m). We distinguish two sub-cases:

� Sub-case φ = !mjφ
′ where φ′ ∈ tr(Sj) \ tr(Tj) for some j ∈ J . From

Sj ↓ Tj we deduce that there exist ψ′ ≤ φ′ and m ∈ V such that

Sj(ψ
′!m) ↓ Tj(ψ

′!m). We conclude by taking ψ
def
= !mjψ

′ observing
that S(ψ!m) = Sj(ψ

′!m) and T (ψ!m) = Tj(ψ
′!m).

� Sub-case φ = !miφ
′ where φ′ ∈ tr(Si) for some i ∈ I \J . We conclude

by taking ψ
def
= ε and m

def
= mj for some j ∈ J and observing that

S(ψ!m) = Sj and T (ψ!m) = Tj .

Case [fs-converge]. Then, for every φ ∈ tr(S) \ tr(T ), there exist
ψ ≤ φ and m ∈ V such that S(ψ!m) ⩽ind T (ψ!m). We conclude immediately
using the induction hypothesis to deduce that for each such ψ and m we
have S(ψ!m) ↓ T (ψ!m).

In the Agda mechanization it happens that we take the inductive in-
terpretation of the GIS with the corule replace by the coaxion. Hence, in
order to prove the equivalence between the two approaches, we need to prove
that the inductive interpretation of the GIS in Agda is equivalent to the ↓
predicate.

⩽Fi→↓ : ∀{S T} → S ⩽Fi T → S ↓ T

We omit the detailed proof (it can be found in Ciccone and Padovani
[2021c]). The other direction is trivial since we can directly apply the coax-
iom providing the convergence proof.

8.6 Correctness of Fair Compliance

In this section we detail the mechanized correctness proof of fair
compliance (see point 2. of Theorem 8.4.1). As usual, correctness

is expressed in terms of soundness and completeness of ⊣ with respect
to some specification. Such specification is defined in Definition 8.4.2. Be-
fore looking at such proofs, we formalize Definition 8.4.2. To formalize fair
compliance, we define a Success predicate that characterizes those config-
urations R # S in which the client has succeeded (R = !end) and the server
has not failed (S ̸= nil).
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data Success : Sess ion → Set where
success : ∀{R S} → Win R → Defined S → Success (R , S)

We can weaken Success to MaySucceed , to characterize those config-
urations that can be extended so as to become successful ones. For this
purpose we make use of the Satisfiable predicate and of the intersection
∩ of two sets from Agda’s standard library.

MaySucceed : Sess ion → Set
MaySucceed Se =

Relat ion . Unary . S a t i s f i a b l e ( Reductions Se ∩ Success )

In words, Se may succeed if there exists Se ’ such that Se ⇒ Se’ and Se ’

is a successful configuration. We can now formulate fair compliance as the
property of those sessions that may succeed no matter how they reduce (see
Definition 8.4.2). This is the specification against which we prove soundness
and completeness of the GIS for fair compliance (Figure 8.5).

FCompS : Sess ion → Set
FCompS Se = ∀{Se ’} → Reductions Se Se ’ → MaySucceed Se ’

Remark 8.6.1. As we did in Section 8.3, assume that we want to instaciate
Specification from Section 8.1 by using Session (see Section 8.2.2) as

set of states and Reduction (see Section 8.2.3) as transition system. Such
instance of Specification would not be equivalent to FCompS as fari com-
pliance corresponds to a successful form of fair termination. In order to
make them equivalent we would need to parametrize WeaklyTerminating

on a predicate that the reducts have to satisfy. In this case we would say
that a state is weakly terminating if it reduces to another one that is in
normal form and that satisfies the input predicate. ⌟

8.6.1 Soundness

GISs provide no canonical way for proving the soundness of the gener-
alized interpretation of an inference system, so we have to handcraft

the proof. We start by proving that the inductive interpretation of the in-
ference system with the corules implies the existence of a reduction leading
to a successful configuration.
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FCompI→MS : ∀{Se} → FCompI Se → MaySucceed Se
FCompI→MS ( fo ld ( i n j 1 success , ( , succ ) , r e f l , )) =

, ϵ , succ
FCompI→MS ( fo ld ( i n j 1 out=inp , ( , , fx ) , r e f l , pr )) =

l e t , reds , succ = FCompI→MS ( pr ( , fx )) in
, sync ( out fx ) inp ◁ reds , succ

FCompI→MS ( fo ld ( i n j 1 inp=out , ( , , gx ) , r e f l , pr )) =
l e t , reds , succ = FCompI→MS ( pr ( , gx )) in

, sync inp ( out gx) ◁ reds , succ
FCompI→MS ( fo ld ( i n j 2 out=inp , ( , , fx ) , r e f l , pr )) =

l e t , reds , succ = FCompI→MS ( pr Data . Fin . zero ) in
, sync ( out fx ) inp ◁ reds , succ

FCompI→MS ( fo ld ( i n j 2 inp=out , ( , , gx ) , r e f l , pr )) =
l e t , reds , succ = FCompI→MS ( pr Data . Fin . zero ) in

, sync inp ( out gx) ◁ reds , succ

where ϵ and red ◁ reds are the constructors of Star . While the former
represents the base case (when there are no reductions), the second repre-
sents a chain of reductions starting with the single reduction red followed
by the reductions reds . There are two things worth noting here. First,
in the union of the two inference systems each rule is identified by a name
of the form inj 1 n or inj 2 n where n is either the name of a rule or of a
corule, respectively. Also, we use the function pr to access the premises of
a (co)rule by their position. For the plain rules out= inp and inp =out the
position is the witness fx or gx that the value exchanged in the synchro-
nization belongs to the domain of the continuation function of the sender.
For the corules out= inp and inp =out , we use the position Data . Fin . Zero

to access the first and only premise in their list of premises.

The next auxiliary result establishes a “subject reduction” property for
fair compliance: if R ⊣ S and R # S ⇒ R′ # S′, then R′ ⊣ S′. Note that
this property is trivial to prove when we consider the specification of fair
compliance (see Definition 8.4.2), but here we are referring to the predicate
defined by the GIS. The proof consists of a simple induction on the reduction
R # S ⇒ R′ # S′.

s r : ∀{Se Se ’} → FCompG Se → Reductions Se Se ’ → FCompG Se ’
s r fc ϵ = fc
s r fc ( ◁ ) with fc . CoIndJ K . unfold
s r ( sync ( out fx ) inp ◁ ) |

success , (( , success ( out e ) ) , ) , r e f l , =
⊥=el im (e fx )

s r ( sync inp ( out gx) ◁ reds ) | inp=out , , r e f l , pr =
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s r ( pr ( , gx )) reds
s r ( sync ( out fx ) inp ◁ reds ) | out=inp , , r e f l , pr =

s r ( pr ( , fx )) reds

Note that we have an absurd case, in which a successful configuration
apparently reduces, which we rule out using false elimination (⊥=elim). The
soundness proof is a simple combination of the above auxiliary results. We
use the library function fcoind =to= ind (see Figure 7.6) to extract an in-
ductive derivation of FCompI Se from a derivation of FCompG Se in the GIS
for fair compliance.

sound : ∀{Se} → FCompG Se → FCompS Se
sound fc reds = FCompI→MS ( fcoind=to=ind ( s r fc reds ))

8.6.2 Completeness

For the completeness result we appeal to the bounded coinduction
principle of GISs (Proposition 1.2.3, Figure 7.5), which requires us

to prove boundedness and consistency of FCompS. Concerning boundedness,
we start by computing a proof of FCompI Se for every session Se that may
reduce a successful configuration, by induction on the reduction.

MS→FCompI : ∀{Se} → MaySucceed Se → FCompI Se
MS→FCompI ( , reds , succ ) = aux reds succ

where
aux : ∀{Se Se ’} → Reductions Se Se ’ →

Success Se ’ → FCompI Se
aux ϵ succ = apply=ind ( i n j 1 success ) ( , succ ) λ ()
aux ( sync ( out fx ) inp ◁ red ) succ =

apply=ind ( i n j 2 out=inp )
( , , fx ) λ{Data . Fin . zero → aux red succ}

aux ( sync inp ( out gx) ◁ red ) succ =
apply=ind ( i n j 2 inp=out )

( , , gx ) λ{Data . Fin . zero → aux red succ}

where apply = ind is the function in the GIS library that applies a rule
for an inductively defined predicate. Then, boundedness follows by observ-
ing that R fairly compliant with S implies the existence of a successful
configuration reachable from R # S.
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bounded : ∀{Se} → FCompS Se → FCompI Se
bounded fc = MS→FCompI ( fc ϵ)

Showing that FCompS is consistent means showing that every configu-
ration Se that satisfies FCompS is found in the conclusion of a rule in the
inference system FCompIS whose premises are all configurations that in turn
satisfy FCompS. This follows by a straightforward case analysis on the first
reduction of Se that leads to a successful configuration.

cons i s t ent : ∀{Se} → FCompS Se → ISF [ FCompIS ] FCompS Se
cons i s t ent fc with fc ϵ
. . . | , ϵ , succ = success , ( , succ ) , r e f l , λ ()
. . . | , sync ( out fx ) inp ◁ , =
out=inp , ( , , fx ) , r e f l ,
λ ( , gx ) reds → f c ( sync ( out gx) inp ◁ reds )

. . . | , sync inp ( out gx) ◁ , =
inp=out , ( , , gx ) , r e f l ,
λ ( , fx ) reds → f c ( sync inp ( out fx ) ◁ reds )

We obtain the completeness proof using the bounded coinduction princi-
ple, i.e. the library function bounded = coind (see Figure 7.5) which applies
the principle to the boundedness and consistency proofs.

complete : ∀{Se} → FCompS Se → FCompG Se
complete =

bounded=coind [ FCompIS , FCompCOIS ] FCompS bounded cons i s t ent

8.7 Related Work

We have shown that generalized inference systems are an effective
framework for defining sound and complete proof systems of (some)

combined safety and liveness properties of (dependent) session types (Defi-
nitions 8.3.2 and 8.4.2), as well as of a liveness-preserving subtyping relation
(Definition 8.5.2).

Properties of Session Types. We think that this achievement is more
than a coincidence. One of the fundamental results in model checking states
that every property can be expressed as the conjunction of a safety prop-
erty and a liveness property [Alpern and Schneider, 1985, 1987a, Baier and
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Katoen, 2008]. The connections between safety and liveness on one side and
coinduction and induction on the other make GISs appropriate for charac-
terizing combined safety and liveness properties.

Murgia [2019] studies a wide range of compliance relations for processes
and session types, showing that many of them are fixed points of a functional
operator, but not necessarily the least or the greatest ones. In particular,
he shows that progress compliance, which is akin to our compliance (Def-
inition 8.4.1), is a greatest fixed point and that should-testing compliance,
which is akin to our fair compliance (Definition 8.4.2), is an intermediate
fixed point. These results are consistent with Theorem 8.4.1.

Dependent Session Types. The first theories of dependent session types
are those of Toninho et al. [2011] and Griffith and Gunter [2013]. These
works augment session types with binders, thus allowing for the specifi-
cation of message predicates. Toninho and Yoshida [2018] present a full
calculus combining functions and processes in which the structure of both
types and processes may depend on the content of messages. Thiemann
and Vasconcelos [2020] propose a full model of functions and processes en-
abling a simplified form of dependency whereby the structure of types and
processes may depend on labels and possibly natural numbers. They intro-
duce a conditional context extension operator that prevents dependencies
on linear values.

Zhou [2019] describes the theory and implementation of a refinement
session type system where the type of messages can be refined by predicates
that specify their properties and relationships.

Formalizations of Session Type Systems. Thiemann [2019] gives the
first mechanized proof of a calculus of functions and sessions. His type sys-
tem distinguishes between types and session types, but only non-dependent
pairs are considered. de Muijnck-Hughes et al. [2019] describe an Idris EDSL
where dependent types enable reasoning on value dependencies between ex-
changed messages. Zalakain and Dardha [2020] give another Agda formal-
ization of the linear π-calculus. They focus exclusively on the process layer
and only consider channel types, using typing with leftovers [Allais, 2017].
Rouvoet et al. [2020] describe a technique inspired by separation logic to
specify and verify in Agda interpreters using linear resources. Among the
case studies they discuss is a linearly-typed lambda calculus with primitives
for session communications.



Postludium

Let us briefly summarize the two main contents of this thesis. First,
we introduced fair termination as a desirable property in systems

based on communication as it entails many well known properties that are
studied in the literature. However, providing a type system for enforcing fair
termination is not straightforward as there exist some peculiar scenarios in
which the liveness is compromised. Then, due to the increasing interest
of research communities in proof assistants we decided to focus on some
mechanization aspects. Notably, generalized inference systems have been
a transversal topic throughout the thesis as most of the time we relied on
them for characterizing the definitions that we needed.

Type Systems On the one hand, in Chapters 4 and 5 we presented a type
system for binary/multiparty sessions which involved fair subtyping. Then
we showed that fair subtyping must be used carefully, that is, finitely many
times when it has a strictly positive weight. The main advantage of the
type systems under analysis is that they allow for compositional reasoning.
On the other hand, in Chapter 6 we presented a linear logic inspired type
system for the linear π-calculus. In this case there is no subtyping relation.
A peculiar aspect was that we could type both a fair and an unfair pro-
cess (see Example 6.5.2) by using the same type/formula. Differently with
respect to the type systems in Chapters 4 and 5, the enforcement of fair
termination is based on a global validity condition. At last, we showed that
the type systems cannot be compared which leads to interesting research
directions. Apart from the technique being used for developing the type
systems, we hope that the reader has been convinced that fair termination
is a fundamental property for communication-based calculi.

257
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Agda Mechanizations In Chapter 7 we introduce a library for support-
ing generalized inference systems in Agda. Differently, to the built-in tech-
niques, the library allows to provide modular definitions that can be com-
posed without duplicating notions. We then took advantage of such library
for characterizing the properties of session types in Chapter 8. The main
aim was to show that well known properties could be turned into fair ones
by adding corules and without changing the main inference systems (see Sec-
tion 8.5). The application of foundational aspects to session types tried to
provide a useful guideline for those researchers involved in the formalization
of session type based calculi. Indeed, we also relied on a peculiar definition
of session types that aims at simplifying the definition of the predicates on
them. We hope to have provided some helpful suggestions for realizing the
dream according to which one day all the proofs will be certified.

Future Work

We conclude the thesis by inspecting some possible research directions that
we can take in the future. We are grateful to all the anonymous reviewers
of the articles that we have submitted during these years as they suggested
many interesting topics that we mention in this section.

Fair Termination of Sessions An open question that may have a rele-
vant practical impact is whether the type system in Chapters 4 and 5 remain
sound in a setting where communications are asynchronous. We expect the
answer to be positive, as is the case for other synchronous multiparty session
types systems [Scalas and Yoshida, 2019], but we have not worked out the
details yet. Then, a natural development of these type systems is their appli-
cation to a real programming environment. We envision two approaches that
can be followed to this aim. A bottom-up approach may apply our static
analysis technique to a program (in our process calculus) that is extracted
from actual code and that captures the code’s communication semantics.
We expect that suitable annotations may be necessary to identify those
branching parts of the code that represent non-deterministic choices in the
program. Most typically, these branches will correspond to finite loops or to
queries made to the human user of the program that have several different
continuations. A top-down approach may provide programmers with a gen-
erative tool that, starting from a global specification in the form of a global
type [Honda et al., 2016], produces template code that is “well-typed by
design” and that the programmer subsequently instantiates to a specific ap-
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plication. Scribble [Yoshida et al., 2013, Ancona et al., 2016] is an example
of such a tool. Interestingly, the usual notion of global type projectability
is not sufficient to entail that the session map resulting from a projection
is coherent. However, coherence would be guaranteed by requiring that the
projected global type is fairly terminating. Finally, we plan to investigate
the adaptation of the type system for ensuring the fair termination in the
popular actor-based model. This is a drastically different setting in which
the order of messages is not as controllable as in the case of sessions. As a
consequence, type based analyses require radically different formalisms such
as mailbox types [de’Liguoro and Padovani, 2018], for which the study of
fair subtyping and of type systems enforcing fair termination is unexplored.

Validity in πLIN One drawback of the type system proposed in Chapter 6
is that establishing whether a quasi-typed process is also well typed requires
a global check on the whole typing derivation. This does not happen in
the type systems for sessions in Chapters 4 and 5. The need for a global
check seems to arise commonly in infinitary proof systems [Dax et al., 2006,
Doumane, 2017, Baelde et al., 2016, 2022], so an obvious aspect to investigate
is whether the analysis can be localized. A possible source of inspiration
for devising a local type system for πLIN might come from the work of
Derakhshan and Pfenning [2019]. They propose a compositional technique
for dealing with infinitary typing derivations in a session calculus, although
their type system is limited to the additive fragment of linear logic.

Fair Subtyping and Linear Logic In Section 6.5 we showed that the
type systems in Chapters 4 and 5 and the one in Chapter 6 cannot be com-
pared. In particular, Example 6.5.2 points out a fundamental difference
between the two approaches, that is, the presence or absence of fair sub-
typing. Given the rich literature exploring the connections between linear
logic and session types, πLIN and its type system might provide the right
framework for investigating the logical foundations of fair subtyping.

Inference Systems in Agda For future work we plan to extend the li-
brary that we presented in Chapter 7 in several directions. The first one is
to support other interpretations of inference systems, such as the regular one
[Dagnino, 2020], which is basically coinductive but allows only proof trees
with finitely many distinct subtrees. To this end, useful starting points are
works on regular terms and streams [Spadotti, 2016, Uustalu and Veltri,
2017] and on finite sets [Firsov and Uustalu, 2015] in dependent type the-
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ories. The challenging part is the finiteness constraint, which is not trivial
in a type-theoretic setting. A second direction is to implement other proof
techniques for (flexible) coinduction, as parametrized coinduction [Hur et al.,
2013] and up-to techniques [Pous, 2016, Danielsson, 2018]. Finally, another
direction could be the development of a full framework for composition of in-
ference systems, along the lines of seminal work on module systems [Bracha,
1992]. On the more practical side, a further development is to transform
the methodology in an automatic translation. That is, a user should be
allowed to write an inference system (with corules) in a natural syntax, and
the corresponding Agda types should be generated automatically, either by
an external tool, or, more interestingly, using reflection, recently added in
Agda.
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(Théorie de la démonstration infinitaire pour les logiques à points fixes).
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Appendix A

Supplement to Chapter 4

A.1 Algorithms

In this section we discuss the ingredients to obtain a type check-
ing algorithm for the type system presented in Section 4.2. In Ap-

pendix A.1.1 we show how to compute the minimum rank of a process while
in Appendix A.1.2 we present a variant of the rules in Figure 4.4 that al-
lows us to obtain a type checking algorithm. Notably, such algorithm has
been implemented in Ciccone and Padovani [2021b]. The tool is available
on GitHub and contains the codes of most of the examples from this thesis
as well as from Ciccone and Padovani [2022c].

A.1.1 Minimum Rank of a Process

In this section we develop a function to compute the minimum rank
of a process, namely the least quantity that is necessary in order

to find a typing derivation for P . In the following we assume that bound
names and casts are annotated with session types as well as with the weight
of the subtyping relation (⌈x,m⌉P means that the subtyping being applied
has weight m).

Remark A.1.1. The weight of a fair subtyping application is the least solu-
tion of the equations in Definition 3.2.4. We did not carry out an analysis
about the decidability, so we require that such information is given by the
programmer by annotating the process. If the solution of Definition 3.2.4
can be found in a finite amount of time, then the weight can be inferred. ⌟

Moreover, we assume that a non deterministic choice P ⊕k Q is labeled
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with a number m ∈ {1, 2} which identifies the path leading to successful
termination. The function is defined below.

Definition A.1.1 (Minimum Rank of a Process). The minimum rank of
a process P , written ∥P∥, is the least upper bound to the number of casts
that P may need to perform and of sessions that P may need to create in
order to terminate. Formally, let ∥P∥A be the function inductively defined
by the following equations, where A is a set of process names:

∥done∥A = ∥closex∥A = 0
∥waitx.P∥A = ∥P∥A

∥A⟨x⟩∥A = 0 if A ∈ A
∥A⟨x⟩∥A = ∥P∥A∪{A} if A ̸∈ A and A(x)

△
= P

∥x?(y).P∥A = ∥x!y.P∥A = ∥P∥A
∥⌈x,m⌉P∥A = m+ ∥P∥A

∥(x)(P |Q)∥A = 1 + ∥P∥A + ∥Q∥A
∥xπ{mi : Pi}i∈I∥A =

⊔
i∈I ∥Pi∥A

∥P1 ⊕k P2∥A = ∥Pk∥A if k ∈ {1, 2}

We write ∥P∥ for ∥P∥∅.

Now we have to show that this function allows us to compute the min-
imum rank that is necessary in a typing derivation. The first step is to
provide a characterization of those processes that play a primary role in
computing ∥ · ∥. We do so introducing an order relation ⊑ on processes.

Definition A.1.2 (Termination Path). Let ⊑ be the least preorder such
that

Pk ⊑ P1 +k P2
k ∈ {1, 2}

P ⊑ x!y.P P ⊑ x?(y).P

Pk ⊑ xπ{mi : Pi}i∈I
k ∈ I

A(x)
△
= P

P ⊑ A⟨x⟩

We say that P is on a termination path of Q if P ⊑ Q.

Intuitively, P ⊑ Q means that the rank of Q may be affected by the
rank of P , because P occurs along a path that leads Q to termination.
Hereafter, we often omit the arguments of a process invocation involved in
a process order relation and write, for example, A ⊑ P and P ⊑ A instead
of A⟨x⟩ ⊑ P and P ⊑ A⟨x⟩. The notation A ⊑ P ⊑ A, shortcut for A ⊑ P
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and P ⊑ A, means that P is found in between two invocations of the same
definition A. These “loops” in termination paths are the dangerous places
in which no casts (with strictly positive weight) can be performed and no
sessions can be created.

Definition A.1.3 (Safe Program). We say that a program {Ai(xi)
△
= Pi}i∈I

is safe if Ai ⊑ P ⊑ Ai implies that P is not a cast or a session for every P
and i ∈ I.

Note that it is straightforward to define an algorithm that checks whether
a program is safe, since the number of processes is finite and so is the number
of process names.

Now we show that, in a safe program, the rank of a process invocation
corresponds to that of its unfolding. This requires some auxiliary results
that allow us to express the relationship between the ranks of a process
depending on the set A or process names used. First, we show that the
larger the set of process names, the smaller the rank. Intuitively, this is
because in Definition A.1.1 every invocation of a process name that occurs
in A results in a null rank.

Lemma A.1.1. If A ⊆ B, then ∥P∥B ≤ ∥P∥A.
Proof. By induction on the definition of rank and by cases on the shape
of P . We only discuss the base case in which P = A⟨x⟩, distinguishing
three sub-cases: if A ∈ A, then we conclude ∥P∥B = 0 = ∥P∥A; if A ∈
B \ A, then we conclude ∥P∥B = 0 ≤ ∥P∥A; if A ̸∈ B, then we conclude
∥P∥B = ∥Q∥B∪{A} ≤ ∥Q∥A∪{A} = ∥P∥A using the induction hypothesis and
A(x)

△
= Q.

Next we show that the rank of a process P does not depend on the
presence or absence of A in the set A if A ̸⊑ P if there is no invocation to
A along any termination path of P .

Lemma A.1.2. If A ̸⊑ P , then ∥P∥A = ∥P∥A∪{A}.

Proof. By induction on the definition of ∥P∥A and by cases on the shape of
P .

Cases P = done and P = closex. We conclude ∥P∥A = ∥P∥A∪{A} = 0.
Case P = B⟨x⟩ where B(x)

△
= Q. From the hypothesis A ̸⊑ P we deduce

B ̸= A. We distinguish two sub-cases. If B ∈ A, then we conclude

∥P∥A = ∥B⟨x⟩∥A by definition of P
= 0 by definition of ∥ · ∥
= ∥B⟨x⟩∥A∪{A} by definition of ∥ · ∥
= ∥P∥A∪{A} by definition of P
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If B ̸∈ A, then from the hypothesis A ̸⊑ P we deduce A ̸⊑ Q and we
conclude

∥P∥A = ∥B⟨x⟩∥A by definition of P
= ∥Q∥A∪{B} by definition of ∥ · ∥
= ∥Q∥A∪{A,B} using the induction hypothesis

= ∥B⟨x⟩∥A∪{A} by definition of ∥ · ∥
= ∥P∥A∪{A} by definition of P

Case P = P1 ⊕k P2 where k ∈ {1, 2}. From the hypothesis A ̸⊑ P we
deduce A ̸⊑ Pk. We conclude

∥P∥A = ∥P1 ⊕k P2∥A by definition of P
= ∥Pk∥A by definition of ∥ · ∥
= ∥Pk∥A∪{A} using the induction hypothesis

= ∥P1 ⊕k P2∥A∪{A} by definition of ∥ · ∥
= ∥P∥A∪{A} by definition of P

Case P = x!y.Q. From the hypothesis A ̸⊑ P we deduce A ̸⊑ Q. We
conclude

∥P∥A = ∥x!y.Q∥A by definition of P
= ∥Q∥A by definition of ∥ · ∥
= ∥Q∥A∪{A} using the induction hypothesis

= ∥x!y.Q∥A∪{A} by definition of ∥ · ∥
= ∥P∥A∪{A} by definition of P

Case P = x?(y).Q. Analogous to the previous case.
Case P = ⌈x,m⌉Q. From A ̸⊑ P we deduce A ̸⊑ Q. We conclude

∥P∥A = ∥⌈x⌉Q∥A by definition of P
= m+ ∥Q∥A by definition of ∥ · ∥
= m+ ∥Q∥A∪{A} using the induction hypothesis

= ∥⌈x⌉Q∥A∪{A} by definition of ∥ · ∥
= ∥P∥A∪{A} by definition of P

Case P = (x)(P1 | P2). From A ̸⊑ P we deduce A ̸⊑ Pi for i = 1, 2. We
conclude

∥P∥A = ∥(x)(P1 | P2)∥A by definition of P
= 1 + ∥P1∥A + ∥P2∥A by definition of ∥ · ∥
= 1 + ∥P1∥A∪{A} + ∥P2∥A∪{A} using the induction hypothesis

= ∥(x)(P1 | P2)∥A∪{A} by definition of ∥ · ∥
= ∥P∥A∪{A} by definition of P
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Case P = xπ{mi : Pi}i∈I . From the hypothesis A ̸⊑ P we deduce A ̸⊑ Pi
for every i ∈ I. We conclude

∥P∥A = ∥xπ{mi : Pi}i∈I∥A by definition of P
=

⊔
i∈I ∥Pi∥A by definition of ∥ · ∥

=
⊔
i∈I ∥Pi∥A∪{A} using the induction hypothesis

= ∥xπ{mi : Pi}i∈I∥A∪{A} by definition of ∥ · ∥
= ∥P∥A∪{A} by definition of P

Finally, we can show that the rank of a process P such that A ⊑ P ⊑ A
cannot exceed the rank of A. Recall that A ⊑ P means that there is an
invocation to A along a termination path of P and that P ⊑ A means that
P occurs along a termination path of A.

Lemma A.1.3. In a safe program, if A ⊑ P ⊑ A and A(x)
△
= Q, then

∥P∥A ≤ ∥P∥A∪{A} ⊔ ∥A⟨x⟩∥.

Proof. By induction on ∥P∥A and by cases on the shape of P . Note that P
cannot be a cast or a session because of the hypothesis that the program is
safe.

Case P = B⟨x⟩ and B ∈ A. We conclude

∥P∥A = ∥B⟨x⟩∥A by definition of P
= 0 by definition of ∥ · ∥
= ∥B⟨x⟩∥A∪{A} by definition of ∥ · ∥
≤ ∥B⟨x⟩∥A∪{A} ⊔ ∥A⟨x⟩∥ property of ⊔
= ∥P∥A∪{A} ⊔ ∥A⟨x⟩∥ by definition of P

Case P = A⟨y⟩ and A ̸∈ A. We may assume, without loss of generality,
that y = x since the rank of a process invocation does not depend on channel
names. We conclude

∥P∥A = ∥A⟨x⟩∥A by definition of P
= ∥Q∥A∪{A} by definition of ∥ · ∥
≤ ∥Q∥{A} by Lemma A.1.1

= ∥A⟨x⟩∥ by definition of ∥ · ∥
= 0 ⊔ ∥A⟨x⟩∥ property of ⊔
= ∥A⟨x⟩∥A∪{A} ⊔ ∥A⟨x⟩∥ by definition of ∥ · ∥
= ∥P∥A∪{A} ⊔ ∥A⟨x⟩∥ by definition of P
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Case P = B⟨x⟩ and B ̸∈ A∪{A} where B(x)
△
= R. From the hypotheses

A ⊑ P ⊑ A and B ̸∈ A ∪ {A} we deduce A ⊑ R ⊑ A.

∥P∥A = ∥B⟨x⟩∥A by definition of P
= ∥R∥A∪{B} by definition of ∥ · ∥
≤ ∥R∥A∪{A,B} ⊔ ∥A⟨x⟩∥ using the induction hypothesis

= ∥B⟨x⟩∥A∪{A} ⊔ ∥A⟨x⟩∥ by definition of ∥ · ∥
and the hypothesis B ̸∈ A ∪ {A}

= ∥P∥A∪{A} ⊔ ∥A⟨x⟩∥ by definition of P

Case P = P1 ⊕k P2 where k ∈ {1, 2}. From the hypotheses A ⊑ P ⊑ A
we deduce A ⊑ Pk ⊑ A. We conclude

∥P∥A = ∥P1 +k P2∥A by definition of P
= ∥Pk∥A by definition of ∥ · ∥
≤ ∥Pk∥A∪{A} ⊔ ∥A⟨x⟩∥ using the induction hypothesis

= ∥P1 ⊕k P2∥A∪{A} ⊔ ∥A⟨x⟩∥ by definition of ∥ · ∥
= ∥P∥A∪{A} ⊔ ∥A⟨x⟩∥ by definition of P

Case P = x!y.Q. From the hypotheses A ⊑ P ⊑ A we deduce A ⊑ Q ⊑
A. We conclude

∥P∥A = ∥x!y.Q∥A by definition of P
= ∥Q∥A by definition of ∥ · ∥
≤ ∥Q∥A∪{A} ⊔ ∥A⟨x⟩∥ using the induction hypothesis

= ∥x!y.Q∥A∪{A} ⊔ ∥A⟨x⟩∥ by definition of ∥ · ∥
= ∥P∥A∪{A} ⊔ ∥A⟨x⟩∥ by definition of P

Case P = x?(y).Q. Analogous to the previous case.
Case P = xπ{mi : Pi}i∈I . For every i ∈ I we distinguish two possibili-

ties, depending on whether A ̸⊑ Pi or A ⊑ Pi. In the first case we deduce
∥Pi∥A = ∥Pi∥A∪{A} using Lemma A.1.2. In the second case we deduce
∥Pi∥A ≤ ∥Pi∥A∪{A} ⊔ ∥A⟨x⟩∥ using the induction hypothesis. Either way,
we have ∥Pi∥A ≤ ∥Pi∥A∪{A} ⊔ ∥A⟨x⟩∥ for every i ∈ I. We conclude

∥P∥A = ∥xπ{mi : Pi}i∈I∥A by definition of P
=

⊔
i∈I ∥Pi∥A by definition of ∥ · ∥

≤
⊔
i∈I(∥Pi∥A∪{A} ⊔ ∥A⟨x⟩∥) using Lemma A.1.2

or the induction hypothesis
= (

⊔
i∈I ∥Pi∥A∪{A}) ⊔ ∥A⟨x⟩∥ distributivity of ⊔

= ∥xπ{mi : Pi}i∈I∥A∪{A} ⊔ ∥A⟨x⟩∥ by definition of ∥ · ∥
= ∥P∥A∪{A} ⊔ ∥A⟨x⟩∥ by definition of P
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Next is the key lemma stating that the given notion of rank (Defini-
tion A.1.1) behaves well, in the sense that it is preserved by unfolding a
process invocation.

Lemma A.1.4. In a safe program such that A(x)
△
= P we have ∥P∥ =

∥A⟨x⟩∥.

Proof. Clearly P ⊑ A since P is the body of the definition of process A.
We distinguish two sub-cases that cover all possibilities. If A ̸⊑ P , then
using Lemma A.1.2 we deduce ∥P∥ = ∥P∥∅ = ∥P∥{A} = ∥A⟨x⟩∥. If A ⊑ P ,
then using Lemma A.1.2 we deduce ∥P∥ = ∥P∥∅ ≤ ∥P∥{A} ⊔ ∥A⟨x⟩∥ =
∥A⟨x⟩∥ ⊔ ∥A⟨x⟩∥ = ∥A⟨x⟩∥. Using Lemma A.1.1 we conclude ∥A⟨x⟩∥ =
∥P∥{A} ≤ ∥P∥.

In order to show that ∥P∥ is indeed the minimum rank of P that allows
us to find a typing derivation for P , provided there is one, the first thing to
do is to prove that a well-typed program is also safe. So from now on, when
we reason about well-typed processes, we may assume that they belong to
a safe program.

Lemma A.1.5. A well-typed program is safe.

Proof. First of all observe that Γ ⊢m P and ∆ ⊢n Q and P ⊑ Q imply
m ≤ n. This follows by considering the base cases of P ⊑ Q and looking at
the typing rules in which Q is in the conclusion and P is one of the premises.
Then, A ⊑ P ⊑ A implies that P occurs in a typing judgment having exactly
the same rank annotation as that of A. It follows that P cannot be a cast
or a session, for these forms strictly increase the rank annotation.

Next we show that ∥P∥ is no greater than any rank that may appear is
a typing derivation for P .

Lemma A.1.6. If Γ ⊢n P , then ∥P∥ ≤ n.

Proof. We prove that Γ ⊢n P implies ∥P∥A ≤ n by a straightforward in-
duction on the definition of ∥P∥A. The conclusion ∥P∥ ≤ n is then just the
particular case when A = ∅.

Finally, we show that if a program is well typed under some assignment
then it is also well typed under the assignment that uses the minimum ranks.
With Lemma A.1.6, this result justifies the definition of ∥P∥ as minimum
rank of P .
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Theorem A.1.1. If {Ai(xi)
△
= Pi}i∈I is well typed under the global assign-

ment {Ai : [Si;ni]}i∈I , then it is well typed also under the global assignment
{Ai : [Si; ∥Pi∥]}i∈I .

Proof. First we use the coinduction principle to show that every judgment
in R def

= {Γ ⊢m P | Γ ⊢ncoind P, ∥P∥ ≤ m} is the conclusion of a rule in
Figure 4.4 whose premises are also in R. This allows us to deduce that

Γ ⊢ncoind P implies Γ ⊢∥P∥
coind P . Suppose Γ ⊢m P ∈ R. Then Γ ⊢ncoind P and

∥P∥ ≤ m. We reason by cases on the last rule used in the derivation of
Γ ⊢ncoind P . We only discuss two representative cases.

Case [tb-call]. Then P = Ak⟨x⟩ and Ak(x)
△
= Q and Γ ⊢n′

coind Q for
some n′ ≤ n and some k ∈ I. From the definition of rank we deduce
∥P∥ = ∥Q∥ = ∥Qk∥ since the rank of a process does not depend on its
free names. From Lemma A.1.6 we deduce ∥Qk∥ ≤ nk. We conclude by
observing that m ≥ nk and that Γ ⊢m Q is the conclusion of [tb-call].

Case [tb-tag]. Then P = xπ{mi : Qi}i∈I and Γ = ∆, x : π{mi : Si}i∈K
and ∆, x : Si ⊢ncoind Qi for every i ∈ I. From the definition of rank we have
∥P∥ =

⊔
i∈I ∥Qi∥. From m ≥ ∥P∥ we deduce m ≥ ∥Qi∥ for every i ∈ I.

Then ∆, x : Si ⊢m Qi ∈ R for every i ∈ I by definition of R and we conclude
by observing that Γ ⊢m P is the conclusion of [tb-label].

To show that Γ ⊢nind P implies Γ ⊢∥P∥
ind P it suffices a straightforward in-

duction on the derivation of Γ ⊢nind P . By the bounded coinduction principle
this is enough to conclude.

A.1.2 Type Checking Algorithm

In this section we show how to obtain an alternative version of the
typing rules from which it is easy to derive a type checking algorithm,

provided that bound names and casts are explicitly annotated with session
types and the weight of the subtyping being applied. As we pointed out in
Appendix A.1.1, we assume that non deterministic choices are labeled with
the branch which leads to successful termination. There are three aspects
that make the type system presented in Figure 4.4 not strictly algorithmic:

1. the fact that typing derivations are potentially infinite

2. the need for building finite derivations using the corules [cob-choice]

and [cob-tag], which overlap with [tb-choice] and [tb-tag] respec-
tively

3. the rank annotation to be used in each typing judgment
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a-done

∅ ⊢ done

a-call

x : S ⊢ A⟨x⟩
A : [S;n]

a-choice
Γ ⊢ P Γ ⊢ Q

Γ ⊢ P ⊕Q

a-close

x : !end ⊢ closex

a-wait
Γ ⊢ P

Γ, x : ?end ⊢ waitx.P

a-channel-in
Γ, x : S, y : T ⊢ P

Γ, x : ?T.S ⊢ x?(y).P

a-tag
∀i ∈ I : Γ, x : Si ⊢ Pi

Γ, x : π{mi : Si}i∈I ⊢ xπ{mi : Pi}i∈I

a-channel-out
Γ, x : S ⊢ P

Γ, x : !T.S, y : T ⊢ x!y.P

a-par
Γ, x : S ⊢ P ∆, x : T ⊢ Q

Γ,∆ ⊢ (x)(P |Q)
S ∼ T

a-cast
Γ, x : T ⊢ P

Γ, x : S ⊢ ⌈x⌉P
S ⩽ T

Figure A.1: Algorithmic typing rules for processes

Concerning Item 3, in Appendix A.1.1 we have seen how the rank anno-
tation can be computed for any process in a safe program. So here we focus
on Items 1 and 2.

Figure A.1 presents an (inductively interpreted) set of typing rules that
are a “stripped down” version of those given in Figure 4.4. There are two
main differences between these rules and those given in the main body of
the paper: first, there is no rank annotation in typing judgments; second,
[a-call] is an axiom, unlike [tb-call]. The remaining structure of the rules
and the kind of constraints they impose is exactly the same as before. Hence-
forth, we write Γ ⊢alg P if Γ ⊢ P is (inductively) derivable using the typing
rules in Figure A.1.

Lemma A.1.7. Let {Ai(xi)
△
= Pi}i∈I be a safe program and let {Ai :

[Si;ni]}i∈I be a global assignment. The following properties are equivalent:

1. xi : Si ⊢ni
coind Pi for every i ∈ I;

2. xi : Si ⊢alg Pi for every i ∈ I.

Proof. 1 ⇒ 2. Just observe that a (finite) derivation for Γ ⊢alg P can be
obtained from a (possibly infinite) derivation for Γ ⊢coind P by truncating
each application of [tb-call] in the latter derivation to an application of
[a-call] with the same conclusion.
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A ⊩ done A ⊩ closex

A ∪ {A} ⊩ P
A ⊩ A⟨x⟩

A ̸∈ A, A(x) △= P

A ⊩ Pk
A ⊩ P1 ⊕k P2

k ∈ {1, 2}
A ⊩ P

A ⊩ x?(y).P
A ⊩ P

A ⊩ x!y.P

A ⊩ Pk
A ⊩ xπ{mi : Pi}i∈I

k ∈ I
∀i ∈ {1, 2} : A ⊩ Pi
A ⊩ (x)(P1 | P2)

A ⊩ P
A ⊩ ⌈x⌉P

Figure A.2: Algorithmic rules for action boundedness

2 ⇒ 1. Let R def
= {Γ ⊢n P | Γ ⊢alg P, ∥P∥ ≤ n}. Using the coinduction

principle it suffices to show that each judgment found in R is the conclusion
of a rule in Figure 4.4 whose premises are also in R. Let Γ ⊢n P ∈ R,
meaning that Γ ⊢alg P and ∥P∥ ≤ n. We reason by cases on the rule used
to derive Γ ⊢alg P . We only discuss a few cases.

Case [a-done]. We conclude observing that P is the conclusion of [tb-
done].

Case [a-call]. Then P = A⟨x⟩ for some A(x)
△
= Q. Note that n ≥

∥P∥ = ∥Q∥. From the hypothesis we know that Γ ⊢alg Q and we conclude
by observing that Γ ⊢n P is the conclusion of [tb-call] and that Γ ⊢n Q ∈ R
by definition of R.

Case [a-par]. Then P = (x)(P1 |P2) and Γ = Γ1,Γ2 and Γi, x : Si ⊢alg Pi
for i = 1, 2 and S1 ∼ S2. Note that n ≥ ∥P∥ = 1 + ∥P1∥ + ∥P2∥. Hence,
there exist n1 and n2 such that n = 1 + n1 + n2 and ∥Pi∥ ≤ ni for i = 1, 2.
We conclude by observing that Γ ⊢n P is the conclusion of [tb-par] and
that Γi, x : Si ⊢ni Pi ∈ R by definition of R.

Case [a-tag]. Then P = xπ{mi : Pi}i∈I and Γ = Γ′, x : π{mi : Si}i∈I
and Γ′, x : Si ⊢alg Pi for every i ∈ I. Note that n ≥ ∥P∥ =

⊔
i∈I ∥Pi∥, hence

n ≥ ∥Pi∥ for every i ∈ I. We conclude by observing that Γ ⊢n P is the
conclusion of [tb-tag] and that Γ′, x : Si ⊢n Pi ∈ R by definition of R.

To filter out those judgments derivable in the algorithmic type system
for which there is no finite derivation using the original type system with the
corules [cob-choice] and [cob-label], we separately define the (inductive)
inference system shown in Figure A.2 for action boundedness. Note that
this inference system can be trivially turned into an algorithm by checking
whether, for a process of the form xπ{mi : Pi}i∈I , there is at least one branch
for which A ⊩ Pi is derivable.
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Lemma A.1.8. If Γ ⊢ncoind P , then Γ ⊢nind P if and only if ∅ ⊩ P .

Proof. For the “if” part we prove that A ⊩ P implies Γ ⊢Aind P by induction
on the derivation of A ⊩ P . For the “only if”, we first prove that if Γ ⊢Aind P
and none of the process names occurring in the [tb-call] applications of
this derivation is in A, then A ⊩ P . Then, the result follows by considering
the smallest derivation Γ ⊢Aind P , in which no process definition is expanded
twice.

Theorem A.1.2. Let {Ai(xi)
△
= Pi}i∈I be a safe program and let {Ai :

[Si;ni]}i∈I be a global assignment. The following properties are equivalent:

1. xi : Si ⊢ni Pi for every i ∈ I;

2. xi : Si ⊢alg Pi for every i ∈ I and ∅ ⊩ Q is derivable for every Q
occurring in the derivations.

Proof. Consequence of Lemmas A.1.7 and A.1.8.
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